

    
      
          
            
  

  
    
    Client
    

    
 
  

    
      
          
            
  
Client


	
class pyEX.Client(api_token=None, version='v1', api_limit=5)[source]

	IEX Cloud Client

Client has access to all methods provided as standalone, but in an authenticated way


	Parameters

	
	api_token (str) – api token (can pickup from IEX_TOKEN environment variable)


	version (str) – api version to use (defaults to v1)
set version to ‘sandbox’ to run against the IEX sandbox


	api_limit (int) – cache calls in this interval









	
acos(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Trigonometric ACos
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
ad(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', volumecol='volume')

	This will return a dataframe of Chaikin A/D Line for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	volumecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
add(symbol, timeframe='6m', col1='open', col2='close')

	This will return a dataframe of
Vector Arithmetic Add
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col1 (string) – 


	col2 (string) – 






	Returns

	result



	Return type

	DataFrame










	
adosc(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', volumecol='volume', fastperiod=3, slowperiod=10)

	This will return a dataframe of Chaikin A/D Oscillator for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	volumecol (string) – column to use to calculate


	fastperiod (int) – fast period to calculate across


	slowperiod (int) – slow period to calculate across






	Returns

	result



	Return type

	DataFrame










	
advancedStats(token='', version='stable', filter='', format='json')

	Returns everything in key stats plus additional advanced stats such as EBITDA, ratios, key financial data, and more.

https://iexcloud.io/docs/api/#advanced-stats
4am, 5am ET


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
advancedStatsDF(token='', version='stable', filter='', format='json')

	Returns everything in key stats plus additional advanced stats such as EBITDA, ratios, key financial data, and more.

https://iexcloud.io/docs/api/#advanced-stats
4am, 5am ET


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
adx(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)

	This will return a dataframe of average directional movement index for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
adxr(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)

	This will return a dataframe of average directional movement index rating for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
analystRecommendations(token='', version='stable', filter='', format='json')

	Pulls data from the last four months.

https://iexcloud.io/docs/api/#analyst-recommendations
Updates at 9am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
analystRecommendationsDF(token='', version='stable', filter='', format='json')

	Pulls data from the last four months.

https://iexcloud.io/docs/api/#analyst-recommendations
Updates at 9am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
apo(symbol, timeframe='6m', col='close', fastperiod=12, slowperiod=26, matype=0)

	This will return a dataframe of Absolute Price Oscillator for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	fastperiod (int) – fast period to calculate across


	slowperiod (int) – slow period to calculate across


	matype (int) – moving average type (0-sma)






	Returns

	result



	Return type

	DataFrame










	
aroon(symbol, timeframe='6m', highcol='high', lowcol='low', period=14)

	This will return a dataframe of
Aroon
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
aroonosc(symbol, timeframe='6m', highcol='high', lowcol='low', period=14)

	This will return a dataframe of
Aroon Oscillator
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
asin(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Trigonometric ASin
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
atan(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Trigonometric ATan
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
atr(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)

	This will return a dataframe of average true range for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – time period to calculate over






	Returns

	result



	Return type

	DataFrame










	
avgprice(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of average price for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
balanceSheet(period='quarter', last=1, token='', version='stable', filter='', format='json')

	Pulls balance sheet data. Available quarterly (4 quarters) and annually (4 years)

https://iexcloud.io/docs/api/#balance-sheet
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
balanceSheetDF(period='quarter', last=1, token='', version='stable', filter='', format='json')

	Pulls balance sheet data. Available quarterly (4 quarters) and annually (4 years)

https://iexcloud.io/docs/api/#balance-sheet
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
batch(fields=None, range_='1m', last=10, token='', version='stable', filter='', format='json')

	Batch several data requests into one invocation. If no fields passed in, will default to quote

https://iexcloud.io/docs/api/#batch-requests


	Parameters

	
	symbols (str or list) – List of tickers to request


	fields (str or list) – List of fields to request


	range (str) – Date range for chart


	last (int) – 


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	results in json



	Return type

	dict










	
batchDF(fields=None, range_='1m', last=10, token='', version='stable', filter='', format='json')

	Batch several data requests into one invocation

https://iexcloud.io/docs/api/#batch-requests


	Parameters

	
	symbols (list) – List of tickers to request


	fields (list) – List of fields to request


	range (str) – Date range for chart


	last (int) – 


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	results in json



	Return type

	DataFrame










	
beta(symbol, timeframe='6m', highcol='high', lowcol='low', period=14)

	This will return a dataframe of beta for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
bollinger(symbol, timeframe='6m', col='close', period=2)

	This will return a dataframe of bollinger bands for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
bonusIssue(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Bonus Issue Obtain up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#bonus-issue


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
bonusIssueDF(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Bonus Issue Obtain up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#bonus-issue


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
book(token='', version='stable', filter='', format='json')

	Book data

https://iextrading.com/developer/docs/#book
realtime during Investors Exchange market hours


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
bookDF(token='', version='stable', filter='', format='json')

	Book data

https://iextrading.com/developer/docs/#book
realtime during Investors Exchange market hours


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
bop(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', volumecol='volume')

	This will return a dataframe of
Balance of power
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	volumecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
brent = functools.partial(<function Client.bind>, meth=<function points>, key='DCOILBRENTEU')

	




	
bulkBatch(fields=None, range_='1m', last=10, token='', version='stable', filter='', format='json')

	Optimized batch to fetch as much as possible at once

https://iexcloud.io/docs/api/#batch-requests


	Parameters

	
	symbols (list) – List of tickers to request


	fields (list) – List of fields to request


	range (str) – Date range for chart


	last (int) – 


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	results in json



	Return type

	dict










	
bulkBatchDF(fields=None, range_='1m', last=10, token='', version='stable', filter='', format='json')

	Optimized batch to fetch as much as possible at once

https://iexcloud.io/docs/api/#batch-requests


	Parameters

	
	symbols (list) – List of tickers to request


	fields (list) – List of fields to request


	range (str) – Date range for chart


	last (int) – 


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	results in json



	Return type

	DataFrame










	
bulkMinuteBars(dates, token='', version='stable', filter='', format='json')

	fetch many dates worth of minute-bars for a given symbol






	
bulkMinuteBarsDF(dates, token='', version='stable', filter='', format='json')

	fetch many dates worth of minute-bars for a given symbol






	
calendar(direction='next', last=1, startDate=None, token='', version='stable', filter='', format='json')

	This call allows you to fetch a number of trade dates or holidays from a given date. For example, if you want the next trading day, you would call /ref-data/us/dates/trade/next/1.

https://iexcloud.io/docs/api/#u-s-exchanges
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	type (str) – “holiday” or “trade”


	direction (str) – “next” or “last”


	last (int) – number to move in direction


	startDate (date) – start date for next or last, YYYYMMDD


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
calendarDF(direction='next', last=1, startDate=None, token='', version='stable', filter='', format='json')

	This call allows you to fetch a number of trade dates or holidays from a given date. For example, if you want the next trading day, you would call /ref-data/us/dates/trade/next/1.

https://iexcloud.io/docs/api/#u-s-exchanges
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	type (str) – “holiday” or “trade”


	direction (str) – “next” or “last”


	last (int) – number to move in direction


	startDate (date) – start date for next or last, YYYYMMDD


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
cashFlow(period='quarter', last=1, token='', version='stable', filter='', format='json')

	Pulls cash flow data. Available quarterly (4 quarters) or annually (4 years).

https://iexcloud.io/docs/api/#cash-flow
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
cashFlowDF(period='quarter', last=1, token='', version='stable', filter='', format='json')

	Pulls cash flow data. Available quarterly (4 quarters) or annually (4 years).

https://iexcloud.io/docs/api/#cash-flow
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
cci(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)

	This will return a dataframe of
Commodity Channel Index
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
cdj = functools.partial(<function Client.bind>, meth=<function points>, key='MMNRJD')

	




	
cdl2crows(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of Two crows for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdl3blackcrows(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of 3 black crows for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdl3inside(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of 3 inside up/down for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdl3linestrike(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of 3 line strike for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdl3outside(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of 3 outside for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdl3starsinsouth(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of 3 stars in south for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdl3whitesoldiers(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of 3 white soldiers for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlabandonedbaby(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of abandoned baby for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdladvanceblock(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of advance block for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlbelthold(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of belt hold for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlbreakaway(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of breakaway for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlclosingmarubozu(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of closing maru bozu for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlconcealbabyswallow(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of conceal baby swallow for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlcounterattack(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of counterattack for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdldarkcloudcover(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close', penetration=0)

	This will return a dataframe of dark cloud cover for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	penetration (int) – penetration






	Returns

	result



	Return type

	DataFrame










	
cdldoji(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of doji for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdldojistar(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of doji star for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdldragonflydoji(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of dragonfly doji for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlengulfing(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of engulfing for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdleveningdojistar(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close', penetration=0)

	This will return a dataframe of evening doji star for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	penetration (int) – penetration






	Returns

	result



	Return type

	DataFrame










	
cdleveningstar(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close', penetration=0)

	This will return a dataframe of evening star for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	penetration (int) – penetration






	Returns

	result



	Return type

	DataFrame










	
cdlgapsidesidewhite(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of up.down-gap side-by-side white lines for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlgravestonedoji(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of gravestone doji for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlhammer(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of hammer for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlhangingman(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of hanging man for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlharami(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of harami for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlharamicross(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of harami cross for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlhighwave(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of high-wave candle for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlhikkake(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of hikkake pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlhikkakemod(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of modified hikkake pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlhomingpigeon(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of homing pigeon for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlidentical3crows(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of identical three crows for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlinneck(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of in-neck pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlinvertedhammer(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of inverted hammer for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlkicking(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of kicking for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlkickingbylength(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of kicking bull/bear determing by the longer marubozu for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlladderbottom(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of ladder bottom for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdllongleggeddoji(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of long legged doji for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdllongline(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of long line candle for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlmarubozu(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of marubozu for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlmatchinglow(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of matching low for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlmathold(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close', penetration=0)

	This will return a dataframe of mat hold for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	penetration (int) – penetration






	Returns

	result



	Return type

	DataFrame










	
cdlmorningdojistar(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close', penetration=0)

	This will return a dataframe of morning doji star for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	penetration (int) – penetration






	Returns

	result



	Return type

	DataFrame










	
cdlmorningstar(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close', penetration=0)

	This will return a dataframe of morning star for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	penetration (int) – penetration






	Returns

	result



	Return type

	DataFrame










	
cdlonneck(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of on-neck pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlpiercing(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of piercing pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlrickshawman(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of rickshaw man for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlrisefall3methods(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of rising/falling three methods for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlseparatinglines(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of separating lines for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlshootingstar(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of shooting star for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlshortline(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of short line candle for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlspinningtop(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of spinning top for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlstalledpattern(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of stalled pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlsticksandwich(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of stick sandwich for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdltakuri(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of takuri dragonfly doji with very long lower shadow for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdltasukigap(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of tasuki gap for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlthrusting(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of thrusting pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdltristar(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of tristar pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlunique3river(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of unique 3 river for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdlxsidegap3methods(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of upside/downside gap three methods for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
cdnj = functools.partial(<function Client.bind>, meth=<function points>, key='MMNRNJ')

	




	
ceil(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Ceil
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
ceoCompensation(token='', version='stable', filter='', format='json')

	This endpoint provides CEO compensation for a company by symbol.

https://iexcloud.io/docs/api/#ceo-compensation
1am daily


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
ceoCompensationDF(token='', version='stable', filter='', format='json')

	This endpoint provides CEO compensation for a company by symbol.

https://iexcloud.io/docs/api/#ceo-compensation
1am daily


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
chart(timeframe='1m', date=None, exactDate=None, last=-1, closeOnly=False, byDay=False, simplify=False, interval=-1, changeFromClose=False, displayPercent=False, sort='desc', includeToday=False, token='', version='stable', filter='', format='json')

	Historical price/volume data, daily and intraday

https://iexcloud.io/docs/api/#historical-prices
Data Schedule
1d: -9:30-4pm ET Mon-Fri on regular market trading days


-9:30-1pm ET on early close trading days





	All others:

	-Prior trading day available after 4am ET Tue-Sat






	Parameters

	
	symbol (str) – Ticker to request


	timeframe (str) – Timeframe to request e.g. 1m


	date (datetime) – date, if requesting intraday


	exactDate (str) – Same as date, takes precedence


	last (int) – If passed, chart data will return the last N elements from the time period defined by the range parameter


	closeOnly (bool) – Will return adjusted data only with keys date, close, and volume.


	byDay (bool) – Used only when range is date to return OHLCV data instead of minute bar data.


	simplify (bool) – 


	interval (int) – 


	changeFromClose (bool) – If true, changeOverTime and marketChangeOverTime will be relative to previous day close instead of the first value.


	displayPercent (bool) – If set to true, all percentage values will be multiplied by a factor of 100 (Ex: /stock/twtr/chart?displayPercent=true)


	range (str) – Same format as the path parameter. This can be used for batch calls.


	sort (str) – Can be “asc” or “desc” to sort results by date. Defaults to “desc”


	includeToday (bool) – If true, current trading day data is appended


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
chartDF(timeframe='1m', date=None, exactDate=None, last=-1, closeOnly=False, byDay=False, simplify=False, interval=-1, changeFromClose=False, displayPercent=False, sort='desc', includeToday=False, token='', version='stable', filter='', format='json')

	Historical price/volume data, daily and intraday

https://iexcloud.io/docs/api/#historical-prices
Data Schedule
1d: -9:30-4pm ET Mon-Fri on regular market trading days


-9:30-1pm ET on early close trading days





	All others:

	-Prior trading day available after 4am ET Tue-Sat






	Parameters

	
	symbol (str) – Ticker to request


	timeframe (str) – Timeframe to request e.g. 1m


	date (datetime) – date, if requesting intraday


	exactDate (str) – Same as date, takes precedence


	last (int) – If passed, chart data will return the last N elements from the time period defined by the range parameter


	closeOnly (bool) – Will return adjusted data only with keys date, close, and volume.


	byDay (bool) – Used only when range is date to return OHLCV data instead of minute bar data.


	simplify (bool) – 


	interval (int) – 


	changeFromClose (bool) – If true, changeOverTime and marketChangeOverTime will be relative to previous day close instead of the first value.


	displayPercent (bool) – If set to true, all percentage values will be multiplied by a factor of 100 (Ex: /stock/twtr/chart?displayPercent=true)


	range (str) – Same format as the path parameter. This can be used for batch calls.


	sort (str) – Can be “asc” or “desc” to sort results by date. Defaults to “desc”


	includeToday (bool) – If true, current trading day data is appended


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
cmo(symbol, timeframe='6m', col='close', period=14)

	This will return a dataframe of
Chande Momentum Oscillator
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
collections(collectionName, token='', version='stable', filter='', format='json')

	Returns an array of quote objects for a given collection type. Currently supported collection types are sector, tag, and list

https://iexcloud.io/docs/api/#collections


	Parameters

	
	tag (str) – Sector, Tag, or List


	collectionName (str) – Associated name for tag


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
collectionsDF(collectionName, token='', version='stable', filter='', format='json')

	Returns an array of quote objects for a given collection type. Currently supported collection types are sector, tag, and list

https://iexcloud.io/docs/api/#collections


	Parameters

	
	tag (str) – Sector, Tag, or List


	collectionName (str) – Associated name for tag


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
company(token='', version='stable', filter='', format='json')

	Company reference data

https://iexcloud.io/docs/api/#company
Updates at 4am and 5am UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
companyDF(token='', version='stable', filter='', format='json')

	Company reference data

https://iexcloud.io/docs/api/#company
Updates at 4am and 5am UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
convertFX(amount=None, token='', version='stable', filter='', format='json')

	This endpoint performs a conversion from one currency to another for a supplied amount of the base currency. If an amount isn’t provided, the latest exchange rate will be provided and the amount will be null.

https://iexcloud.io/docs/api/#currency-conversion
5pm Sun-4pm Fri UTC


	Parameters

	
	symbols (str) – comma seperated list of symbols


	amount (float) – amount to convert


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
convertFXDF(amount=None, token='', version='stable', filter='', format='json')

	This endpoint performs a conversion from one currency to another for a supplied amount of the base currency. If an amount isn’t provided, the latest exchange rate will be provided and the amount will be null.

https://iexcloud.io/docs/api/#currency-conversion
5pm Sun-4pm Fri UTC


	Parameters

	
	symbols (str) – comma seperated list of symbols


	amount (float) – amount to convert


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
corporateActions(token='', version='stable', filter='', format='json')

	
	Parameters

	
	date (datetime) – Effective date


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






Deprecated since version Deprecated:: IEX Cloud status unkown








	
corporateActionsDF(token='', version='stable', filter='', format='json')

	
	Parameters

	
	date (datetime) – Effective date


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






Deprecated since version Deprecated:: IEX Cloud status unkown








	
correl(symbol, timeframe='6m', highcol='high', lowcol='low', period=14)

	This will return a dataframe of Pearson’s Correlation Coefficient(r) for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
cos(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Trigonometric Cos
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
cosh(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Trigonometric Cosh
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
cpi = functools.partial(<function Client.bind>, meth=<function points>, key='CPIAUCSL')

	




	
createRule(ruleName, ruleSet, type='any', existingId=None, token='', version='stable', format='json')

	This endpoint is used to both create and edit rules. Note that rules run be default after being created.


	Parameters

	
	rule (Rule or dict) – rule object to create


	ruleName (str) – name for rule


	ruleSet (str) – Valid US symbol or the string ANYEVENT. If the string ANYEVENT is passed, the rule will be triggered for any symbol in the system. The cool down period for alerts (frequency) is applied on a per symbol basis.


	type (str) – Specify either any, where if any condition is true you get an alert, or all, where all conditions must be true to trigger an alert. any is the default value


	existingId (Optional[str]) – The id of an existing rule only if you are editing the existing rule


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json













	
creditcard = functools.partial(<function Client.bind>, meth=<function points>, key='TERMCBCCALLNS')

	




	
cryptoBook(token='', version='stable', filter='', format='json')

	This returns a current snapshot of the book for a specified cryptocurrency. For REST, you will receive a current snapshot of the current book for the specific cryptocurrency. For SSE Streaming, you will get a full representation of the book updated as often as the book changes. Examples of each are below:

https://iexcloud.io/docs/api/#cryptocurrency-book
continuous


	Parameters

	
	symbol (str) – cryptocurrency ticker


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
cryptoBookDF(token='', version='stable', filter='', format='json')

	This returns a current snapshot of the book for a specified cryptocurrency. For REST, you will receive a current snapshot of the current book for the specific cryptocurrency. For SSE Streaming, you will get a full representation of the book updated as often as the book changes. Examples of each are below:

https://iexcloud.io/docs/api/#cryptocurrency-book
continuous


	Parameters

	
	symbol (str) – cryptocurrency ticker


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
cryptoBookSSE(on_data=None, exit=None, token='', version='stable')

	This returns a current snapshot of the book for a specified cryptocurrency. For REST, you will receive a current snapshot of the current book for the specific cryptocurrency. For SSE Streaming, you will get a full representation of the book updated as often as the book changes. Examples of each are below:

https://iexcloud.io/docs/api/#cryptocurrency-book


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
cryptoBookSSEAsync(exit=None, token='', version='stable')

	This returns a current snapshot of the book for a specified cryptocurrency. For REST, you will receive a current snapshot of the current book for the specific cryptocurrency. For SSE Streaming, you will get a full representation of the book updated as often as the book changes. Examples of each are below:

https://iexcloud.io/docs/api/#cryptocurrency-book


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
cryptoEventsSSE(on_data=None, exit=None, token='', version='stable')

	This returns a streaming list of event updates such as new and canceled orders.

https://iexcloud.io/docs/api/#cryptocurrency-events


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
cryptoEventsSSEAsync(exit=None, token='', version='stable')

	This returns a streaming list of event updates such as new and canceled orders.

https://iexcloud.io/docs/api/#cryptocurrency-events


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
cryptoPrice(token='', version='stable', filter='', format='json')

	This returns the price for a specified cryptocurrency.

https://iexcloud.io/docs/api/#cryptocurrency-price
continuous


	Parameters

	
	symbol (str) – cryptocurrency ticker


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
cryptoPriceDF(token='', version='stable', filter='', format='json')

	This returns the price for a specified cryptocurrency.

https://iexcloud.io/docs/api/#cryptocurrency-price
continuous


	Parameters

	
	symbol (str) – cryptocurrency ticker


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
cryptoQuote(token='', version='stable', filter='', format='json')

	This returns the quote for a specified cryptocurrency. Quotes are available via REST and SSE Streaming.

https://iexcloud.io/docs/api/#cryptocurrency-quote
continuous


	Parameters

	
	symbol (str) – cryptocurrency ticker


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
cryptoQuoteDF(token='', version='stable', filter='', format='json')

	This returns the quote for a specified cryptocurrency. Quotes are available via REST and SSE Streaming.

https://iexcloud.io/docs/api/#cryptocurrency-quote
continuous


	Parameters

	
	symbol (str) – cryptocurrency ticker


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
cryptoQuotesSSE(on_data=None, exit=None, token='', version='stable')

	This returns the quote for a specified cryptocurrency. Quotes are available via REST and SSE Streaming.

https://iexcloud.io/docs/api/#cryptocurrency-quote


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
cryptoQuotesSSEAsync(exit=None, token='', version='stable')

	This returns the quote for a specified cryptocurrency. Quotes are available via REST and SSE Streaming.

https://iexcloud.io/docs/api/#cryptocurrency-quote


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
cryptoSymbols(version='stable', filter='', format='json')

	This provides a full list of supported cryptocurrencies by IEX Cloud.

https://iexcloud.io/docs/api/#cryptocurrency-symbols
8am ET Tue-Sat


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
cryptoSymbolsDF(version='stable', filter='', format='json')

	This provides a full list of supported cryptocurrencies by IEX Cloud.

https://iexcloud.io/docs/api/#cryptocurrency-symbols
8am ET Tue-Sat


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
cryptoSymbolsList(version='stable', filter='', format='json')

	This provides a full list of supported cryptocurrencies by IEX Cloud.

https://iexcloud.io/docs/api/#cryptocurrency-symbols
8am ET Tue-Sat


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
daily(last='', token='', version='stable', filter='', format='json')

	https://iexcloud.io/docs/api/#stats-historical-daily


	Parameters

	
	date (Optional[str]) – Format YYYYMMDD date to fetch sentiment data. Default is today.


	last (Optional[int]) – Optional last number to include


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
dailyDF(last='', token='', version='stable', filter='', format='json')

	https://iexcloud.io/docs/api/#stats-historical-daily


	Parameters

	
	date (Optional[str]) – Format YYYYMMDD date to fetch sentiment data. Default is today.


	last (Optional[int]) – Optional last number to include


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
dailyReturns(symbol, timeframe='6m')

	Calculate returns of buying at open and selling at close daily


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 






	Returns

	result



	Return type

	DataFrame










	
deepSSE(channels=None, on_data=None, exit=None, token='', version='stable')

	DEEP is used to receive real-time depth of book quotations direct from IEX.
The depth of book quotations received via DEEP provide an aggregated size of resting displayed orders at a price and side,
and do not indicate the size or number of individual orders at any price level.
Non-displayed orders and non-displayed portions of reserve orders are not represented in DEEP.

DEEP also provides last trade price and size information. Trades resulting from either displayed or non-displayed orders matching on IEX will be reported. Routed executions will not be reported.

https://iexcloud.io/docs/api/#deep


	Parameters

	
	symbols (str) – Tickers to request


	channels (List[str]) – Deep channels to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
deepSSEAsync(channels=None, exit=None, token='', version='stable')

	DEEP is used to receive real-time depth of book quotations direct from IEX.
The depth of book quotations received via DEEP provide an aggregated size of resting displayed orders at a price and side,
and do not indicate the size or number of individual orders at any price level.
Non-displayed orders and non-displayed portions of reserve orders are not represented in DEEP.

DEEP also provides last trade price and size information. Trades resulting from either displayed or non-displayed orders matching on IEX will be reported. Routed executions will not be reported.

https://iexcloud.io/docs/api/#deep


	Parameters

	
	symbols (str) – Tickers to request


	channels (List[str]) – Deep channels to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
delayedQuote(token='', version='stable', filter='', format='json')

	This returns the 15 minute delayed market quote.

https://iexcloud.io/docs/api/#delayed-quote
15min delayed
4:30am - 8pm ET M-F when market is open


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
delayedQuoteDF(token='', version='stable', filter='', format='json')

	This returns the 15 minute delayed market quote.

https://iexcloud.io/docs/api/#delayed-quote
15min delayed
4:30am - 8pm ET M-F when market is open


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
deleteRule(token='', version='stable', format='json')

	You can delete a rule by using an __HTTP DELETE__ request. This will stop rule executions and delete the rule from your dashboard. If you only want to temporarily stop a rule, use the pause/resume functionality instead.


	Parameters

	
	ruleId (str) – The id of an existing rule to puase


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json













	
dema(symbol, timeframe='6m', col='close', periods=None)

	
	This will return a dataframe of double exponential moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 






	Returns

	result



	Return type

	DataFrame










	
diesel = functools.partial(<function Client.bind>, meth=<function points>, key='GASDESW')

	




	
directory(token='', version='stable', filter='', format='json')

	
	Parameters

	
	date (datetime) – Effective date


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






Deprecated since version Deprecated:: IEX Cloud status unkown








	
directoryDF(token='', version='stable', filter='', format='json')

	
	Parameters

	
	date (datetime) – Effective date


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






Deprecated since version Deprecated:: IEX Cloud status unkown








	
distribution(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Distribution Obtain up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#distribution


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
distributionDF(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Distribution Obtain up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#distribution


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
div(symbol, timeframe='6m', col1='open', col2='close')

	This will return a dataframe of
Vector Arithmetic Div
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col1 (string) – 


	col2 (string) – 






	Returns

	result



	Return type

	DataFrame










	
dividends(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Obtain up-to-date and detailed information on all new dividend announcements, as well as 12+ years of historical dividend records. This endpoint covers over 39,000 US equities, mutual funds, ADRs, and ETFs.
You’ll be provided with:


Detailed information on both cash and stock dividends including record, payment, ex, and announce dates
Gross and net amounts
Details of all currencies in which a dividend can be paid
Tax information
The ability to keep up with the growing number of complex dividend distributions




Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#dividends


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
dividendsBasic(timeframe='ytd', token='', version='stable', filter='', format='json')

	Dividend history

https://iexcloud.io/docs/api/#dividends
Updated at 9am UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	timeframe (str) – timeframe for data


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
dividendsBasicDF(timeframe='ytd', token='', version='stable', filter='', format='json')

	Dividend history

https://iexcloud.io/docs/api/#dividends
Updated at 9am UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	timeframe (str) – timeframe for data


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
dividendsDF(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Obtain up-to-date and detailed information on all new dividend announcements, as well as 12+ years of historical dividend records. This endpoint covers over 39,000 US equities, mutual funds, ADRs, and ETFs.
You’ll be provided with:


Detailed information on both cash and stock dividends including record, payment, ex, and announce dates
Gross and net amounts
Details of all currencies in which a dividend can be paid
Tax information
The ability to keep up with the growing number of complex dividend distributions




Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#dividends


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
dx(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)

	This will return a dataframe of
Directional Movement Index
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
earnings(period='quarter', last=1, field='', token='', version='stable', filter='', format='json')

	Earnings data for a given company including the actual EPS, consensus, and fiscal period. Earnings are available quarterly (last 4 quarters) and annually (last 4 years).

https://iexcloud.io/docs/api/#earnings
Updates at 9am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	field (str) – Subfield to fetch


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
earningsDF(period='quarter', last=1, field='', token='', version='stable', filter='', format='json')

	Earnings data for a given company including the actual EPS, consensus, and fiscal period. Earnings are available quarterly (last 4 quarters) and annually (last 4 years).

https://iexcloud.io/docs/api/#earnings
Updates at 9am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	field (str) – Subfield to fetch


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
earningsToday(version='stable', filter='', format='json')

	Returns earnings that will be reported today as two arrays: before the open bto and after market close amc.
Each array contains an object with all keys from earnings, a quote object, and a headline key.

https://iexcloud.io/docs/api/#earnings-today
Updates at 9am, 11am, 12pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
earningsTodayDF(version='stable', filter='', format='json')

	Returns earnings that will be reported today as two arrays: before the open bto and after market close amc.
Each array contains an object with all keys from earnings, a quote object, and a headline key.

https://iexcloud.io/docs/api/#earnings-today
Updates at 9am, 11am, 12pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
ema(symbol, timeframe='6m', col='close', periods=None)

	
	This will return a dataframe of exponential moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 






	Returns

	result



	Return type

	DataFrame










	
estimates(period='quarter', last=1, token='', version='stable', filter='', format='json')

	Provides the latest consensus estimate for the next fiscal period

https://iexcloud.io/docs/api/#estimates
Updates at 9am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
estimatesDF(period='quarter', last=1, token='', version='stable', filter='', format='json')

	Provides the latest consensus estimate for the next fiscal period

https://iexcloud.io/docs/api/#estimates
Updates at 9am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
exchanges(version='stable', filter='', format='json')

	Returns an array of U.S. exchanges.

https://iexcloud.io/docs/api/#u-s-exchanges
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
exchangesDF(version='stable', filter='', format='json')

	Returns an array of U.S. exchanges.

https://iexcloud.io/docs/api/#u-s-exchanges
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
exp(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Arithmetic Exp
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
fedfunds = functools.partial(<function Client.bind>, meth=<function points>, key='FEDFUNDS')

	




	
figi(token='', version='stable', format='json')

	Helper call to convert FIGI to IEX Cloud symbols. Note that due to licensing restrictions we are unable to return the FIGI.

https://iexcloud.io/docs/api/#figi-mapping


	Parameters

	
	figi (str) – figi to lookup


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
figiDF(token='', version='stable', format='json')

	Helper call to convert FIGI to IEX Cloud symbols. Note that due to licensing restrictions we are unable to return the FIGI.

https://iexcloud.io/docs/api/#figi-mapping


	Parameters

	
	figi (str) – figi to lookup


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
financials(period='quarter', token='', version='stable', filter='', format='json')

	Pulls income statement, balance sheet, and cash flow data from the four most recent reported quarters.

https://iexcloud.io/docs/api/#financials
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
financialsDF(period='quarter', token='', version='stable', filter='', format='json')

	Pulls income statement, balance sheet, and cash flow data from the four most recent reported quarters.

https://iexcloud.io/docs/api/#financials
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
fiveYear = functools.partial(<function Client.bind>, meth=<function points>, key='DGS5')

	




	
floor(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Floor
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
forex1MinuteSSE(on_data=None, exit=None, token='', version='stable', name='forex')

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
forex1MinuteSSEAsync(exit=None, token='', version='stable', name='forex')

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
forex1SecondSSE(on_data=None, exit=None, token='', version='stable', name='forex')

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
forex1SecondSSEAsync(exit=None, token='', version='stable', name='forex')

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
forex5SecondSSE(on_data=None, exit=None, token='', version='stable', name='forex')

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
forex5SecondSSEAsync(exit=None, token='', version='stable', name='forex')

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
fundOwnership(token='', version='stable', filter='', format='json')

	
	Returns the top 10 fund holders, meaning any firm not defined as buy-side or sell-side such as mutual funds,

	pension funds, endowments, investment firms, and other large entities that manage funds on behalf of others.





https://iexcloud.io/docs/api/#fund-ownership
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
fundOwnershipDF(token='', version='stable', filter='', format='json')

	
	Returns the top 10 fund holders, meaning any firm not defined as buy-side or sell-side such as mutual funds,

	pension funds, endowments, investment firms, and other large entities that manage funds on behalf of others.





https://iexcloud.io/docs/api/#fund-ownership
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
fundamentals(period='quarter', token='', version='stable', filter='', format='json')

	Pulls fundamentals data.

https://iexcloud.io/docs/api/#advanced-fundamentals
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
fundamentalsDF(period='quarter', token='', version='stable', filter='', format='json')

	Pulls fundamentals data.

https://iexcloud.io/docs/api/#advanced-fundamentals
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
fxSSE(on_data=None, exit=None, token='', version='stable', name='forex')

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
fxSSEAsync(exit=None, token='', version='stable', name='forex')

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
fxSymbols(version='stable', filter='', format='json')

	This call returns a list of supported currencies and currency pairs.

https://iexcloud.io/docs/api/#fx-symbols
7am, 9am, UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
fxSymbolsDF(version='stable', filter='', format='json')

	This call returns a list of supported currencies and currency pairs.

https://iexcloud.io/docs/api/#fx-symbols
7am, 9am, UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
fxSymbolsList(version='stable', filter='', format='json')

	This call returns a list of supported currencies and currency pairs.

https://iexcloud.io/docs/api/#fx-symbols
7am, 9am, UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
gasmid = functools.partial(<function Client.bind>, meth=<function points>, key='GASMIDCOVW')

	




	
gasprm = functools.partial(<function Client.bind>, meth=<function points>, key='GASPRMCOVW')

	




	
gasreg = functools.partial(<function Client.bind>, meth=<function points>, key='GASREGCOVW')

	




	
gdp = functools.partial(<function Client.bind>, meth=<function points>, key='A191RL1Q225SBEA')

	




	
heatoil = functools.partial(<function Client.bind>, meth=<function points>, key='DHOILNYH')

	




	
historicalFX(from_='', to_='', on='', last=0, first=0, token='', version='stable', filter='', format='json')

	This endpoint returns a daily value for the desired currency pair.

https://iexcloud.io/docs/api/#historical-daily
1am Mon-Sat UTC


	Parameters

	
	symbols (str) – comma seperated list of symbols


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
historicalFXDF(from_='', to_='', on='', last=0, first=0, token='', version='stable', filter='', format='json')

	This endpoint returns a daily value for the desired currency pair.

https://iexcloud.io/docs/api/#historical-daily
1am Mon-Sat UTC


	Parameters

	
	symbols (str) – comma seperated list of symbols


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
holidays(last=1, startDate=None, token='', version='stable', filter='', format='json')

	This call allows you to fetch a number of trade dates or holidays from a given date. For example, if you want the next trading day, you would call /ref-data/us/dates/trade/next/1.

https://iexcloud.io/docs/api/#u-s-exchanges
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	direction (str) – “next” or “last”


	last (int) – number to move in direction


	startDate (date) – start date for next or last, YYYYMMDD


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
holidaysDF(last=1, startDate=None, token='', version='stable', filter='', format='json')

	This call allows you to fetch a number of trade dates or holidays from a given date. For example, if you want the next trading day, you would call /ref-data/us/dates/trade/next/1.

https://iexcloud.io/docs/api/#u-s-exchanges
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	direction (str) – “next” or “last”


	last (int) – number to move in direction


	startDate (date) – start date for next or last, YYYYMMDD


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
housing = functools.partial(<function Client.bind>, meth=<function points>, key='HOUST')

	




	
ht_dcperiod(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Hilbert Transform - Dominant Cycle Period
for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
ht_dcphase(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Hilbert Transform - Dominant Cycle Phase
for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
ht_phasor(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Hilbert Transform - Phasor Components
for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
ht_sine(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Hilbert Transform - SineWave
for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
ht_trendline(symbol, timeframe='6m', col='close')

	
	This will return a dataframe of hilbert trendline

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
ht_trendmode(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Hilbert Transform - Trend vs Cycle Mode
for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
iexAuction(token='', version='stable', format='json')

	DEEP broadcasts an Auction Information Message every one second between the Lock-in Time and the auction match for Opening and Closing Auctions,
and during the Display Only Period for IPO, Halt, and Volatility Auctions. Only IEX listed securities are eligible for IEX Auctions.

https://iexcloud.io/docs/api/#deep-auction


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexAuctionAsync(token='', version='stable', format='json')

	DEEP broadcasts an Auction Information Message every one second between the Lock-in Time and the auction match for Opening and Closing Auctions,
and during the Display Only Period for IPO, Halt, and Volatility Auctions. Only IEX listed securities are eligible for IEX Auctions.

https://iexcloud.io/docs/api/#deep-auction


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexAuctionDF(token='', version='stable', format='json')

	DEEP broadcasts an Auction Information Message every one second between the Lock-in Time and the auction match for Opening and Closing Auctions,
and during the Display Only Period for IPO, Halt, and Volatility Auctions. Only IEX listed securities are eligible for IEX Auctions.

https://iexcloud.io/docs/api/#deep-auction


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexBook(token='', version='stable', format='json')

	Book shows IEX’s bids and asks for given symbols.

https://iexcloud.io/docs/api/#deep-book


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexBookAsync(token='', version='stable', format='json')

	Book shows IEX’s bids and asks for given symbols.

https://iexcloud.io/docs/api/#deep-book


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexBookDF(token='', version='stable', format='json')

	Book shows IEX’s bids and asks for given symbols.

https://iexcloud.io/docs/api/#deep-book


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexDeep(token='', version='stable', format='json')

	DEEP is used to receive real-time depth of book quotations direct from IEX.
The depth of book quotations received via DEEP provide an aggregated size of resting displayed orders at a price and side,
and do not indicate the size or number of individual orders at any price level.
Non-displayed orders and non-displayed portions of reserve orders are not represented in DEEP.

DEEP also provides last trade price and size information. Trades resulting from either displayed or non-displayed orders matching on IEX will be reported. Routed executions will not be reported.

https://iexcloud.io/docs/api/#deep


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexDeepAsync(token='', version='stable', format='json')

	DEEP is used to receive real-time depth of book quotations direct from IEX.
The depth of book quotations received via DEEP provide an aggregated size of resting displayed orders at a price and side,
and do not indicate the size or number of individual orders at any price level.
Non-displayed orders and non-displayed portions of reserve orders are not represented in DEEP.

DEEP also provides last trade price and size information. Trades resulting from either displayed or non-displayed orders matching on IEX will be reported. Routed executions will not be reported.

https://iexcloud.io/docs/api/#deep


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexDeepDF(token='', version='stable', format='json')

	DEEP is used to receive real-time depth of book quotations direct from IEX.
The depth of book quotations received via DEEP provide an aggregated size of resting displayed orders at a price and side,
and do not indicate the size or number of individual orders at any price level.
Non-displayed orders and non-displayed portions of reserve orders are not represented in DEEP.

DEEP also provides last trade price and size information. Trades resulting from either displayed or non-displayed orders matching on IEX will be reported. Routed executions will not be reported.

https://iexcloud.io/docs/api/#deep


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexHist(token='', version='stable', format='json')

	
	Parameters

	
	date (datetime) – Effective date


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexHistAsync(token='', version='stable', format='json')

	
	Parameters

	
	date (datetime) – Effective date


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexHistDF(token='', version='stable', format='json')

	
	Parameters

	
	date (datetime) – Effective date


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexLast(token='', version='stable', format='json')

	Last provides trade data for executions on IEX. It is a near real time, intraday API that provides IEX last sale price, size and time.
Last is ideal for developers that need a lightweight stock quote.

https://iexcloud.io/docs/api/#last


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexLastAsync(token='', version='stable', format='json')

	Last provides trade data for executions on IEX. It is a near real time, intraday API that provides IEX last sale price, size and time.
Last is ideal for developers that need a lightweight stock quote.

https://iexcloud.io/docs/api/#last


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexLastDF(token='', version='stable', format='json')

	Last provides trade data for executions on IEX. It is a near real time, intraday API that provides IEX last sale price, size and time.
Last is ideal for developers that need a lightweight stock quote.

https://iexcloud.io/docs/api/#last


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexOfficialPrice(token='', version='stable', format='json')

	The Official Price message is used to disseminate the IEX Official Opening and Closing Prices.

These messages will be provided only for IEX Listed Securities.

https://iexcloud.io/docs/api/#deep-official-price


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexOfficialPriceAsync(token='', version='stable', format='json')

	The Official Price message is used to disseminate the IEX Official Opening and Closing Prices.

These messages will be provided only for IEX Listed Securities.

https://iexcloud.io/docs/api/#deep-official-price


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexOfficialPriceDF(token='', version='stable', format='json')

	The Official Price message is used to disseminate the IEX Official Opening and Closing Prices.

These messages will be provided only for IEX Listed Securities.

https://iexcloud.io/docs/api/#deep-official-price


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexOpHaltStatus(token='', version='stable', format='json')

	The Exchange may suspend trading of one or more securities on IEX for operational reasons and indicates such operational halt using the Operational halt status message.

IEX disseminates a full pre-market spin of Operational halt status messages indicating the operational halt status of all securities.
In the spin, IEX will send out an Operational Halt Message with “N” (Not operationally halted on IEX) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System at the start of the Pre-Market Session.

After the pre-market spin, IEX will use the Operational halt status message to relay changes in operational halt status for an individual security.

https://iexcloud.io/docs/api/#deep-operational-halt-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexOpHaltStatusAsync(token='', version='stable', format='json')

	The Exchange may suspend trading of one or more securities on IEX for operational reasons and indicates such operational halt using the Operational halt status message.

IEX disseminates a full pre-market spin of Operational halt status messages indicating the operational halt status of all securities.
In the spin, IEX will send out an Operational Halt Message with “N” (Not operationally halted on IEX) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System at the start of the Pre-Market Session.

After the pre-market spin, IEX will use the Operational halt status message to relay changes in operational halt status for an individual security.

https://iexcloud.io/docs/api/#deep-operational-halt-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexOpHaltStatusDF(token='', version='stable', format='json')

	The Exchange may suspend trading of one or more securities on IEX for operational reasons and indicates such operational halt using the Operational halt status message.

IEX disseminates a full pre-market spin of Operational halt status messages indicating the operational halt status of all securities.
In the spin, IEX will send out an Operational Halt Message with “N” (Not operationally halted on IEX) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System at the start of the Pre-Market Session.

After the pre-market spin, IEX will use the Operational halt status message to relay changes in operational halt status for an individual security.

https://iexcloud.io/docs/api/#deep-operational-halt-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexSecurityEvent(token='', version='stable', format='json')

	The Security event message is used to indicate events that apply to a security. A Security event message will be sent whenever such event occurs

https://iexcloud.io/docs/api/#deep-security-event


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexSecurityEventAsync(token='', version='stable', format='json')

	The Security event message is used to indicate events that apply to a security. A Security event message will be sent whenever such event occurs

https://iexcloud.io/docs/api/#deep-security-event


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexSecurityEventDF(token='', version='stable', format='json')

	The Security event message is used to indicate events that apply to a security. A Security event message will be sent whenever such event occurs

https://iexcloud.io/docs/api/#deep-security-event


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexSsrStatus(token='', version='stable', format='json')

	In association with Rule 201 of Regulation SHO, the Short Sale Price Test Message is used to indicate when a short sale price test restriction is in effect for a security.


	IEX disseminates a full pre-market spin of Short sale price test status messages indicating the Rule 201 status of all securities.

	After the pre-market spin, IEX will use the Short sale price test status message in the event of an intraday status change.





The IEX Trading System will process orders based on the latest short sale price test restriction status.

https://iexcloud.io/docs/api/#deep-short-sale-price-test-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexSsrStatusAsync(token='', version='stable', format='json')

	In association with Rule 201 of Regulation SHO, the Short Sale Price Test Message is used to indicate when a short sale price test restriction is in effect for a security.


	IEX disseminates a full pre-market spin of Short sale price test status messages indicating the Rule 201 status of all securities.

	After the pre-market spin, IEX will use the Short sale price test status message in the event of an intraday status change.





The IEX Trading System will process orders based on the latest short sale price test restriction status.

https://iexcloud.io/docs/api/#deep-short-sale-price-test-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexSsrStatusDF(token='', version='stable', format='json')

	In association with Rule 201 of Regulation SHO, the Short Sale Price Test Message is used to indicate when a short sale price test restriction is in effect for a security.


	IEX disseminates a full pre-market spin of Short sale price test status messages indicating the Rule 201 status of all securities.

	After the pre-market spin, IEX will use the Short sale price test status message in the event of an intraday status change.





The IEX Trading System will process orders based on the latest short sale price test restriction status.

https://iexcloud.io/docs/api/#deep-short-sale-price-test-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexSymbols(version='stable', filter='', format='json')

	This call returns an array of symbols the Investors Exchange supports for trading.
This list is updated daily as of 7:45 a.m. ET. Symbols may be added or removed by the Investors Exchange after the list was produced.

https://iexcloud.io/docs/api/#iex-symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
iexSymbolsDF(version='stable', filter='', format='json')

	This call returns an array of symbols the Investors Exchange supports for trading.
This list is updated daily as of 7:45 a.m. ET. Symbols may be added or removed by the Investors Exchange after the list was produced.

https://iexcloud.io/docs/api/#iex-symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
iexSymbolsList(version='stable', filter='', format='json')

	This call returns an array of symbols the Investors Exchange supports for trading.
This list is updated daily as of 7:45 a.m. ET. Symbols may be added or removed by the Investors Exchange after the list was produced.

https://iexcloud.io/docs/api/#iex-symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
iexSystemEvent(version='stable', format='json')

	The System event message is used to indicate events that apply to the market or the data feed.

There will be a single message disseminated per channel for each System Event type within a given trading session.

https://iexcloud.io/docs/api/#deep-system-event


	Parameters

	
	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexSystemEventAsync(version='stable', format='json')

	The System event message is used to indicate events that apply to the market or the data feed.

There will be a single message disseminated per channel for each System Event type within a given trading session.

https://iexcloud.io/docs/api/#deep-system-event


	Parameters

	
	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexSystemEventDF(version='stable', format='json')

	The System event message is used to indicate events that apply to the market or the data feed.

There will be a single message disseminated per channel for each System Event type within a given trading session.

https://iexcloud.io/docs/api/#deep-system-event


	Parameters

	
	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexTops(token='', version='stable', format='json')

	TOPS provides IEX’s aggregated best quoted bid and offer position in near real time for all securities on IEX’s displayed limit order book.
TOPS is ideal for developers needing both quote and trade data.

https://iexcloud.io/docs/api/#tops


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexTopsAsync(token='', version='stable', format='json')

	TOPS provides IEX’s aggregated best quoted bid and offer position in near real time for all securities on IEX’s displayed limit order book.
TOPS is ideal for developers needing both quote and trade data.

https://iexcloud.io/docs/api/#tops


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexTopsDF(token='', version='stable', format='json')

	TOPS provides IEX’s aggregated best quoted bid and offer position in near real time for all securities on IEX’s displayed limit order book.
TOPS is ideal for developers needing both quote and trade data.

https://iexcloud.io/docs/api/#tops


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexTradeBreak(token='', version='stable', format='json')

	Trade break messages are sent when an execution on IEX is broken on that same trading day. Trade breaks are rare and only affect applications that rely upon IEX execution based data.

https://iexcloud.io/docs/api/#deep-trade-break


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexTradeBreakAsync(token='', version='stable', format='json')

	Trade break messages are sent when an execution on IEX is broken on that same trading day. Trade breaks are rare and only affect applications that rely upon IEX execution based data.

https://iexcloud.io/docs/api/#deep-trade-break


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexTradeBreakDF(token='', version='stable', format='json')

	Trade break messages are sent when an execution on IEX is broken on that same trading day. Trade breaks are rare and only affect applications that rely upon IEX execution based data.

https://iexcloud.io/docs/api/#deep-trade-break


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexTrades(token='', version='stable', format='json')

	Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

https://iexcloud.io/docs/api/#deep-trades


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexTradesAsync(token='', version='stable', format='json')

	Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

https://iexcloud.io/docs/api/#deep-trades


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexTradesDF(token='', version='stable', format='json')

	Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

https://iexcloud.io/docs/api/#deep-trades


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexTradingStatus(token='', version='stable', format='json')

	
	The Trading status message is used to indicate the current trading status of a security.

	For IEX-listed securities, IEX acts as the primary market and has the authority to institute a trading halt or trading pause in a security due to news dissemination or regulatory reasons.
For non-IEX-listed securities, IEX abides by any regulatory trading halts and trading pauses instituted by the primary or listing market, as applicable.



	IEX disseminates a full pre-market spin of Trading status messages indicating the trading status of all securities.

	In the spin, IEX will send out a Trading status message with “T” (Trading) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System.





After the pre-market spin, IEX will use the Trading status message to relay changes in trading status for an individual security. Messages will be sent when a security is:

Halted
Paused*
Released into an Order Acceptance Period*
Released for trading
*The paused and released into an Order Acceptance Period status will be disseminated for IEX-listed securities only. Trading pauses on non-IEX-listed securities will be treated simply as a halt.

https://iexcloud.io/docs/api/#deep-trading-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexTradingStatusAsync(token='', version='stable', format='json')

	
	The Trading status message is used to indicate the current trading status of a security.

	For IEX-listed securities, IEX acts as the primary market and has the authority to institute a trading halt or trading pause in a security due to news dissemination or regulatory reasons.
For non-IEX-listed securities, IEX abides by any regulatory trading halts and trading pauses instituted by the primary or listing market, as applicable.



	IEX disseminates a full pre-market spin of Trading status messages indicating the trading status of all securities.

	In the spin, IEX will send out a Trading status message with “T” (Trading) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System.





After the pre-market spin, IEX will use the Trading status message to relay changes in trading status for an individual security. Messages will be sent when a security is:

Halted
Paused*
Released into an Order Acceptance Period*
Released for trading
*The paused and released into an Order Acceptance Period status will be disseminated for IEX-listed securities only. Trading pauses on non-IEX-listed securities will be treated simply as a halt.

https://iexcloud.io/docs/api/#deep-trading-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
iexTradingStatusDF(token='', version='stable', format='json')

	
	The Trading status message is used to indicate the current trading status of a security.

	For IEX-listed securities, IEX acts as the primary market and has the authority to institute a trading halt or trading pause in a security due to news dissemination or regulatory reasons.
For non-IEX-listed securities, IEX abides by any regulatory trading halts and trading pauses instituted by the primary or listing market, as applicable.



	IEX disseminates a full pre-market spin of Trading status messages indicating the trading status of all securities.

	In the spin, IEX will send out a Trading status message with “T” (Trading) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System.





After the pre-market spin, IEX will use the Trading status message to relay changes in trading status for an individual security. Messages will be sent when a security is:

Halted
Paused*
Released into an Order Acceptance Period*
Released for trading
*The paused and released into an Order Acceptance Period status will be disseminated for IEX-listed securities only. Trading pauses on non-IEX-listed securities will be treated simply as a halt.

https://iexcloud.io/docs/api/#deep-trading-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
incomeStatement(period='quarter', last=1, token='', version='stable', filter='', format='json')

	Pulls income statement data. Available quarterly (4 quarters) or annually (4 years).

https://iexcloud.io/docs/api/#income-statement
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
incomeStatementDF(period='quarter', last=1, token='', version='stable', filter='', format='json')

	Pulls income statement data. Available quarterly (4 quarters) or annually (4 years).

https://iexcloud.io/docs/api/#income-statement
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
indpro = functools.partial(<function Client.bind>, meth=<function points>, key='INDPRO')

	




	
initialClaims = functools.partial(<function Client.bind>, meth=<function points>, key='IC4WSA')

	




	
insiderRoster(token='', version='stable', filter='', format='json')

	Returns the top 10 insiders, with the most recent information.

https://iexcloud.io/docs/api/#insider-roster
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
insiderRosterDF(token='', version='stable', filter='', format='json')

	Returns the top 10 insiders, with the most recent information.

https://iexcloud.io/docs/api/#insider-roster
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
insiderSummary(token='', version='stable', filter='', format='json')

	Returns aggregated insiders summary data for the last 6 months.

https://iexcloud.io/docs/api/#insider-summary
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
insiderSummaryDF(token='', version='stable', filter='', format='json')

	Returns aggregated insiders summary data for the last 6 months.

https://iexcloud.io/docs/api/#insider-summary
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
insiderTransactions(token='', version='stable', filter='', format='json')

	Returns insider transactions.

https://iexcloud.io/docs/api/#insider-transactions
Updates at UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
insiderTransactionsDF(token='', version='stable', filter='', format='json')

	Returns insider transactions.

https://iexcloud.io/docs/api/#insider-transactions
Updates at UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
institutionalMoney = functools.partial(<function Client.bind>, meth=<function points>, key='WIMFSL')

	




	
institutionalOwnership(token='', version='stable', filter='', format='json')

	Returns the top 10 institutional holders, defined as buy-side or sell-side firms.

https://iexcloud.io/docs/api/#institutional-ownership
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
institutionalOwnershipDF(token='', version='stable', filter='', format='json')

	Returns the top 10 institutional holders, defined as buy-side or sell-side firms.

https://iexcloud.io/docs/api/#institutional-ownership
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
internationalExchanges(version='stable', filter='', format='json')

	Returns an array of exchanges.

https://iexcloud.io/docs/api/#international-exchanges
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
internationalExchangesDF(version='stable', filter='', format='json')

	Returns an array of exchanges.

https://iexcloud.io/docs/api/#international-exchanges
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
internationalSymbols(exchange='', token='', version='stable', filter='', format='json')

	This call returns an array of international symbols that IEX Cloud supports for API calls.

https://iexcloud.io/docs/api/#international-symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	region (str) – region, 2 letter case insensitive string of country codes using ISO 3166-1 alpha-2


	exchange (str) – Case insensitive string of Exchange using IEX Supported Exchanges list


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
internationalSymbolsDF(exchange='', token='', version='stable', filter='', format='json')

	This call returns an array of international symbols that IEX Cloud supports for API calls.

https://iexcloud.io/docs/api/#international-symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	region (str) – region, 2 letter case insensitive string of country codes using ISO 3166-1 alpha-2


	exchange (str) – Case insensitive string of Exchange using IEX Supported Exchanges list


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
internationalSymbolsList(exchange='', token='', version='stable', filter='', format='json')

	This call returns an array of international symbols that IEX Cloud supports for API calls.

https://iexcloud.io/docs/api/#international-symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	region (str) – region, 2 letter case insensitive string of country codes using ISO 3166-1 alpha-2


	exchange (str) – Case insensitive string of Exchange using IEX Supported Exchanges list


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
intraday(date='', exactDate='', last=-1, IEXOnly=False, reset=False, simplify=False, interval=-1, changeFromClose=False, IEXWhenNull=False, token='', version='stable', filter='', format='json')

	This endpoint will return aggregated intraday prices in one minute buckets

https://iexcloud.io/docs/api/#intraday-prices
9:30-4pm ET Mon-Fri on regular market trading days
9:30-1pm ET on early close trading days


	Parameters

	
	symbol (str) – Ticker to request


	date (str) – Formatted as YYYYMMDD. This can be used for batch calls when range is 1d or date. Currently supporting trailing 30 calendar days of minute bar data.


	exactDate (str) – Same as date, takes precedence


	last (number) – If passed, chart data will return the last N elements


	IEXOnly (bool) – Limits the return of intraday prices to IEX only data.


	reset (bool) – If true, chart will reset at midnight instead of the default behavior of 9:30am ET.


	simplify (bool) – If true, runs a polyline simplification using the Douglas-Peucker algorithm. This is useful if plotting sparkline charts.


	interval (number) – If passed, chart data will return every Nth element as defined by chartInterval


	changeFromClose (bool) – If true, changeOverTime and marketChangeOverTime will be relative to previous day close instead of the first value.


	IEXWhenNull (bool) – By default, all market prefixed fields are 15 minute delayed, meaning the most recent 15 objects will be null. If this parameter is passed as true, all market prefixed fields that are null will be populated with IEX data if available.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
intradayDF(date='', exactDate='', last=-1, IEXOnly=False, reset=False, simplify=False, interval=-1, changeFromClose=False, IEXWhenNull=False, token='', version='stable', filter='', format='json')

	This endpoint will return aggregated intraday prices in one minute buckets

https://iexcloud.io/docs/api/#intraday-prices
9:30-4pm ET Mon-Fri on regular market trading days
9:30-1pm ET on early close trading days


	Parameters

	
	symbol (str) – Ticker to request


	date (str) – Formatted as YYYYMMDD. This can be used for batch calls when range is 1d or date. Currently supporting trailing 30 calendar days of minute bar data.


	exactDate (str) – Same as date, takes precedence


	last (number) – If passed, chart data will return the last N elements


	IEXOnly (bool) – Limits the return of intraday prices to IEX only data.


	reset (bool) – If true, chart will reset at midnight instead of the default behavior of 9:30am ET.


	simplify (bool) – If true, runs a polyline simplification using the Douglas-Peucker algorithm. This is useful if plotting sparkline charts.


	interval (number) – If passed, chart data will return every Nth element as defined by chartInterval


	changeFromClose (bool) – If true, changeOverTime and marketChangeOverTime will be relative to previous day close instead of the first value.


	IEXWhenNull (bool) – By default, all market prefixed fields are 15 minute delayed, meaning the most recent 15 objects will be null. If this parameter is passed as true, all market prefixed fields that are null will be populated with IEX data if available.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
ipoToday(version='stable', filter='', format='json')

	This returns a list of upcoming or today IPOs scheduled for the current and next month. The response is split into two structures:
rawData and viewData. rawData represents all available data for an IPO. viewData represents data structured for display to a user.

https://iexcloud.io/docs/api/#ipo-calendar
10am, 10:30am UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
ipoTodayDF(version='stable', filter='', format='json')

	This returns a list of upcoming or today IPOs scheduled for the current and next month. The response is split into two structures:
rawData and viewData. rawData represents all available data for an IPO. viewData represents data structured for display to a user.

https://iexcloud.io/docs/api/#ipo-calendar
10am, 10:30am UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
ipoUpcoming(version='stable', filter='', format='json')

	This returns a list of upcoming or today IPOs scheduled for the current and next month. The response is split into two structures:
rawData and viewData. rawData represents all available data for an IPO. viewData represents data structured for display to a user.

https://iexcloud.io/docs/api/#ipo-calendar
10am, 10:30am UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
ipoUpcomingDF(version='stable', filter='', format='json')

	This returns a list of upcoming or today IPOs scheduled for the current and next month. The response is split into two structures:
rawData and viewData. rawData represents all available data for an IPO. viewData represents data structured for display to a user.

https://iexcloud.io/docs/api/#ipo-calendar
10am, 10:30am UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
isinLookup(token='', version='stable', filter='', format='json')

	This call returns an array of symbols that IEX Cloud supports for API calls.

https://iexcloud.io/docs/api/#isin-mapping
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	isin (str) – isin to lookup


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
isinLookupDF(token='', version='stable', filter='', format='json')

	This call returns an array of symbols that IEX Cloud supports for API calls.

https://iexcloud.io/docs/api/#isin-mapping
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	isin (str) – isin to lookup


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
jet = functools.partial(<function Client.bind>, meth=<function points>, key='DJFUELUSGULF')

	




	
kama(symbol, timeframe='6m', col='close', period=30)

	
	This will return a dataframe of kaufman adaptive moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
keyStats(stat='', token='', version='stable', filter='', format='json')

	Key Stats about company

https://iexcloud.io/docs/api/#key-stats
8am, 9am ET


	Parameters

	
	symbol (str) – Ticker to request


	stat (Optiona[str]) – specific stat to request, in:
companyName
marketcap
week52high
week52low
week52change
sharesOutstanding
float
avg10Volume
avg30Volume
day200MovingAvg
day50MovingAvg
employees
ttmEPS
ttmDividendRate
dividendYield
nextDividendDate
exDividendDate
nextEarningsDate
peRatio
beta
maxChangePercent
year5ChangePercent
year2ChangePercent
year1ChangePercent
ytdChangePercent
month6ChangePercent
month3ChangePercent
month1ChangePercent
day30ChangePercent
day5ChangePercent


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
keyStatsDF(stat='', token='', version='stable', filter='', format='json')

	Key Stats about company

https://iexcloud.io/docs/api/#key-stats
8am, 9am ET


	Parameters

	
	symbol (str) – Ticker to request


	stat (Optiona[str]) – specific stat to request, in:
companyName
marketcap
week52high
week52low
week52change
sharesOutstanding
float
avg10Volume
avg30Volume
day200MovingAvg
day50MovingAvg
employees
ttmEPS
ttmDividendRate
dividendYield
nextDividendDate
exDividendDate
nextEarningsDate
peRatio
beta
maxChangePercent
year5ChangePercent
year2ChangePercent
year1ChangePercent
ytdChangePercent
month6ChangePercent
month3ChangePercent
month1ChangePercent
day30ChangePercent
day5ChangePercent


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
largestTrades(token='', version='stable', filter='', format='json')

	This returns 15 minute delayed, last sale eligible trades.

https://iexcloud.io/docs/api/#largest-trades
9:30-4pm ET M-F during regular market hours


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
largestTradesDF(token='', version='stable', filter='', format='json')

	This returns 15 minute delayed, last sale eligible trades.

https://iexcloud.io/docs/api/#largest-trades
9:30-4pm ET M-F during regular market hours


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
lastSSE(on_data=None, exit=None, token='', version='stable')

	Last provides trade data for executions on IEX. It is a near real time, intraday API that provides IEX last sale price, size and time.
Last is ideal for developers that need a lightweight stock quote.

https://iexcloud.io/docs/api/#last


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
lastSSEAsync(exit=None, token='', version='stable')

	Last provides trade data for executions on IEX. It is a near real time, intraday API that provides IEX last sale price, size and time.
Last is ideal for developers that need a lightweight stock quote.

https://iexcloud.io/docs/api/#last


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
latestFX(token='', version='stable', filter='', format='json')

	This endpoint returns real-time foreign currency exchange rates data updated every 250 milliseconds.

https://iexcloud.io/docs/api/#latest-currency-rates
5pm Sun-4pm Fri UTC


	Parameters

	
	symbols (str) – comma seperated list of symbols


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
latestFXDF(token='', version='stable', filter='', format='json')

	This endpoint returns real-time foreign currency exchange rates data updated every 250 milliseconds.

https://iexcloud.io/docs/api/#latest-currency-rates
5pm Sun-4pm Fri UTC


	Parameters

	
	symbols (str) – comma seperated list of symbols


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
linearreg(symbol, timeframe='6m', closecol='close', period=14)

	This will return a dataframe of linear regression for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
linearreg_angle(symbol, timeframe='6m', closecol='close', period=14)

	This will return a dataframe of linear regression angle for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
linearreg_intercept(symbol, timeframe='6m', closecol='close', period=14)

	This will return a dataframe of linear regression intercept for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
linearreg_slope(symbol, timeframe='6m', closecol='close', period=14)

	This will return a dataframe of linear regression slope for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
list(token='', version='stable', filter='', format='json')

	Returns an array of quotes for the top 10 symbols in a specified list.

https://iexcloud.io/docs/api/#list
Updated intraday


	Parameters

	
	option (str) – Option to query


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
listDF(token='', version='stable', filter='', format='json')

	Returns an array of quotes for the top 10 symbols in a specified list.

https://iexcloud.io/docs/api/#list
Updated intraday


	Parameters

	
	option (str) – Option to query


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
ln(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Log Natural
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
log10(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Log10
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
logo(token='', version='stable', filter='', format='json')

	This is a helper function, but the google APIs url is standardized.

https://iexcloud.io/docs/api/#logo
8am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
logoNotebook(token='', version='stable')

	This is a helper function, but the google APIs url is standardized.

https://iexcloud.io/docs/api/#logo
8am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version






	Returns

	result



	Return type

	image










	
logoPNG(token='', version='stable')

	This is a helper function, but the google APIs url is standardized.

https://iexcloud.io/docs/api/#logo
8am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version






	Returns

	result as png



	Return type

	image










	
lookupRule(token='', version='stable', format='json')

	Pull the latest schema for data points, notification types, and operators used to construct rules.

https://iexcloud.io/docs/api/#rules-schema


	Parameters

	
	lookup (str) – If a schema object has “isLookup”: true, pass the value key to /stable/rules/lookup/{value}. This returns all valid values for the rightValue of a condition.


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
macd(symbol, timeframe='6m', col='close', fastperiod=12, slowperiod=26, signalperiod=9)

	This will return a dataframe of Moving Average Convergence/Divergence for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	fastperiod (int) – fast period to calculate across


	slowperiod (int) – slow period to calculate across


	signalperiod (int) – macd signal period






	Returns

	result



	Return type

	DataFrame










	
macdext(symbol, timeframe='6m', col='close', fastperiod=12, fastmatype=0, slowperiod=26, slowmatype=0, signalperiod=9, signalmatype=0)

	This will return a dataframe of Moving Average Convergence/Divergence for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	fastperiod (int) – fast period to calculate across


	fastmatype (int) – moving average type (0-sma)


	slowperiod (int) – slow period to calculate across


	slowmatype (int) – moving average type (0-sma)


	signalperiod (int) – macd signal period


	signalmatype (int) – moving average type (0-sma)






	Returns

	result



	Return type

	DataFrame










	
mama(symbol, timeframe='6m', col='close', fastlimit=0, slowlimit=0)

	
	This will return a dataframe of mesa adaptive moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	fastlimit (int) – 


	slowlimit (int) – 






	Returns

	result



	Return type

	DataFrame










	
marketNews(token='', version='stable', filter='', format='json')

	News about market

https://iexcloud.io/docs/api/#news
Continuous


	Parameters

	
	count (int) – limit number of results


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result
dict: result



	Return type

	dict or DataFrame










	
marketNewsDF(token='', version='stable', filter='', format='json')

	News about market

https://iexcloud.io/docs/api/#news
Continuous


	Parameters

	
	count (int) – limit number of results


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result
dict: result



	Return type

	dict or DataFrame










	
marketOhlc(version='stable', filter='', format='json')

	Returns the official open and close for whole market.

https://iexcloud.io/docs/api/#news
9:30am-5pm ET Mon-Fri


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
marketOhlcDF(version='stable', filter='', format='json')

	Returns the official open and close for whole market.

https://iexcloud.io/docs/api/#news
9:30am-5pm ET Mon-Fri


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
marketPrevious(version='stable', filter='', format='json')

	This returns previous day adjusted price data for whole market

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
marketPreviousDF(version='stable', filter='', format='json')

	This returns previous day adjusted price data for whole market

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
marketShortInterest(token='', version='stable', filter='', format='json')

	The consolidated market short interest positions in all IEX-listed securities are included in the IEX Short Interest Report.

The report data will be published daily at 4:00pm ET.

https://iexcloud.io/docs/api/#listed-short-interest-list-in-dev


	Parameters

	
	date (datetime) – Effective Datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
marketShortInterestDF(token='', version='stable', filter='', format='json')

	The consolidated market short interest positions in all IEX-listed securities are included in the IEX Short Interest Report.

The report data will be published daily at 4:00pm ET.

https://iexcloud.io/docs/api/#listed-short-interest-list-in-dev


	Parameters

	
	date (datetime) – Effective Datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
marketVolume(version='stable', filter='', format='json')

	This endpoint returns real time traded volume on U.S. markets.

https://iexcloud.io/docs/api/#market-volume-u-s
7:45am-5:15pm ET Mon-Fri


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
marketVolumeDF(version='stable', filter='', format='json')

	This endpoint returns real time traded volume on U.S. markets.

https://iexcloud.io/docs/api/#market-volume-u-s
7:45am-5:15pm ET Mon-Fri


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
marketYesterday(version='stable', filter='', format='json')

	This returns previous day adjusted price data for whole market

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
marketYesterdayDF(version='stable', filter='', format='json')

	This returns previous day adjusted price data for whole market

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
markets(version='stable', filter='', format='json')

	
Deprecated since version Deprecated:: IEX Cloud status unkown








	
marketsDF(**kwargs)

	
Deprecated since version Deprecated:: IEX Cloud status unkown








	
mavp(symbol, timeframe='6m', col='close', periods=None, minperiod=2, maxperiod=30, matype=0)

	
	This will return a dataframe of moving average with variable period

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 


	minperiod (int) – 


	maxperiod (int) – 


	matype (int) – 






	Returns

	result



	Return type

	DataFrame










	
max(symbol, timeframe='6m', col='close', period=30)

	This will return a dataframe of
Highest value over a specified period
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
maxindex(symbol, timeframe='6m', col='close', period=30)

	This will return a dataframe of
Highest value over a specified period
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
medprice(symbol, timeframe='6m', highcol='high', lowcol='low')

	This will return a dataframe of median price for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
messageBudget(token='', version='stable', format='json')

	Used to set an upper limit, “message budget”, on pay as you go messages where you want to make sure not to go above a certain amount. Set the total messages you wish to consume for the month, and once that limit is reached, all API calls will stop until the limit is removed or increased.

https://iexcloud.io/docs/api/#message-budget


	Parameters

	
	totalMessages (int) – The total messages your account is allowed to consume for the current month above your quota. For example: If your account is allowed 5 million messages, and you do not want to exceed 10 million for the month, then you will pass 10000000 as total messages.


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json













	
metadata(version='stable', format='json')

	Used to retrieve account details such as current tier, payment status, message quote usage, etc.

https://iexcloud.io/docs/api/#metadata


	Parameters

	
	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
metadataDF(version='stable', format='json')

	Used to retrieve account details such as current tier, payment status, message quote usage, etc.

https://iexcloud.io/docs/api/#metadata


	Parameters

	
	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
mfi(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', volumecol='volume', period=14)

	This will return a dataframe of
Money Flow Index
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
midpice(symbol, timeframe='6m', col='close', period=14)

	
	This will return a dataframe of midprice over period

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
midpoint(symbol, timeframe='6m', col='close', period=14)

	
	This will return a dataframe of midpoint over period

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
min(symbol, timeframe='6m', col='close', period=30)

	This will return a dataframe of
Lowest value over a specified period
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
minindex(symbol, timeframe='6m', col='close', period=30)

	This will return a dataframe of
Lowest value over a specified period
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
minmax(symbol, timeframe='6m', col='close', period=30)

	This will return a dataframe of
Lowest and highest values over a specified period
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
minmaxindex(symbol, timeframe='6m', col='close', period=30)

	This will return a dataframe of
Indexes of lowest and highest values over a specified period
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
minus_di(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)

	This will return a dataframe of
Minus Directional Indicator
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
minus_dm(symbol, timeframe='6m', highcol='high', lowcol='low', period=14)

	This will return a dataframe of
Minus Directional Movement
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
mom(symbol, timeframe='6m', col='close', period=14)

	This will return a dataframe of
Momentum
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
mult(symbol, timeframe='6m', col1='open', col2='close')

	This will return a dataframe of
Vector Arithmetic Add
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col1 (string) – 


	col2 (string) – 






	Returns

	result



	Return type

	DataFrame










	
mutualFundSymbols(version='stable', filter='', format='json')

	This call returns an array of mutual fund symbols that IEX Cloud supports for API calls.

https://iexcloud.io/docs/api/#mutual-fund-symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
mutualFundSymbolsDF(version='stable', filter='', format='json')

	This call returns an array of mutual fund symbols that IEX Cloud supports for API calls.

https://iexcloud.io/docs/api/#mutual-fund-symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
mutualFundSymbolsList(version='stable', filter='', format='json')

	This call returns an array of mutual fund symbols that IEX Cloud supports for API calls.

https://iexcloud.io/docs/api/#mutual-fund-symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
natgas = functools.partial(<function Client.bind>, meth=<function points>, key='DHHNGSP')

	




	
natr(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)

	This will return a dataframe of normalized average true range for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – time period to calculate over






	Returns

	result



	Return type

	DataFrame










	
news(count=10, token='', version='stable', filter='', format='json')

	News about company

https://iexcloud.io/docs/api/#news
Continuous


	Parameters

	
	symbol (str) – Ticker to request


	count (int) – limit number of results


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result
dict: result



	Return type

	dict or DataFrame










	
newsDF(count=10, token='', version='stable', filter='', format='json')

	News about company

https://iexcloud.io/docs/api/#news
Continuous


	Parameters

	
	symbol (str) – Ticker to request


	count (int) – limit number of results


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result
dict: result



	Return type

	dict or DataFrame










	
newsSSE(on_data=None, exit=None, token='', version='stable')

	Stream news

https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
newsSSEAsync(exit=None, token='', version='stable')

	Stream news

https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
nextDayExtDate(token='', version='stable', filter='', format='json')

	
	Parameters

	
	date (datetime) – Effective date


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






Deprecated since version Deprecated:: IEX Cloud status unkown








	
nextDayExtDateDF(token='', version='stable', filter='', format='json')

	
	Parameters

	
	date (datetime) – Effective date


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






Deprecated since version Deprecated:: IEX Cloud status unkown








	
obv(symbol, timeframe='6m', closecol='close', volumecol='volume')

	This will return a dataframe of On Balance Volume for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	volumecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
ohlc(token='', version='stable', filter='', format='json')

	Returns the official open and close for a give symbol.

https://iexcloud.io/docs/api/#ohlc
9:30am-5pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
ohlcDF(token='', version='stable', filter='', format='json')

	Returns the official open and close for a give symbol.

https://iexcloud.io/docs/api/#ohlc
9:30am-5pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
oneMonth = functools.partial(<function Client.bind>, meth=<function points>, key='DGS1MO')

	




	
oneYear = functools.partial(<function Client.bind>, meth=<function points>, key='DGS1')

	




	
optionExpirations(token='', version='stable', filter='', format='json')

	Returns end of day options data

https://iexcloud.io/docs/api/#options
9:30am-5pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
options(expiration, side='', token='', version='stable', filter='', format='json')

	Returns end of day options data

https://iexcloud.io/docs/api/#options
9:30am-5pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	expiration (str) – Expiration date


	side (str) – Side (optional)


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
optionsDF(expiration, side='', token='', version='stable', filter='', format='json')

	Returns end of day options data

https://iexcloud.io/docs/api/#options
9:30am-5pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	expiration (str) – Expiration date


	side (str) – Side (optional)


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
optionsSymbols(version='stable', filter='', format='json')

	This call returns an object keyed by symbol with the value of each symbol being an array of available contract dates.

https://iexcloud.io/docs/api/#options-symbols
9:30am ET Tue-Sat


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
optionsSymbolsDF(version='stable', filter='', format='json')

	This call returns an object keyed by symbol with the value of each symbol being an array of available contract dates.

https://iexcloud.io/docs/api/#options-symbols
9:30am ET Tue-Sat


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
optionsSymbolsList(version='stable', filter='', format='json')

	This call returns an object keyed by symbol with the value of each symbol being an array of available contract dates.

https://iexcloud.io/docs/api/#options-symbols
9:30am ET Tue-Sat


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
otcSymbols(version='stable', filter='', format='json')

	This call returns an array of OTC symbols that IEX Cloud supports for API calls.

https://iexcloud.io/docs/api/#otc-symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
otcSymbolsDF(version='stable', filter='', format='json')

	This call returns an array of OTC symbols that IEX Cloud supports for API calls.

https://iexcloud.io/docs/api/#otc-symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
otcSymbolsList(version='stable', filter='', format='json')

	This call returns an array of OTC symbols that IEX Cloud supports for API calls.

https://iexcloud.io/docs/api/#otc-symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
pauseRule(token='', version='stable', format='json')

	You can control the output of rules by pausing and resume per rule id.


	Parameters

	
	ruleId (str) – The id of an existing rule to puase


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json













	
payroll = functools.partial(<function Client.bind>, meth=<function points>, key='PAYEMS')

	




	
peerCorrelation(symbol, timeframe='6m')

	This will return a dataframe of peer correlations for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 






	Returns

	result



	Return type

	DataFrame










	
peerCorrelationPlot(symbol, timeframe='6m')

	This will plot a dataframe of peer correlations for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 






	Returns

	result



	Return type

	DataFrame










	
peers(token='', version='stable', filter='', format='json')

	Peers of ticker

https://iexcloud.io/docs/api/#peers
8am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
peersDF(token='', version='stable', filter='', format='json')

	Peers of ticker

https://iexcloud.io/docs/api/#peers
8am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
plus_di(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)

	This will return a dataframe of
Plus Directional Movement
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
plus_dm(symbol, timeframe='6m', highcol='high', lowcol='low', period=14)

	This will return a dataframe of
Plus Directional Movement
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
points(key='', token='', version='stable', filter='', format='json')

	Data points are available per symbol and return individual plain text values.
Retrieving individual data points is useful for Excel and Google Sheet users, and applications where a single, lightweight value is needed.
We also provide update times for some endpoints which allow you to call an endpoint only once it has new data.

https://iexcloud.io/docs/api/#data-points


	Parameters

	
	symbol (str) – Ticker or market to query


	key (str) – data point to fetch. If empty or none, will return available data points


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pointsDF(key='', token='', version='stable', filter='', format='json')

	Data points are available per symbol and return individual plain text values.
Retrieving individual data points is useful for Excel and Google Sheet users, and applications where a single, lightweight value is needed.
We also provide update times for some endpoints which allow you to call an endpoint only once it has new data.

https://iexcloud.io/docs/api/#data-points


	Parameters

	
	symbol (str) – Ticker or market to query


	key (str) – data point to fetch. If empty or none, will return available data points


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
ppo(symbol, timeframe='6m', col='close', fastperiod=12, slowperiod=26, matype=0)

	This will return a dataframe of Percentage Price Oscillator for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	fastperiod (int) – fast period to calculate across


	slowperiod (int) – slow period to calculate across


	matype (int) – moving average type (0-sma)






	Returns

	result



	Return type

	DataFrame










	
previous(token='', version='stable', filter='', format='json')

	This returns previous day adjusted price data for one or more stocks

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
previousDF(token='', version='stable', filter='', format='json')

	This returns previous day adjusted price data for one or more stocks

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
price(token='', version='stable', filter='', format='json')

	Price of ticker

https://iexcloud.io/docs/api/#price
4:30am-8pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
priceDF(token='', version='stable', filter='', format='json')

	Price of ticker

https://iexcloud.io/docs/api/#price
4:30am-8pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
priceTarget(token='', version='stable', filter='', format='json')

	Provides the latest avg, high, and low analyst price target for a symbol.

https://iexcloud.io/docs/api/#price-target
Updates at 10am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
priceTargetDF(token='', version='stable', filter='', format='json')

	Provides the latest avg, high, and low analyst price target for a symbol.

https://iexcloud.io/docs/api/#price-target
Updates at 10am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
propane = functools.partial(<function Client.bind>, meth=<function points>, key='DPROPANEMBTX')

	




	
queryMetadata(key='', subkey='', token='', version='stable', filter='', format='json')

	Get inventory of available time series endpoints


	Parameters

	
	id (str) – Timeseries ID


	key (str) – Timeseries Key


	subkey (str) – Timeseries Subkey


	token (str) – Access token


	version (str) – API version


	filter (str) – https://iexcloud.io/docs/api/#filter-results


	format (str) – output format













	
queryMetadataDF(key='', subkey='', token='', version='stable', filter='', format='json')

	Get inventory of available time series endpoints


	Parameters

	
	id (str) – Timeseries ID


	key (str) – Timeseries Key


	subkey (str) – Timeseries Subkey


	token (str) – Access token


	version (str) – API version


	filter (str) – https://iexcloud.io/docs/api/#filter-results


	format (str) – output format













	
quote(token='', version='stable', filter='', format='json')

	Get quote for ticker

https://iexcloud.io/docs/api/#quote
4:30am-8pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
quoteDF(token='', version='stable', filter='', format='json')

	Get quote for ticker

https://iexcloud.io/docs/api/#quote
4:30am-8pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
recent(version='stable', filter='', format='json')

	https://iexcloud.io/docs/api/#stats-recent


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
recentDF(version='stable', filter='', format='json')

	https://iexcloud.io/docs/api/#stats-recent


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
recessionProb = functools.partial(<function Client.bind>, meth=<function points>, key='RECPROUSM156N')

	




	
records(version='stable', filter='', format='json')

	https://iexcloud.io/docs/api/#stats-records


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
recordsDF(version='stable', filter='', format='json')

	https://iexcloud.io/docs/api/#stats-records


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
refDividends(token='', version='stable', filter='', format='json')

	
	Parameters

	
	date (datetime) – Effective date


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






Deprecated since version Deprecated:: IEX Cloud status unkown








	
refDividendsDF(token='', version='stable', filter='', format='json')

	
	Parameters

	
	date (datetime) – Effective date


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






Deprecated since version Deprecated:: IEX Cloud status unkown








	
relevant(token='', version='stable', filter='', format='json')

	Same as peers

https://iexcloud.io/docs/api/#relevant
:param symbol: Ticker to request
:type symbol: str
:param token: Access token
:type token: str
:param version: API version
:type version: str
:param filter: filters: https://iexcloud.io/docs/api/#filter-results
:type filter: str
:param format: return format, defaults to json
:type format: str


	Returns

	result



	Return type

	dict or DataFrame






Deprecated since version Deprecated:: IEX Cloud status unkown








	
relevantDF(token='', version='stable', filter='', format='json')

	Same as peers

https://iexcloud.io/docs/api/#relevant
:param symbol: Ticker to request
:type symbol: str
:param token: Access token
:type token: str
:param version: API version
:type version: str
:param filter: filters: https://iexcloud.io/docs/api/#filter-results
:type filter: str
:param format: return format, defaults to json
:type format: str


	Returns

	result



	Return type

	dict or DataFrame






Deprecated since version Deprecated:: IEX Cloud status unkown








	
resumeRule(token='', version='stable', format='json')

	You can control the output of rules by pausing and resume per rule id.


	Parameters

	
	ruleId (str) – The id of an existing rule to puase


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json













	
retailMoney = functools.partial(<function Client.bind>, meth=<function points>, key='WRMFSL')

	




	
returnOfCapital(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Return of capital up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#return-of-capital


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
returnOfCapitalDF(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Return of capital up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#return-of-capital


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
returns(symbol, timeframe='6m')

	Calculate returns using daily close price


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 






	Returns

	result



	Return type

	DataFrame










	
rightToPurchase(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Right to purchase up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#right-to-purchase


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
rightToPurchaseDF(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Right to purchase up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#right-to-purchase


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
rightsIssue(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Rights issue up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#rights-issue


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
rightsIssueDF(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Rights issue up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#rights-issue


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
roc(symbol, timeframe='6m', col='close', period=14)

	This will return a dataframe of
Rate of change: ((price/prevPrice)-1)*100
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
rocp(symbol, timeframe='6m', col='close', period=14)

	This will return a dataframe of
Rate of change Percentage: (price-prevPrice)/prevPrice
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
rocr(symbol, timeframe='6m', col='close', period=14)

	This will return a dataframe of
Rate of change ratio: (price/prevPrice)
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
rocr100(symbol, timeframe='6m', col='close', period=14)

	This will return a dataframe of
Rate of change ratio 100 scale: (price/prevPrice)*100
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
rsi(symbol, timeframe='6m', col='close', period=14)

	This will return a dataframe of
Relative Strength Index
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
ruleInfo(token='', version='stable', format='json')

	Rule information such as the current rule status and execution statistics.


	Parameters

	
	ruleId (str) – The id of an existing rule to puase


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json













	
ruleOutput(token='', version='stable', format='json')

	If you choose logs as your rule output method, IEX Cloud will save the output objects on our server. You can use this method to retrieve those data objects.


	Parameters

	
	ruleId (str) – The id of an existing rule to puase


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json













	
rules(version='stable', format='json')

	List all rules that are currently on your account. Each rule object returned will include the current rule status and execution statistics.






	
sar(symbol, timeframe='6m', highcol='high', lowcol='low', acceleration=0, maximum=0)

	
	This will return a dataframe of parabolic sar

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	highcol (string) – 


	lowcol (string) – 


	acceleration (int) – 


	maximum (int) – 






	Returns

	result



	Return type

	DataFrame










	
sarext(symbol, timeframe='6m', highcol='high', lowcol='low', startvalue=0, offsetonreverse=0, accelerationinitlong=0, accelerationlong=0, accelerationmaxlong=0, accelerationinitshort=0, accelerationshort=0, accelerationmaxshort=0)

	
	This will return a dataframe of parabolic sar extended

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	highcol (string) – 


	lowcol (string) – 


	startvalue (int) – 


	offsetonreverse (int) – 


	accelerationinitlong (int) – 


	accelerationlong (int) – 


	accelerationmaxlong (int) – 


	accelerationinitshort (int) – 


	accelerationshort (int) – 


	accelerationmaxshort (int) – 






	Returns

	result



	Return type

	DataFrame










	
schema(token='', version='stable', format='json')

	Pull the latest schema for data points, notification types, and operators used to construct rules.

https://iexcloud.io/docs/api/#rules-schema


	Parameters

	
	lookup (str) – If a schema object has “isLookup”: true, pass the value key to /stable/rules/lookup/{value}. This returns all valid values for the rightValue of a condition.


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
search(token='', version='stable', filter='', format='json')

	Returns an array of symbols up to the top 10 matches. Results will be sorted for relevancy. Search currently defaults to equities only, where the symbol returned is supported by endpoints listed under the Stocks category.

https://iexcloud.io/docs/api/#search


	Parameters

	
	fragment (str) – URL encoded search string. Currently search by symbol or security name.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
searchDF(token='', version='stable', filter='', format='json')

	Returns an array of symbols up to the top 10 matches. Results will be sorted for relevancy. Search currently defaults to equities only, where the symbol returned is supported by endpoints listed under the Stocks category.

https://iexcloud.io/docs/api/#search


	Parameters

	
	fragment (str) – URL encoded search string. Currently search by symbol or security name.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
sectorPerformance(version='stable', filter='', format='json')

	This returns an array of each sector and performance for the current trading day. Performance is based on each sector ETF.

https://iexcloud.io/docs/api/#sector-performance
8am-5pm ET Mon-Fri


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
sectorPerformanceDF(version='stable', filter='', format='json')

	This returns an array of each sector and performance for the current trading day. Performance is based on each sector ETF.

https://iexcloud.io/docs/api/#sector-performance
8am-5pm ET Mon-Fri


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
sectors(version='stable', filter='', format='json')

	Returns an array of sectors.

https://iexcloud.io/docs/api/#sectors


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
sectorsDF(version='stable', filter='', format='json')

	Returns an array of sectors.

https://iexcloud.io/docs/api/#sectors


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
securityReclassification(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Security reclassification up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#security-reclassification


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
securityReclassificationDF(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Security reclassification up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#security-reclassification


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
securitySwap(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Security Swap up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#security-swap


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
securitySwapDF(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Security Swap up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#security-swap


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
sentiment(type='daily', date=None, token='', version='stable', filter='', format='json')

	This endpoint provides social sentiment data from StockTwits. Data can be viewed as a daily value, or by minute for a given date.

https://iexcloud.io/docs/api/#social-sentiment
Continuous


	Parameters

	
	symbol (str) – Ticker to request


	type (str) – ‘daily’ or ‘minute’


	date (str) – date in YYYYMMDD or datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
sentimentDF(type='daily', date=None, token='', version='stable', filter='', format='json')

	This endpoint provides social sentiment data from StockTwits. Data can be viewed as a daily value, or by minute for a given date.

https://iexcloud.io/docs/api/#social-sentiment
Continuous


	Parameters

	
	symbol (str) – Ticker to request


	type (str) – ‘daily’ or ‘minute’


	date (str) – date in YYYYMMDD or datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
sentimentSSE(on_data=None, exit=None, token='', version='stable')

	Stream social sentiment

https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
sentimentSSEAsync(exit=None, token='', version='stable')

	Stream social sentiment

https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
shortInterest(date=None, token='', version='stable', filter='', format='json')

	The consolidated market short interest positions in all IEX-listed securities are included in the IEX Short Interest Report.

The report data will be published daily at 4:00pm ET.

https://iexcloud.io/docs/api/#listed-short-interest-list-in-dev


	Parameters

	
	symbol (str) – Ticker to request


	date (datetime) – Effective Datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
shortInterestDF(date=None, token='', version='stable', filter='', format='json')

	The consolidated market short interest positions in all IEX-listed securities are included in the IEX Short Interest Report.

The report data will be published daily at 4:00pm ET.

https://iexcloud.io/docs/api/#listed-short-interest-list-in-dev


	Parameters

	
	symbol (str) – Ticker to request


	date (datetime) – Effective Datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
sin(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Trigonometric SIN
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
sinh(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Trigonometric Sinh
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
sixMonth = functools.partial(<function Client.bind>, meth=<function points>, key='DGS6MO')

	




	
sma(symbol, timeframe='6m', col='close', periods=None)

	
	This will return a dataframe of exponential moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 






	Returns

	result



	Return type

	DataFrame










	
spinoff(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Security spinoff up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#spinoff


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
spinoffDF(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Security spinoff up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#spinoff


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
splits(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Security splits up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#splits


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
splitsDF(refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)

	Security splits up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#splits


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
spread(token='', version='stable', filter='', format='json')

	This returns an array of effective spread, eligible volume, and price improvement of a stock, by market.
Unlike volume-by-venue, this will only return a venue if effective spread is not ‘N/A’. Values are sorted in descending order by effectiveSpread.
Lower effectiveSpread and higher priceImprovement values are generally considered optimal.

Effective spread is designed to measure marketable orders executed in relation to the market center’s
quoted spread and takes into account hidden and midpoint liquidity available at each market center.
Effective Spread is calculated by using eligible trade prices recorded to the consolidated tape and
comparing those trade prices to the National Best Bid and Offer (“NBBO”) at the time of the execution.

View the data disclaimer at the bottom of the stocks app for more information about how these values are calculated.

8am ET M-F


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
spreadDF(token='', version='stable', filter='', format='json')

	This returns an array of effective spread, eligible volume, and price improvement of a stock, by market.
Unlike volume-by-venue, this will only return a venue if effective spread is not ‘N/A’. Values are sorted in descending order by effectiveSpread.
Lower effectiveSpread and higher priceImprovement values are generally considered optimal.

Effective spread is designed to measure marketable orders executed in relation to the market center’s
quoted spread and takes into account hidden and midpoint liquidity available at each market center.
Effective Spread is calculated by using eligible trade prices recorded to the consolidated tape and
comparing those trade prices to the National Best Bid and Offer (“NBBO”) at the time of the execution.

View the data disclaimer at the bottom of the stocks app for more information about how these values are calculated.

8am ET M-F


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
sqrt(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Square Root
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
stddev(symbol, timeframe='6m', closecol='close', period=14, nbdev=1)

	This will return a dataframe of standard deviation for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across


	nbdev (int) – 






	Returns

	result



	Return type

	DataFrame










	
stoch(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', fastk_period=5, slowk_period=3, slowk_matype=0, slowd_period=3, slowd_matype=0)

	This will return a dataframe of
Stochastic
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	fastk_period (int) – fastk_period


	slowk_period (int) – slowk_period


	slowk_matype (int) – slowk_matype


	slowd_period (int) – slowd_period


	slowd_matype (int) – slowd_matype






	Returns

	result



	Return type

	DataFrame










	
stochf(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', fastk_period=5, slowk_period=3, slowk_matype=0, slowd_period=3, slowd_matype=0)

	This will return a dataframe of
Stochastic Fast
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	fastk_period (int) – fastk_period


	slowk_period (int) – slowk_period


	slowk_matype (int) – slowk_matype


	slowd_period (int) – slowd_period


	slowd_matype (int) – slowd_matype






	Returns

	result



	Return type

	DataFrame










	
stochrsi(symbol, timeframe='6m', closecol='close', period=14, fastk_period=5, fastd_period=3, fastd_matype=0)

	This will return a dataframe of
Stochastic Relative Strength Index
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate across


	fastk_period (int) – fastk_period


	fastd_period (int) – fastd_period


	fastd_matype (int) – moving average type (0-sma)






	Returns

	result



	Return type

	DataFrame










	
stockSplits(timeframe='ytd', token='', version='stable', filter='', format='json')

	Stock split history

https://iexcloud.io/docs/api/#splits
Updated at 9am UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	timeframe (str) – timeframe for data


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
stockSplitsDF(timeframe='ytd', token='', version='stable', filter='', format='json')

	Stock split history

https://iexcloud.io/docs/api/#splits
Updated at 9am UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	timeframe (str) – timeframe for data


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
stocksUS1MinuteSSE(on_data=None, exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUS1MinuteSSEAsync(exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUS1SecondSSE(on_data=None, exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUS1SecondSSEAsync(exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUS5SecondSSE(on_data=None, exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUS5SecondSSEAsync(exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUSNoUTP1MinuteSSE(on_data=None, exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUSNoUTP1MinuteSSEAsync(exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUSNoUTP1SecondSSE(on_data=None, exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUSNoUTP1SecondSSEAsync(exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUSNoUTP5SecondSSE(on_data=None, exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUSNoUTP5SecondSSEAsync(exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUSNoUTPSSE(on_data=None, exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUSNoUTPSSEAsync(exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUSSSE(on_data=None, exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
stocksUSSSEAsync(exit=None, token='', version='stable', name='')

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
sub(symbol, timeframe='6m', col1='open', col2='close')

	This will return a dataframe of
Vector Arithmetic Add
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col1 (string) – 


	col2 (string) – 






	Returns

	result



	Return type

	DataFrame










	
sum(symbol, timeframe='6m', col='close', period=30)

	This will return a dataframe of
Summation
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
summary(token='', version='stable', filter='', format='json')

	https://iexcloud.io/docs/api/#stats-historical-summary


	Parameters

	
	date (Optional[str]) – Format YYYYMMDD date to fetch sentiment data. Default is today.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
summaryDF(token='', version='stable', filter='', format='json')

	https://iexcloud.io/docs/api/#stats-historical-summary


	Parameters

	
	date (Optional[str]) – Format YYYYMMDD date to fetch sentiment data. Default is today.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
symbols(version='stable', filter='', format='json')

	This call returns an array of symbols that IEX Cloud supports for API calls.

https://iexcloud.io/docs/api/#symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
symbolsDF(version='stable', filter='', format='json')

	This call returns an array of symbols that IEX Cloud supports for API calls.

https://iexcloud.io/docs/api/#symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
symbolsList(version='stable', filter='', format='json')

	This call returns an array of symbols that IEX Cloud supports for API calls.

https://iexcloud.io/docs/api/#symbols
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame or list










	
systemStats(version='stable', filter='', format='json')

	https://iexcloud.io/docs/api/#stats-intraday


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
systemStatsDF(version='stable', filter='', format='json')

	https://iexcloud.io/docs/api/#stats-intraday


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
t3(symbol, timeframe='6m', col='close', periods=None, vfactor=0)

	
	This will return a dataframe of tripple exponential moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 


	vfactor (int) – 






	Returns

	result



	Return type

	DataFrame










	
tags(version='stable', filter='', format='json')

	Returns an array of tags.

https://iexcloud.io/docs/api/#tags


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
tagsDF(version='stable', filter='', format='json')

	Returns an array of tags.

https://iexcloud.io/docs/api/#tags


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
tan(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Trigonometric Tan
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
tanh(symbol, timeframe='6m', col='close')

	This will return a dataframe of
Vector Trigonometric Tanh
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
technicals(indicator, range='1m', input1=None, input2=None, input3=None, input4=None, token='', version='stable', filter='', format='json')

	Technical indicators are available for any historical or intraday range.

This endpoint calls the historical or intraday price endpoints for the given range, and the associated indicator for the price range.

https://iexcloud.io/docs/api/#technical-indicators
Data Timing: On Demand


	Parameters

	
	symbol (str) – Ticker to request


	indicator (str) – Technical indicator to request, in:
Indicator   Description                              Inputs                       Defaults         Outputs
————————————————————————————————————-
abs         Vector Absolute Value                                                                   abs
acos        Vector Arccosine                                                                        acos
ad          Accumulation/Distribution Line                                                          ad
add         Vector Addition                                                                          add
adosc       Accumulation/Distribution Oscillator    short period,long period        2,5             adosc
adx         Average Directional Movement Index      period                          5               dx
adxr        Average Directional Movement Rating     period                          5               dx
ao          Awesome Oscillator                                                                      ao
apo         Absolute Price Oscillator               short period,long period        2,5             apo
aroon       Aroon                                   period                          5               aroon_down,aroon_up
aroonosc    Aroon Oscillator                        period                          5               aroonosc
asin        Vector Arcsine                                                                          asin
atan        Vector Arctangent                                                                       atan
atr         Average True Range                      period                          5               atr
avgprice    Average Price                                                                           avgprice
bbands      Bollinger Bands                         period,stddev                   20,2            bbands_lower,bbands_middle,bbands_upper
bop         Balance of Power
cci         Commodity Channel Index                 period                          5               cci
ceil        Vector Ceiling                                                                          ceil
cmo         Chande Momentum Oscillator              period                          5               cmo
cos         Vector Cosine                                                                           cos
cosh        Vector Hyperbolic Cosine                                                                cosh
crossany    Crossany                                                                                crossany
crossover   Crossover                                                                               crossover
cvi         Chaikins Volatility                     period                          5               cvi
decay       Linear Decay                            period                          5               decay
dema        Double Exponential Moving Average       period                          5               dema
di          Directional Indicator                   period                          5               plus_di,minus_di
div         Vector Division                                                                         div
dm          Directional Movement                    period                          5               plus_dm,minus_dm
dpo         Detrended Price Oscillator              period                          5               dpo
dx          Directional Movement Index              period                          5               dx
edecay      Exponential Decay                       period                          5               edecay
ema         Exponential Moving Average              period                          5               ema
emv         Ease of Movement                                                                        emv
exp         Vector Exponential                                                                      exp
fisher      Fisher Transform                        period                          5               fisher,fisher_signal
floor       Vector Floor                                                                            floor
fosc        Forecast Oscillator                     period                          5               fosc
hma         Hull Moving Average                     period                          5               hma
kama        Kaufman Adaptive Moving Average         period                          5               kama
kvo         Klinger Volume Oscillator               short period,long period        2,5             kvo
lag         Lag                                     period                          5               lag
linreg      Linear Regression                       period                          5               linreg
linregintercept     Linear Regression Intercept     period                          5               linregintercept
linregslope         Linear Regression Slope         period                          5               linregslope
ln          Vector Natural  Log                                                                     ln
log10       Vector Base-10 Log                                                                      log10
macd        Moving Average Conv/Div                 short per,long per,signal per   12,26,9         macd,macd_signal,macd_histogram
marketfi    Market Facilitation Index                                                               marketfi
mass        Mass Index                              period                          5               mass
max         Maximum In Period                       period                          5               max
md          Mean Deviation Over Period              period                          5               md
medprice    Median Price                                                                            medprice
mfi         Money Flow Index                        period                          5               mfi
min         Minimum In Period                       period                          5               min
mom         Momentum                                period                          5               mom
msw         Mesa Sine Wave                          period                          5               msw_sine,msw_lead
mul         Vector Multiplication                                                                   mul
natr        Normalized Average True Range           period                          5               natr
nvi         Negative Volume Index                                                                   nvi
obv         On Balance Volume                                                                       obv
ppo         Percentage Price Oscillator             short period,long period        2,5             ppo
psar        Parabolic SAR                           accelfactor step,accel factor max    .2,2       psar
pvi         Positive Volume Index                                                                   pvi
qstick      Qstick                                  period                          5               qstick
roc         Rate of Change                          period                          5               roc
rocr        Rate of Change Ratio                    period                          5               rocr
round       Vector Round                                                                            round
rsi         Relative Strength Index                 period                          5               rsi
sin         Vector Sine                                                                             sin
sinh        Vector Hyperbolic Sine                                                                  sinh
sma         Simple Moving Average                   period                          5               sma
sqrt        Vector Square Root                                                                      sqrt
stddev      Standard Deviation Over Period          period                          5               stddev
stderr      Standard Error Over Period              period                          5               stderr
stoch       Stochastic Oscillator                   k per,k slowing per,d per       5,3,3           stoch_k,stoch_d
stochrsi    Stochastic RSI                          period                          5               stochrsi
sub         Vector Subtraction                                                                      sub
sum         Sum Over Period                         period                          5               sum
tan         Vector Tangent                                                                          tan
tanh        Vector Hyperbolic Tangent                                                               tanh
tema        Triple Exponential Moving Average       period                          5               tema
todeg       Vector Degree Conversion                                                                degrees
torad       Vector Radian Conversion                                                                radians
tr          True Range                                                                              tr
trima       Triangular Moving Average               period                          5               trima
trix        Trix                                    period                          5               trix
trunc       Vector Truncate                                                                         trunc
tsf         Time Series Forecast                    period                          5               tsf
typprice    Typical Price                                                                           typprice
ultosc      Ultimate Oscillator                     short per,med per,long per      2,3,5           ultosc
var         Variance Over Period                    period                          5               var
vhf         Vertical Horizontal Filter              period                          5               vhf
vidya       Variable Index Dynamic Average          short period,long period,alpha  2,5,.2          vidya
volatility  Annualized Historical Volatility        period                          5               volatility
vosc        Volume Oscillator                       short period,long period        2,5             vosc
vwma        Volume Weighted Moving Average          period                          5               vwma
wad         Williams Accumulation/Distribution                                                      wad
wcprice     Weighted Close Price                                                                    wcprice
wilders     Wilders Smoothing                       period                          5               wilders
willr       Williams %R    period
wma         Weighted Moving Average                 period                          5               wma
zlema       Zero-Lag Exponential Moving Average     period                          5               zlema


	range (str) – Timeframe to request e.g. 1m


	input1 (str) – input1 to technicals (see docs)


	input2 (str) – input2 to technicals (see docs)


	input3 (str) – input3 to technicals (see docs)


	input4 (str) – input4 to technicals (see docs)


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
technicalsDF(indicator, range='1m', input1=None, input2=None, input3=None, input4=None, token='', version='stable', filter='', format='json')

	Technical indicators are available for any historical or intraday range.

This endpoint calls the historical or intraday price endpoints for the given range, and the associated indicator for the price range.

https://iexcloud.io/docs/api/#technical-indicators
Data Timing: On Demand


	Parameters

	
	symbol (str) – Ticker to request


	indicator (str) – Technical indicator to request, in:
Indicator   Description                              Inputs                       Defaults         Outputs
————————————————————————————————————-
abs         Vector Absolute Value                                                                   abs
acos        Vector Arccosine                                                                        acos
ad          Accumulation/Distribution Line                                                          ad
add         Vector Addition                                                                          add
adosc       Accumulation/Distribution Oscillator    short period,long period        2,5             adosc
adx         Average Directional Movement Index      period                          5               dx
adxr        Average Directional Movement Rating     period                          5               dx
ao          Awesome Oscillator                                                                      ao
apo         Absolute Price Oscillator               short period,long period        2,5             apo
aroon       Aroon                                   period                          5               aroon_down,aroon_up
aroonosc    Aroon Oscillator                        period                          5               aroonosc
asin        Vector Arcsine                                                                          asin
atan        Vector Arctangent                                                                       atan
atr         Average True Range                      period                          5               atr
avgprice    Average Price                                                                           avgprice
bbands      Bollinger Bands                         period,stddev                   20,2            bbands_lower,bbands_middle,bbands_upper
bop         Balance of Power
cci         Commodity Channel Index                 period                          5               cci
ceil        Vector Ceiling                                                                          ceil
cmo         Chande Momentum Oscillator              period                          5               cmo
cos         Vector Cosine                                                                           cos
cosh        Vector Hyperbolic Cosine                                                                cosh
crossany    Crossany                                                                                crossany
crossover   Crossover                                                                               crossover
cvi         Chaikins Volatility                     period                          5               cvi
decay       Linear Decay                            period                          5               decay
dema        Double Exponential Moving Average       period                          5               dema
di          Directional Indicator                   period                          5               plus_di,minus_di
div         Vector Division                                                                         div
dm          Directional Movement                    period                          5               plus_dm,minus_dm
dpo         Detrended Price Oscillator              period                          5               dpo
dx          Directional Movement Index              period                          5               dx
edecay      Exponential Decay                       period                          5               edecay
ema         Exponential Moving Average              period                          5               ema
emv         Ease of Movement                                                                        emv
exp         Vector Exponential                                                                      exp
fisher      Fisher Transform                        period                          5               fisher,fisher_signal
floor       Vector Floor                                                                            floor
fosc        Forecast Oscillator                     period                          5               fosc
hma         Hull Moving Average                     period                          5               hma
kama        Kaufman Adaptive Moving Average         period                          5               kama
kvo         Klinger Volume Oscillator               short period,long period        2,5             kvo
lag         Lag                                     period                          5               lag
linreg      Linear Regression                       period                          5               linreg
linregintercept     Linear Regression Intercept     period                          5               linregintercept
linregslope         Linear Regression Slope         period                          5               linregslope
ln          Vector Natural  Log                                                                     ln
log10       Vector Base-10 Log                                                                      log10
macd        Moving Average Conv/Div                 short per,long per,signal per   12,26,9         macd,macd_signal,macd_histogram
marketfi    Market Facilitation Index                                                               marketfi
mass        Mass Index                              period                          5               mass
max         Maximum In Period                       period                          5               max
md          Mean Deviation Over Period              period                          5               md
medprice    Median Price                                                                            medprice
mfi         Money Flow Index                        period                          5               mfi
min         Minimum In Period                       period                          5               min
mom         Momentum                                period                          5               mom
msw         Mesa Sine Wave                          period                          5               msw_sine,msw_lead
mul         Vector Multiplication                                                                   mul
natr        Normalized Average True Range           period                          5               natr
nvi         Negative Volume Index                                                                   nvi
obv         On Balance Volume                                                                       obv
ppo         Percentage Price Oscillator             short period,long period        2,5             ppo
psar        Parabolic SAR                           accelfactor step,accel factor max    .2,2       psar
pvi         Positive Volume Index                                                                   pvi
qstick      Qstick                                  period                          5               qstick
roc         Rate of Change                          period                          5               roc
rocr        Rate of Change Ratio                    period                          5               rocr
round       Vector Round                                                                            round
rsi         Relative Strength Index                 period                          5               rsi
sin         Vector Sine                                                                             sin
sinh        Vector Hyperbolic Sine                                                                  sinh
sma         Simple Moving Average                   period                          5               sma
sqrt        Vector Square Root                                                                      sqrt
stddev      Standard Deviation Over Period          period                          5               stddev
stderr      Standard Error Over Period              period                          5               stderr
stoch       Stochastic Oscillator                   k per,k slowing per,d per       5,3,3           stoch_k,stoch_d
stochrsi    Stochastic RSI                          period                          5               stochrsi
sub         Vector Subtraction                                                                      sub
sum         Sum Over Period                         period                          5               sum
tan         Vector Tangent                                                                          tan
tanh        Vector Hyperbolic Tangent                                                               tanh
tema        Triple Exponential Moving Average       period                          5               tema
todeg       Vector Degree Conversion                                                                degrees
torad       Vector Radian Conversion                                                                radians
tr          True Range                                                                              tr
trima       Triangular Moving Average               period                          5               trima
trix        Trix                                    period                          5               trix
trunc       Vector Truncate                                                                         trunc
tsf         Time Series Forecast                    period                          5               tsf
typprice    Typical Price                                                                           typprice
ultosc      Ultimate Oscillator                     short per,med per,long per      2,3,5           ultosc
var         Variance Over Period                    period                          5               var
vhf         Vertical Horizontal Filter              period                          5               vhf
vidya       Variable Index Dynamic Average          short period,long period,alpha  2,5,.2          vidya
volatility  Annualized Historical Volatility        period                          5               volatility
vosc        Volume Oscillator                       short period,long period        2,5             vosc
vwma        Volume Weighted Moving Average          period                          5               vwma
wad         Williams Accumulation/Distribution                                                      wad
wcprice     Weighted Close Price                                                                    wcprice
wilders     Wilders Smoothing                       period                          5               wilders
willr       Williams %R    period
wma         Weighted Moving Average                 period                          5               wma
zlema       Zero-Lag Exponential Moving Average     period                          5               zlema


	range (str) – Timeframe to request e.g. 1m


	input1 (str) – input1 to technicals (see docs)


	input2 (str) – input2 to technicals (see docs)


	input3 (str) – input3 to technicals (see docs)


	input4 (str) – input4 to technicals (see docs)


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
tema(symbol, timeframe='6m', col='close', periods=None)

	
	This will return a dataframe of triple exponential moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 






	Returns

	result



	Return type

	DataFrame










	
tenK(key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
tenQ(key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
tenYear = functools.partial(<function Client.bind>, meth=<function points>, key='DGS10')

	




	
thirtyYear = functools.partial(<function Client.bind>, meth=<function points>, key='DGS30')

	




	
threeMonth = functools.partial(<function Client.bind>, meth=<function points>, key='DGS3MO')

	




	
threshold(token='', version='stable', filter='', format='json')

	The following are IEX-listed securities that have an aggregate fail to deliver position for five consecutive settlement days at a registered clearing agency, totaling 10,000 shares or more and equal to at least 0.5% of the issuer’s total shares outstanding (i.e., “threshold securities”).
The report data will be published to the IEX website daily at 8:30 p.m. ET with data for that trading day.

https://iexcloud.io/docs/api/#listed-regulation-sho-threshold-securities-list-in-dev


	Parameters

	
	date (datetime) – Effective Datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
thresholdDF(token='', version='stable', filter='', format='json')

	The following are IEX-listed securities that have an aggregate fail to deliver position for five consecutive settlement days at a registered clearing agency, totaling 10,000 shares or more and equal to at least 0.5% of the issuer’s total shares outstanding (i.e., “threshold securities”).
The report data will be published to the IEX website daily at 8:30 p.m. ET with data for that trading day.

https://iexcloud.io/docs/api/#listed-regulation-sho-threshold-securities-list-in-dev


	Parameters

	
	date (datetime) – Effective Datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
timeSeries(key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
timeSeriesDF(key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
timeSeriesInventory(version='stable', filter='', format='json')

	Get inventory of available time series endpoints
:returns: result (dict)






	
timeSeriesInventoryDF(version='stable', filter='', format='json')

	Get inventory of available time series endpoints
:returns: result (dict)






	
topsSSE(on_data=None, exit=None, token='', version='stable')

	TOPS provides IEX’s aggregated best quoted bid and offer position in near real time for all securities on IEX’s displayed limit order book.
TOPS is ideal for developers needing both quote and trade data.

https://iexcloud.io/docs/api/#tops


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
topsSSEAsync(exit=None, token='', version='stable')

	TOPS provides IEX’s aggregated best quoted bid and offer position in near real time for all securities on IEX’s displayed limit order book.
TOPS is ideal for developers needing both quote and trade data.

https://iexcloud.io/docs/api/#tops


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
tradesSSE(on_data=None, exit=None, token='', version='stable')

	Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

https://iexcloud.io/docs/api/#deep-trades


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
tradesSSEAsync(exit=None, token='', version='stable')

	Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

https://iexcloud.io/docs/api/#deep-trades


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
trange(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of true range for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
trima(symbol, timeframe='6m', col='close', periods=None)

	
	This will return a dataframe of triangular moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 






	Returns

	result



	Return type

	DataFrame










	
trix(symbol, timeframe='6m', col='close', period=14)

	This will return a dataframe of
1-day Rate-Of-Change(ROC) of a Triple Smooth EMA
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
tsf(symbol, timeframe='6m', closecol='close', period=14, nbdev=1)

	This will return a dataframe of standard deviation for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
twentyYear = functools.partial(<function Client.bind>, meth=<function points>, key='DGS20')

	




	
twoYear = functools.partial(<function Client.bind>, meth=<function points>, key='DGS2')

	




	
typprice(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of typical price for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
ultosc(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period1=7, period2=14, period3=28)

	This will return a dataframe of
Ultimate Oscillator
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period1 (int) – period to calculate across


	period2 (int) – period to calculate across


	period3 (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
unemployment = functools.partial(<function Client.bind>, meth=<function points>, key='UNRATE')

	




	
upcomingDividends(refid='', token='', version='stable', filter='', format='json')

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
upcomingDividendsDF(refid='', token='', version='stable', filter='', format='json')

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
upcomingEarnings(refid='', token='', version='stable', filter='', format='json')

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
upcomingEarningsDF(refid='', token='', version='stable', filter='', format='json')

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
upcomingEvents(refid='', token='', version='stable', filter='', format='json')

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
upcomingEventsDF(refid='', token='', version='stable', filter='', format='json')

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
upcomingIPOs(refid='', token='', version='stable', filter='', format='json')

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
upcomingIPOsDF(refid='', token='', version='stable', filter='', format='json')

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
upcomingSplits(refid='', token='', version='stable', filter='', format='json')

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
upcomingSplitsDF(refid='', token='', version='stable', filter='', format='json')

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
us15 = functools.partial(<function Client.bind>, meth=<function points>, key='MORTGAGE15US')

	




	
us30 = functools.partial(<function Client.bind>, meth=<function points>, key='MORTGAGE30US')

	




	
us5 = functools.partial(<function Client.bind>, meth=<function points>, key='MORTGAGE5US')

	




	
usage(token='', version='stable', format='json')

	Used to retrieve current month usage for your account.

https://iexcloud.io/docs/api/#usage


	Parameters

	
	type (Optional[string]) – Used to specify which quota to return. Ex: messages, rules, rule-records, alerts, alert-records


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
usageDF(token='', version='stable', format='json')

	Used to retrieve current month usage for your account.

https://iexcloud.io/docs/api/#usage


	Parameters

	
	type (Optional[string]) – Used to specify which quota to return. Ex: messages, rules, rule-records, alerts, alert-records


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
var(symbol, timeframe='6m', closecol='close', period=14, nbdev=1)

	This will return a dataframe of var for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across


	nbdev (int) – 






	Returns

	result



	Return type

	DataFrame










	
vehicles = functools.partial(<function Client.bind>, meth=<function points>, key='TOTALSA')

	




	
volumeByVenue(token='', version='stable', filter='', format='json')

	This returns 15 minute delayed and 30 day average consolidated volume percentage of a stock, by market.
This call will always return 13 values, and will be sorted in ascending order by current day trading volume percentage.

https://iexcloud.io/docs/api/#volume-by-venue
Updated during regular market hours 9:30am-4pm ET


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
volumeByVenueDF(token='', version='stable', filter='', format='json')

	This returns 15 minute delayed and 30 day average consolidated volume percentage of a stock, by market.
This call will always return 13 values, and will be sorted in ascending order by current day trading volume percentage.

https://iexcloud.io/docs/api/#volume-by-venue
Updated during regular market hours 9:30am-4pm ET


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
wclprice(symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')

	This will return a dataframe of weighted close price for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
willr(symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)

	This will return a dataframe of
Williams’ % R
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
wma(symbol, timeframe='6m', col='close', periods=None)

	
	This will return a dataframe of weighted moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 






	Returns

	result



	Return type

	DataFrame










	
wti = functools.partial(<function Client.bind>, meth=<function points>, key='DCOILWTICO')

	




	
yesterday(token='', version='stable', filter='', format='json')

	This returns previous day adjusted price data for one or more stocks

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
yesterdayDF(token='', version='stable', filter='', format='json')

	This returns previous day adjusted price data for one or more stocks

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame
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Alternative


	
pyEX.alternative.alternative.ceoCompensation(symbol, token='', version='stable', filter='', format='json')[source]

	This endpoint provides CEO compensation for a company by symbol.

https://iexcloud.io/docs/api/#ceo-compensation
1am daily


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.alternative.alternative.ceoCompensationDF(symbol, token='', version='stable', filter='', format='json')[source]

	This endpoint provides CEO compensation for a company by symbol.

https://iexcloud.io/docs/api/#ceo-compensation
1am daily


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.alternative.alternative.sentiment(symbol, type='daily', date=None, token='', version='stable', filter='', format='json')[source]

	This endpoint provides social sentiment data from StockTwits. Data can be viewed as a daily value, or by minute for a given date.

https://iexcloud.io/docs/api/#social-sentiment
Continuous


	Parameters

	
	symbol (str) – Ticker to request


	type (str) – ‘daily’ or ‘minute’


	date (str) – date in YYYYMMDD or datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.alternative.alternative.sentimentDF(symbol, type='daily', date=None, token='', version='stable', filter='', format='json')[source]

	This endpoint provides social sentiment data from StockTwits. Data can be viewed as a daily value, or by minute for a given date.

https://iexcloud.io/docs/api/#social-sentiment
Continuous


	Parameters

	
	symbol (str) – Ticker to request


	type (str) – ‘daily’ or ‘minute’


	date (str) – date in YYYYMMDD or datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame
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class pyEX.commodities.commodities.CommoditiesPoints[source]

	Commodities data points

https://iexcloud.io/docs/api/#commodities


	
WTI; Crude oil West Texas Intermediate - in dollars per barrel, not seasonally adjusted

	




	
BRENT; Crude oil Brent Europe - in dollars per barrel, not seasonally adjusted

	




	
NATGAS; Henry Hub Natural Gas Spot Price - in dollars per million BTU, not seasonally adjusted

	




	
HEATOIL; No. 2 Heating Oil New York Harbor - in dollars per gallon, not seasonally adjusted

	




	
JET; Kerosense Type Jet Fuel US Gulf Coast - in dollars per gallon, not seasonally adjusted

	




	
DIESEL; US Diesel Sales Price - in dollars per gallon, not seasonally adjusted

	




	
GASREG; US Regular Conventional Gas Price - in dollars per gallon, not seasonally adjusted

	




	
GASMID; US Midgrade Conventional Gas Price - in dollars per gallon, not seasonally adjusted

	




	
GASPRM; US Premium Conventional Gas Price - in dollars per gallon, not seasonally adjusted

	




	
PROPANE; Propane Prices Mont Belvieu Texas - in dollars per gallon, not seasonally adjusted

	








	
pyEX.commodities.commodities.brent(token='', version='stable')[source]

	Commodities data points

https://iexcloud.io/docs/api/#commodities

BRENT; Crude oil Brent Europe - in dollars per barrel, not seasonally adjusted






	
pyEX.commodities.commodities.diesel(token='', version='stable')[source]

	Commodities data points

https://iexcloud.io/docs/api/#commodities

DIESEL; US Diesel Sales Price - in dollars per gallon, not seasonally adjusted






	
pyEX.commodities.commodities.gasmid(token='', version='stable')[source]

	Commodities data points

https://iexcloud.io/docs/api/#commodities

GASMID; US Midgrade Conventional Gas Price - in dollars per gallon, not seasonally adjusted






	
pyEX.commodities.commodities.gasprm(token='', version='stable')[source]

	Commodities data points

https://iexcloud.io/docs/api/#commodities

GASPRM; US Premium Conventional Gas Price - in dollars per gallon, not seasonally adjusted






	
pyEX.commodities.commodities.gasreg(token='', version='stable')[source]

	Commodities data points

https://iexcloud.io/docs/api/#commodities

GASREG; US Regular Conventional Gas Price - in dollars per gallon, not seasonally adjusted






	
pyEX.commodities.commodities.heatoil(token='', version='stable')[source]

	Commodities data points

https://iexcloud.io/docs/api/#commodities

HEATOIL; No. 2 Heating Oil New York Harbor - in dollars per gallon, not seasonally adjusted






	
pyEX.commodities.commodities.jet(token='', version='stable')[source]

	Commodities data points

https://iexcloud.io/docs/api/#commodities

JET; Kerosense Type Jet Fuel US Gulf Coast - in dollars per gallon, not seasonally adjusted






	
pyEX.commodities.commodities.natgas(token='', version='stable')[source]

	Commodities data points

https://iexcloud.io/docs/api/#commodities

NATGAS; Henry Hub Natural Gas Spot Price - in dollars per million BTU, not seasonally adjusted






	
pyEX.commodities.commodities.propane(token='', version='stable')[source]

	Commodities data points

https://iexcloud.io/docs/api/#commodities

PROPANE; Propane Prices Mont Belvieu Texas - in dollars per gallon, not seasonally adjusted






	
pyEX.commodities.commodities.wti(token='', version='stable')[source]

	Commodities data points

https://iexcloud.io/docs/api/#commodities

WTI; Crude oil West Texas Intermediate - in dollars per barrel, not seasonally adjusted
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pyEX.cryptocurrency.cryptocurrency.cryptoBook(symbol, token='', version='stable', filter='', format='json')[source]

	This returns a current snapshot of the book for a specified cryptocurrency. For REST, you will receive a current snapshot of the current book for the specific cryptocurrency. For SSE Streaming, you will get a full representation of the book updated as often as the book changes. Examples of each are below:

https://iexcloud.io/docs/api/#cryptocurrency-book
continuous


	Parameters

	
	symbol (str) – cryptocurrency ticker


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.cryptocurrency.cryptocurrency.cryptoBookDF(symbol, token='', version='stable', filter='', format='json')[source]

	This returns a current snapshot of the book for a specified cryptocurrency. For REST, you will receive a current snapshot of the current book for the specific cryptocurrency. For SSE Streaming, you will get a full representation of the book updated as often as the book changes. Examples of each are below:

https://iexcloud.io/docs/api/#cryptocurrency-book
continuous


	Parameters

	
	symbol (str) – cryptocurrency ticker


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.cryptocurrency.cryptocurrency.cryptoPrice(symbol, token='', version='stable', filter='', format='json')[source]

	This returns the price for a specified cryptocurrency.

https://iexcloud.io/docs/api/#cryptocurrency-price
continuous


	Parameters

	
	symbol (str) – cryptocurrency ticker


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.cryptocurrency.cryptocurrency.cryptoPriceDF(symbol, token='', version='stable', filter='', format='json')[source]

	This returns the price for a specified cryptocurrency.

https://iexcloud.io/docs/api/#cryptocurrency-price
continuous


	Parameters

	
	symbol (str) – cryptocurrency ticker


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.cryptocurrency.cryptocurrency.cryptoQuote(symbol, token='', version='stable', filter='', format='json')[source]

	This returns the quote for a specified cryptocurrency. Quotes are available via REST and SSE Streaming.

https://iexcloud.io/docs/api/#cryptocurrency-quote
continuous


	Parameters

	
	symbol (str) – cryptocurrency ticker


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.cryptocurrency.cryptocurrency.cryptoQuoteDF(symbol, token='', version='stable', filter='', format='json')[source]

	This returns the quote for a specified cryptocurrency. Quotes are available via REST and SSE Streaming.

https://iexcloud.io/docs/api/#cryptocurrency-quote
continuous


	Parameters

	
	symbol (str) – cryptocurrency ticker


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame
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class pyEX.economic.economic.EconomicPoints[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data


	
US0; US 30-Year fixed rate mortgage average

	




	
US5; US 15-Year fixed rate mortgage average

	




	
US; US 5/1-Year adjustable rate mortgage average

	




	
FEDFUNDS; Effective federal funds rate

	




	
CREDITCARD; Commercial bank credit card interest rate as a percent, not seasonally adjusted

	




	
CDNJ; CD Rate Non-Jumbo less than $100,000 Money market

	




	
CDJ; CD Rate Jumbo more than $100,000 Money market

	




	
GDP; Real Gross Domestic Product

	




	
INDPRO; Industrial Production Index

	




	
CPI; Consumer Price Index All Urban Consumers

	




	
PAYROLL; Total nonfarm employees in thousands of persons seasonally adjusted

	




	
HOUSING; Total Housing Starts in thousands of units, seasonally adjusted annual rate

	




	
UNEMPLOYMENT; Unemployment rate returned as a percent, seasonally adjusted

	




	
VEHICLES; Total Vehicle Sales in millions of units

	




	
RECESSION; US Recession Probabilities. Smoothed recession probabilities for the United States are obtained from a dynamic-factor markov-switching model applied to four monthly coincident variables. non-farm payroll employment, the index of industrial production, real personal income excluding transfer payments, and real manufacturing and trade sales.

	




	
INITIALCLAIMS; Initial claims returned as a number, seasonally adjusted

	




	
RETAILMONEY; Retail money funds returned as billions of dollars, seasonally adjusted

	




	
INSTITUTIONALMONEY; Institutional money funds returned as billions of dollars, seasonally adjusted

	








	
pyEX.economic.economic.cdj(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

CDJ; CD Rate Jumbo more than $100,000 Money market






	
pyEX.economic.economic.cdnj(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

CDNJ; CD Rate Non-Jumbo less than $100,000 Money market






	
pyEX.economic.economic.cpi(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

CPI; Consumer Price Index All Urban Consumers






	
pyEX.economic.economic.creditcard(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

CREDITCARD; Commercial bank credit card interest rate as a percent, not seasonally adjusted






	
pyEX.economic.economic.fedfunds(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

FEDFUNDS; Effective federal funds rate






	
pyEX.economic.economic.gdp(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

GDP; Real Gross Domestic Product






	
pyEX.economic.economic.housing(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

HOUSING; Total Housing Starts in thousands of units, seasonally adjusted annual rate






	
pyEX.economic.economic.indpro(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

INDPRO; Industrial Production Index






	
pyEX.economic.economic.initialClaims(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

INITIALCLAIMS; Initial claims returned as a number, seasonally adjusted






	
pyEX.economic.economic.institutionalMoney(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

INSTITUTIONALMONEY; Institutional money funds returned as billions of dollars, seasonally adjusted






	
pyEX.economic.economic.payroll(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

PAYROLL; Total nonfarm employees in thousands of persons seasonally adjusted






	
pyEX.economic.economic.recessionProb(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

RECESSION; US Recession Probabilities. Smoothed recession probabilities for the United States are obtained from a dynamic-factor markov-switching model applied to four monthly coincident variables. non-farm payroll employment, the index of industrial production, real personal income excluding transfer payments, and real manufacturing and trade sales.






	
pyEX.economic.economic.retailMoney(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

RETAILMONEY; Retail money funds returned as billions of dollars, seasonally adjusted






	
pyEX.economic.economic.unemployment(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

UNEMPLOYMENT; Unemployment rate returned as a percent, seasonally adjusted






	
pyEX.economic.economic.us15(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

US5; US 15-Year fixed rate mortgage average






	
pyEX.economic.economic.us30(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

US0; US 30-Year fixed rate mortgage average






	
pyEX.economic.economic.us5(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

US; US 5/1-Year adjustable rate mortgage average






	
pyEX.economic.economic.vehicles(token='', version='stable')[source]

	Economic data points

https://iexcloud.io/docs/api/#economic-data

VEHICLES; Total Vehicle Sales in millions of units
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pyEX.files.files.download(id, symbol, date, token='', version='stable')[source]

	The Files API allows users to download bulk data files, PDFs, etc.

Example: c.download(‘VALUENGINE_REPORT’, ‘AAPL’, ‘20200804’)

https://iexcloud.io/docs/api/#files


	Parameters

	
	id (str) – report ID


	symbol (str) – symbol to use


	date (str) – date of report to use













	
pyEX.files.files.files(id='', symbol='', date=None, token='', version='stable')[source]

	The Files API allows users to download bulk data files, PDFs, etc.

https://iexcloud.io/docs/api/#files


	Parameters

	
	id (str) – report ID


	symbol (str) – symbol to use


	date (str) – date of report to use
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pyEX.fx.fx.convertFX(symbols=None, amount=None, token='', version='stable', filter='', format='json')[source]

	This endpoint performs a conversion from one currency to another for a supplied amount of the base currency. If an amount isn’t provided, the latest exchange rate will be provided and the amount will be null.

https://iexcloud.io/docs/api/#currency-conversion
5pm Sun-4pm Fri UTC


	Parameters

	
	symbols (str) – comma seperated list of symbols


	amount (float) – amount to convert


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.fx.fx.convertFXDF(symbols=None, amount=None, token='', version='stable', filter='', format='json')[source]

	This endpoint performs a conversion from one currency to another for a supplied amount of the base currency. If an amount isn’t provided, the latest exchange rate will be provided and the amount will be null.

https://iexcloud.io/docs/api/#currency-conversion
5pm Sun-4pm Fri UTC


	Parameters

	
	symbols (str) – comma seperated list of symbols


	amount (float) – amount to convert


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.fx.fx.historicalFX(symbols=None, from_='', to_='', on='', last=0, first=0, token='', version='stable', filter='', format='json')[source]

	This endpoint returns a daily value for the desired currency pair.

https://iexcloud.io/docs/api/#historical-daily
1am Mon-Sat UTC


	Parameters

	
	symbols (str) – comma seperated list of symbols


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.fx.fx.historicalFXDF(symbols=None, from_='', to_='', on='', last=0, first=0, token='', version='stable', filter='', format='json')[source]

	This endpoint returns a daily value for the desired currency pair.

https://iexcloud.io/docs/api/#historical-daily
1am Mon-Sat UTC


	Parameters

	
	symbols (str) – comma seperated list of symbols


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.fx.fx.latestFX(symbols=None, token='', version='stable', filter='', format='json')[source]

	This endpoint returns real-time foreign currency exchange rates data updated every 250 milliseconds.

https://iexcloud.io/docs/api/#latest-currency-rates
5pm Sun-4pm Fri UTC


	Parameters

	
	symbols (str) – comma seperated list of symbols


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.fx.fx.latestFXDF(symbols=None, token='', version='stable', filter='', format='json')[source]

	This endpoint returns real-time foreign currency exchange rates data updated every 250 milliseconds.

https://iexcloud.io/docs/api/#latest-currency-rates
5pm Sun-4pm Fri UTC


	Parameters

	
	symbols (str) – comma seperated list of symbols


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict
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pyEX.markets.markets.markets(token='', version='stable', filter='', format='json')[source]

	
Deprecated since version Deprecated:: IEX Cloud status unkown








	
pyEX.markets.markets.marketsDF(*args, **kwargs)[source]

	
Deprecated since version Deprecated:: IEX Cloud status unkown
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pyEX.options.options.optionExpirations(symbol, token='', version='stable', filter='', format='json')[source]

	Returns end of day options data

https://iexcloud.io/docs/api/#options
9:30am-5pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.options.options.options(symbol, expiration, side='', token='', version='stable', filter='', format='json')[source]

	Returns end of day options data

https://iexcloud.io/docs/api/#options
9:30am-5pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	expiration (str) – Expiration date


	side (str) – Side (optional)


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.options.options.optionsDF(symbol, expiration, side='', token='', version='stable', filter='', format='json')[source]

	Returns end of day options data

https://iexcloud.io/docs/api/#options
9:30am-5pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	expiration (str) – Expiration date


	side (str) – Side (optional)


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame
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pyEX.points.points.points(symbol='market', key='', token='', version='stable', filter='', format='json')[source]

	Data points are available per symbol and return individual plain text values.
Retrieving individual data points is useful for Excel and Google Sheet users, and applications where a single, lightweight value is needed.
We also provide update times for some endpoints which allow you to call an endpoint only once it has new data.

https://iexcloud.io/docs/api/#data-points


	Parameters

	
	symbol (str) – Ticker or market to query


	key (str) – data point to fetch. If empty or none, will return available data points


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.points.points.pointsDF(symbol='market', key='', token='', version='stable', filter='', format='json')[source]

	Data points are available per symbol and return individual plain text values.
Retrieving individual data points is useful for Excel and Google Sheet users, and applications where a single, lightweight value is needed.
We also provide update times for some endpoints which allow you to call an endpoint only once it has new data.

https://iexcloud.io/docs/api/#data-points


	Parameters

	
	symbol (str) – Ticker or market to query


	key (str) – data point to fetch. If empty or none, will return available data points


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame
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exception pyEX.premium.PyEXception[source]

	




	
pyEX.premium.accountingQualityAndRiskMatrixAuditAnalytics(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.accountingQualityAndRiskMatrixAuditAnalyticsDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.analystDaysWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.analystDaysWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.boardOfDirectorsMeetingWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.boardOfDirectorsMeetingWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.businessUpdatesWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.businessUpdatesWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.buybacksWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.buybacksWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.cam1ExtractAlpha(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.cam1ExtractAlphaDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.capitalMarketsDayWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.capitalMarketsDayWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.companyTravelWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.companyTravelWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.directorAndOfficerChangesAuditAnalytics(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.directorAndOfficerChangesAuditAnalyticsDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.download(id, symbol, date, token='', version='stable')[source]

	The Files API allows users to download bulk data files, PDFs, etc.

Example: c.download(‘VALUENGINE_REPORT’, ‘AAPL’, ‘20200804’)

https://iexcloud.io/docs/api/#files


	Parameters

	
	id (str) – report ID


	symbol (str) – symbol to use


	date (str) – date of report to use













	
pyEX.premium.downloadReportNewConstructs(symbol='', date=None, token='', version='stable')[source]

	Powered by the best fundamental data in the world, New Constructs’ research provides unrivalled insights into the profitability and valuation of public and private companies.Our risk/reward ratings empower clients to make more informed investing decisions based on true, not reported or distorted, earnings. Research reports for 3,000+ stocks, 400+ ETFs, and 7,000+ mutual funds.
https://iexcloud.io/docs/api/#new-constructs-report


	Parameters

	
	symbol (str) – symbol to use


	date (str) – date to access













	
pyEX.premium.downloadStockResearchReportValuEngine(symbol='', date=None, token='', version='stable')[source]

	ValuEngine provides research on over 5,000 stocks with stock valuations, Buy/Hold/Sell recommendations, and forecasted target prices, so that you the individual investor can make informed decisions. Every ValuEngine Valuation and Forecast model for the U.S. equities markets has been extensively back-tested. ValuEngine’s performance exceeds that of many well-known stock-picking styles. Reports available since March 19th, 2020.
https://iexcloud.io/docs/api/#valuengine-stock-research-report


	Parameters

	
	symbol (str) – symbol to use


	date (str) – date to access













	
pyEX.premium.esgCFPBComplaintsExtractAlpha(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgCFPBComplaintsExtractAlphaDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgCPSCRecallsExtractAlpha(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgCPSCRecallsExtractAlphaDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgDOLVisaApplicationsExtractAlpha(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgDOLVisaApplicationsExtractAlphaDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgEPAEnforcementsExtractAlpha(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgEPAEnforcementsExtractAlphaDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgEPAMilestonesExtractAlpha(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgEPAMilestonesExtractAlphaDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgFECIndividualCampaingContributionsExtractAlpha(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgFECIndividualCampaingContributionsExtractAlphaDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgOSHAInspectionsExtractAlpha(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgOSHAInspectionsExtractAlphaDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgSenateLobbyingExtractAlpha(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgSenateLobbyingExtractAlphaDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgUSASpendingExtractAlpha(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgUSASpendingExtractAlphaDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgUSPTOPatentApplicationsExtractAlpha(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgUSPTOPatentApplicationsExtractAlphaDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgUSPTOPatentGrantsExtractAlpha(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.esgUSPTOPatentGrantsExtractAlphaDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.fdaAdvisoryCommitteeMeetingsWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.fdaAdvisoryCommitteeMeetingsWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.files(id='', symbol='', date=None, token='', version='stable')[source]

	The Files API allows users to download bulk data files, PDFs, etc.

https://iexcloud.io/docs/api/#files


	Parameters

	
	id (str) – report ID


	symbol (str) – symbol to use


	date (str) – date of report to use













	
pyEX.premium.filingDueDatesWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.filingDueDatesWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.fiscalQuarterEndWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.fiscalQuarterEndWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.fiveDayMLReturnRankingBrain(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.fiveDayMLReturnRankingBrainDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.forumWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.forumWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.generalConferenceWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.generalConferenceWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.holidaysWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.holidaysWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.indexChangesWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.indexChangesWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.iposWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.iposWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.kScoreChinaKavout(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.kScoreChinaKavoutDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.kScoreKavout(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.kScoreKavoutDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.languageMetricsOnCompanyFilingsAllBrain(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.languageMetricsOnCompanyFilingsAllBrainDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.languageMetricsOnCompanyFilingsBrain(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.languageMetricsOnCompanyFilingsBrainDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.languageMetricsOnCompanyFilingsDifferenceAllBrain(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.languageMetricsOnCompanyFilingsDifferenceAllBrainDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.languageMetricsOnCompanyFilingsDifferenceBrain(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.languageMetricsOnCompanyFilingsDifferenceBrainDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.legalActionsWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.legalActionsWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.mergersAndAcquisitionsWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.mergersAndAcquisitionsWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.nonTimelyFilingsFraudFactors(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.nonTimelyFilingsFraudFactorsDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.priceDynamicsPrecisionAlpha(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.priceDynamicsPrecisionAlphaDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.productEventsWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.productEventsWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.reportNewConstructs(symbol='', date=None, token='', version='stable')[source]

	Powered by the best fundamental data in the world, New Constructs’ research provides unrivalled insights into the profitability and valuation of public and private companies.Our risk/reward ratings empower clients to make more informed investing decisions based on true, not reported or distorted, earnings. Research reports for 3,000+ stocks, 400+ ETFs, and 7,000+ mutual funds.
https://iexcloud.io/docs/api/#new-constructs-report


	Parameters

	
	symbol (str) – symbol to use


	date (str) – date to access













	
pyEX.premium.researchAndDevelopmentDaysWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.researchAndDevelopmentDaysWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.sameStoreSalesWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.sameStoreSalesWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.secondaryOfferingsWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.secondaryOfferingsWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.seminarsWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.seminarsWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.sevenDaySentimentBrain(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.sevenDaySentimentBrainDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.shareholderMeetingsWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.shareholderMeetingsWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.similarityIndexFraudFactors(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.similarityIndexFraudFactorsDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.socialSentimentStockTwits(symbol, type='daily', date='', token='', version='stable', filter='', format='json')[source]

	This endpoint provides social sentiment data from StockTwits. Data can be viewed as a daily value, or by minute for a given date.

https://iexcloud.io/docs/api/#social-sentiment


	Parameters

	
	symbol (str) – Symbol to look up


	type (Optional[str]) – Can only be daily or minute. Default is daily.


	date (Optional[str]) – Format YYYYMMDD date to fetch sentiment data. Default is today.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.premium.socialSentimentStockTwitsDF(symbol, type='daily', date='', token='', version='stable', filter='', format='json')[source]

	This endpoint provides social sentiment data from StockTwits. Data can be viewed as a daily value, or by minute for a given date.

https://iexcloud.io/docs/api/#social-sentiment


	Parameters

	
	symbol (str) – Symbol to look up


	type (Optional[str]) – Can only be daily or minute. Default is daily.


	date (Optional[str]) – Format YYYYMMDD date to fetch sentiment data. Default is today.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.premium.stockResearchReportValuEngine(symbol='', date=None, token='', version='stable')[source]

	ValuEngine provides research on over 5,000 stocks with stock valuations, Buy/Hold/Sell recommendations, and forecasted target prices, so that you the individual investor can make informed decisions. Every ValuEngine Valuation and Forecast model for the U.S. equities markets has been extensively back-tested. ValuEngine’s performance exceeds that of many well-known stock-picking styles. Reports available since March 19th, 2020.
https://iexcloud.io/docs/api/#valuengine-stock-research-report


	Parameters

	
	symbol (str) – symbol to use


	date (str) – date to access













	
pyEX.premium.summitMeetingsWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.summitMeetingsWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.tacticalModel1ExtractAlpha(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.tacticalModel1ExtractAlphaDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.tenDayMLReturnRankingBrain(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.tenDayMLReturnRankingBrainDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.thirtyDaySentimentBrain(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.thirtyDaySentimentBrainDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.threeDayMLReturnRankingBrain(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.threeDayMLReturnRankingBrainDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.timeSeries(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)[source]

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.timeSeriesDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)[source]

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.tradeShowsWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.tradeShowsWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.twentyOneDayMLReturnRankingBrain(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.twentyOneDayMLReturnRankingBrainDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.twoDayMLReturnRankingBrain(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.twoDayMLReturnRankingBrainDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.witchingHoursWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.witchingHoursWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.workshopsWallStreetHorizon(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.workshopsWallStreetHorizonDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.premium.wraps(wrapped, assigned=('__module__', '__name__', '__qualname__', '__doc__', '__annotations__'), updated=('__dict__', ))[source]

	Decorator factory to apply update_wrapper() to a wrapper function

Returns a decorator that invokes update_wrapper() with the decorated
function as the wrapper argument and the arguments to wraps() as the
remaining arguments. Default arguments are as for update_wrapper().
This is a convenience function to simplify applying partial() to
update_wrapper().
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Rates


	
class pyEX.rates.rates.RatesPoints[source]

	Rates data points

https://iexcloud.io/docs/api/#treasuries


	
THIRTY; 30 Year constant maturity rate

	




	
TWENTY; 20 Year constant maturity rate

	




	
TEN; 10 Year constant maturity rate

	




	
FIVE; 5 Year constant maturity rate

	




	
TWO; 2 Year constant maturity rate

	




	
ONE; 1 Year constant maturity rate

	




	
SIXMONTH; 6 Month constant maturity rate

	




	
THREEMONTH; 3 Month constant maturity rate

	




	
ONEMONTH; 1 Month constant maturity rate

	








	
pyEX.rates.rates.fiveYear(token='', version='stable')[source]

	Rates data points

https://iexcloud.io/docs/api/#treasuries

FIVE; 5 Year constant maturity rate






	
pyEX.rates.rates.oneMonth(token='', version='stable')[source]

	Rates data points

https://iexcloud.io/docs/api/#treasuries

ONEMONTH; 1 Month constant maturity rate






	
pyEX.rates.rates.oneYear(token='', version='stable')[source]

	Rates data points

https://iexcloud.io/docs/api/#treasuries

ONE; 1 Year constant maturity rate






	
pyEX.rates.rates.sixMonth(token='', version='stable')[source]

	Rates data points

https://iexcloud.io/docs/api/#treasuries

SIXMONTH; 6 Month constant maturity rate






	
pyEX.rates.rates.tenYear(token='', version='stable')[source]

	Rates data points

https://iexcloud.io/docs/api/#treasuries

TEN; 10 Year constant maturity rate






	
pyEX.rates.rates.thirtyYear(token='', version='stable')[source]

	Rates data points

https://iexcloud.io/docs/api/#treasuries

THIRTY; 30 Year constant maturity rate






	
pyEX.rates.rates.threeMonth(token='', version='stable')[source]

	Rates data points

https://iexcloud.io/docs/api/#treasuries

THREEMONTH; 3 Month constant maturity rate






	
pyEX.rates.rates.twentyYear(token='', version='stable')[source]

	Rates data points

https://iexcloud.io/docs/api/#treasuries

TWENTY; 20 Year constant maturity rate






	
pyEX.rates.rates.twoYear(token='', version='stable')[source]

	Rates data points

https://iexcloud.io/docs/api/#treasuries

TWO; 2 Year constant maturity rate
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pyEX.refdata.calendar.calendar(type='holiday', direction='next', last=1, startDate=None, token='', version='stable', filter='', format='json')[source]

	This call allows you to fetch a number of trade dates or holidays from a given date. For example, if you want the next trading day, you would call /ref-data/us/dates/trade/next/1.

https://iexcloud.io/docs/api/#u-s-exchanges
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	type (str) – “holiday” or “trade”


	direction (str) – “next” or “last”


	last (int) – number to move in direction


	startDate (date) – start date for next or last, YYYYMMDD


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.refdata.calendar.calendarDF(type='holiday', direction='next', last=1, startDate=None, token='', version='stable', filter='', format='json')[source]

	This call allows you to fetch a number of trade dates or holidays from a given date. For example, if you want the next trading day, you would call /ref-data/us/dates/trade/next/1.

https://iexcloud.io/docs/api/#u-s-exchanges
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	type (str) – “holiday” or “trade”


	direction (str) – “next” or “last”


	last (int) – number to move in direction


	startDate (date) – start date for next or last, YYYYMMDD


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.refdata.calendar.holidays(direction='next', last=1, startDate=None, token='', version='stable', filter='', format='json')[source]

	This call allows you to fetch a number of trade dates or holidays from a given date. For example, if you want the next trading day, you would call /ref-data/us/dates/trade/next/1.

https://iexcloud.io/docs/api/#u-s-exchanges
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	direction (str) – “next” or “last”


	last (int) – number to move in direction


	startDate (date) – start date for next or last, YYYYMMDD


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.refdata.calendar.holidaysDF(direction='next', last=1, startDate=None, token='', version='stable', filter='', format='json')[source]

	This call allows you to fetch a number of trade dates or holidays from a given date. For example, if you want the next trading day, you would call /ref-data/us/dates/trade/next/1.

https://iexcloud.io/docs/api/#u-s-exchanges
8am, 9am, 12pm, 1pm UTC daily


	Parameters

	
	direction (str) – “next” or “last”


	last (int) – number to move in direction


	startDate (date) – start date for next or last, YYYYMMDD


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame
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pyEX.stats.stats.daily(date=None, last='', token='', version='stable', filter='', format='json')[source]

	https://iexcloud.io/docs/api/#stats-historical-daily


	Parameters

	
	date (Optional[str]) – Format YYYYMMDD date to fetch sentiment data. Default is today.


	last (Optional[int]) – Optional last number to include


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stats.stats.dailyDF(date=None, last='', token='', version='stable', filter='', format='json')[source]

	https://iexcloud.io/docs/api/#stats-historical-daily


	Parameters

	
	date (Optional[str]) – Format YYYYMMDD date to fetch sentiment data. Default is today.


	last (Optional[int]) – Optional last number to include


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stats.stats.recent(token='', version='stable', filter='', format='json')[source]

	https://iexcloud.io/docs/api/#stats-recent


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stats.stats.recentDF(token='', version='stable', filter='', format='json')[source]

	https://iexcloud.io/docs/api/#stats-recent


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stats.stats.records(token='', version='stable', filter='', format='json')[source]

	https://iexcloud.io/docs/api/#stats-records


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stats.stats.recordsDF(token='', version='stable', filter='', format='json')[source]

	https://iexcloud.io/docs/api/#stats-records


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stats.stats.stats(token='', version='stable', filter='', format='json')[source]

	https://iexcloud.io/docs/api/#stats-intraday


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stats.stats.statsDF(token='', version='stable', filter='', format='json')[source]

	https://iexcloud.io/docs/api/#stats-intraday


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stats.stats.summary(date=None, token='', version='stable', filter='', format='json')[source]

	https://iexcloud.io/docs/api/#stats-historical-summary


	Parameters

	
	date (Optional[str]) – Format YYYYMMDD date to fetch sentiment data. Default is today.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stats.stats.summaryDF(date=None, token='', version='stable', filter='', format='json')[source]

	https://iexcloud.io/docs/api/#stats-historical-summary


	Parameters

	
	date (Optional[str]) – Format YYYYMMDD date to fetch sentiment data. Default is today.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame
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pyEX.stocks.batch.batch(symbols, fields=None, range_='1m', last=10, token='', version='stable', filter='', format='json')[source]

	Batch several data requests into one invocation. If no fields passed in, will default to quote

https://iexcloud.io/docs/api/#batch-requests


	Parameters

	
	symbols (str or list) – List of tickers to request


	fields (str or list) – List of fields to request


	range (str) – Date range for chart


	last (int) – 


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	results in json



	Return type

	dict










	
pyEX.stocks.batch.batchDF(symbols, fields=None, range_='1m', last=10, token='', version='stable', filter='', format='json')[source]

	Batch several data requests into one invocation

https://iexcloud.io/docs/api/#batch-requests


	Parameters

	
	symbols (list) – List of tickers to request


	fields (list) – List of fields to request


	range (str) – Date range for chart


	last (int) – 


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	results in json



	Return type

	DataFrame










	
pyEX.stocks.batch.bulkBatch(symbols, fields=None, range_='1m', last=10, token='', version='stable', filter='', format='json')[source]

	Optimized batch to fetch as much as possible at once

https://iexcloud.io/docs/api/#batch-requests


	Parameters

	
	symbols (list) – List of tickers to request


	fields (list) – List of fields to request


	range (str) – Date range for chart


	last (int) – 


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	results in json



	Return type

	dict










	
pyEX.stocks.batch.bulkBatchDF(symbols, fields=None, range_='1m', last=10, token='', version='stable', filter='', format='json')[source]

	Optimized batch to fetch as much as possible at once

https://iexcloud.io/docs/api/#batch-requests


	Parameters

	
	symbols (list) – List of tickers to request


	fields (list) – List of fields to request


	range (str) – Date range for chart


	last (int) – 


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	results in json



	Return type

	DataFrame










	
pyEX.stocks.batch.bulkMinuteBars(symbol, dates, token='', version='stable', filter='', format='json')[source]

	fetch many dates worth of minute-bars for a given symbol






	
pyEX.stocks.batch.bulkMinuteBarsDF(symbol, dates, token='', version='stable', filter='', format='json')[source]

	fetch many dates worth of minute-bars for a given symbol






	
pyEX.stocks.corporateActions.bonusIssue(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Bonus Issue Obtain up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#bonus-issue


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.bonusIssueDF(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Bonus Issue Obtain up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#bonus-issue


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.distribution(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Distribution Obtain up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#distribution


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.distributionDF(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Distribution Obtain up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#distribution


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.dividends(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Obtain up-to-date and detailed information on all new dividend announcements, as well as 12+ years of historical dividend records. This endpoint covers over 39,000 US equities, mutual funds, ADRs, and ETFs.
You’ll be provided with:


Detailed information on both cash and stock dividends including record, payment, ex, and announce dates
Gross and net amounts
Details of all currencies in which a dividend can be paid
Tax information
The ability to keep up with the growing number of complex dividend distributions




Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#dividends


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.dividendsDF(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Obtain up-to-date and detailed information on all new dividend announcements, as well as 12+ years of historical dividend records. This endpoint covers over 39,000 US equities, mutual funds, ADRs, and ETFs.
You’ll be provided with:


Detailed information on both cash and stock dividends including record, payment, ex, and announce dates
Gross and net amounts
Details of all currencies in which a dividend can be paid
Tax information
The ability to keep up with the growing number of complex dividend distributions




Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#dividends


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.returnOfCapital(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Return of capital up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#return-of-capital


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.returnOfCapitalDF(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Return of capital up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#return-of-capital


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.rightToPurchase(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Right to purchase up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#right-to-purchase


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.rightToPurchaseDF(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Right to purchase up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#right-to-purchase


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.rightsIssue(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Rights issue up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#rights-issue


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.rightsIssueDF(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Rights issue up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#rights-issue


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.securityReclassification(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Security reclassification up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#security-reclassification


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.securityReclassificationDF(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Security reclassification up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#security-reclassification


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.securitySwap(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Security Swap up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#security-swap


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.securitySwapDF(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Security Swap up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#security-swap


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.spinoff(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Security spinoff up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#spinoff


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.spinoffDF(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Security spinoff up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#spinoff


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.splits(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Security splits up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#splits


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.corporateActions.splitsDF(symbol='', refid='', token='', version='stable', filter='', format='json', **timeseries_kwargs)[source]

	Security splits up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

Updated at 5am, 10am, 8pm UTC daily

https://iexcloud.io/docs/api/#splits


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json


	all kwargs from pyEX.stocks.timeseries.timeSeries (Supports) – 






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.balanceSheet(symbol, period='quarter', last=1, token='', version='stable', filter='', format='json')[source]

	Pulls balance sheet data. Available quarterly (4 quarters) and annually (4 years)

https://iexcloud.io/docs/api/#balance-sheet
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.balanceSheetDF(symbol, period='quarter', last=1, token='', version='stable', filter='', format='json')[source]

	Pulls balance sheet data. Available quarterly (4 quarters) and annually (4 years)

https://iexcloud.io/docs/api/#balance-sheet
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.cashFlow(symbol, period='quarter', last=1, token='', version='stable', filter='', format='json')[source]

	Pulls cash flow data. Available quarterly (4 quarters) or annually (4 years).

https://iexcloud.io/docs/api/#cash-flow
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.cashFlowDF(symbol, period='quarter', last=1, token='', version='stable', filter='', format='json')[source]

	Pulls cash flow data. Available quarterly (4 quarters) or annually (4 years).

https://iexcloud.io/docs/api/#cash-flow
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.dividends(symbol, timeframe='ytd', token='', version='stable', filter='', format='json')[source]

	Dividend history

https://iexcloud.io/docs/api/#dividends
Updated at 9am UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	timeframe (str) – timeframe for data


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.dividendsDF(symbol, timeframe='ytd', token='', version='stable', filter='', format='json')[source]

	Dividend history

https://iexcloud.io/docs/api/#dividends
Updated at 9am UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	timeframe (str) – timeframe for data


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.earnings(symbol, period='quarter', last=1, field='', token='', version='stable', filter='', format='json')[source]

	Earnings data for a given company including the actual EPS, consensus, and fiscal period. Earnings are available quarterly (last 4 quarters) and annually (last 4 years).

https://iexcloud.io/docs/api/#earnings
Updates at 9am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	field (str) – Subfield to fetch


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.earningsDF(symbol, period='quarter', last=1, field='', token='', version='stable', filter='', format='json')[source]

	Earnings data for a given company including the actual EPS, consensus, and fiscal period. Earnings are available quarterly (last 4 quarters) and annually (last 4 years).

https://iexcloud.io/docs/api/#earnings
Updates at 9am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	field (str) – Subfield to fetch


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.financials(symbol, period='quarter', token='', version='stable', filter='', format='json')[source]

	Pulls income statement, balance sheet, and cash flow data from the four most recent reported quarters.

https://iexcloud.io/docs/api/#financials
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.financialsDF(symbol, period='quarter', token='', version='stable', filter='', format='json')[source]

	Pulls income statement, balance sheet, and cash flow data from the four most recent reported quarters.

https://iexcloud.io/docs/api/#financials
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.fundamentals(symbol, period='quarter', token='', version='stable', filter='', format='json')[source]

	Pulls fundamentals data.

https://iexcloud.io/docs/api/#advanced-fundamentals
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.fundamentalsDF(symbol, period='quarter', token='', version='stable', filter='', format='json')[source]

	Pulls fundamentals data.

https://iexcloud.io/docs/api/#advanced-fundamentals
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.incomeStatement(symbol, period='quarter', last=1, token='', version='stable', filter='', format='json')[source]

	Pulls income statement data. Available quarterly (4 quarters) or annually (4 years).

https://iexcloud.io/docs/api/#income-statement
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.incomeStatementDF(symbol, period='quarter', last=1, token='', version='stable', filter='', format='json')[source]

	Pulls income statement data. Available quarterly (4 quarters) or annually (4 years).

https://iexcloud.io/docs/api/#income-statement
Updates at 8am, 9am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.stockSplits(symbol, timeframe='ytd', token='', version='stable', filter='', format='json')[source]

	Stock split history

https://iexcloud.io/docs/api/#splits
Updated at 9am UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	timeframe (str) – timeframe for data


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.fundamentals.stockSplitsDF(symbol, timeframe='ytd', token='', version='stable', filter='', format='json')[source]

	Stock split history

https://iexcloud.io/docs/api/#splits
Updated at 9am UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	timeframe (str) – timeframe for data


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.iex.iexAuction(symbol=None, token='', version='stable', format='json')[source]

	DEEP broadcasts an Auction Information Message every one second between the Lock-in Time and the auction match for Opening and Closing Auctions,
and during the Display Only Period for IPO, Halt, and Volatility Auctions. Only IEX listed securities are eligible for IEX Auctions.

https://iexcloud.io/docs/api/#deep-auction


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexAuctionAsync(symbol=None, token='', version='stable', format='json')[source]

	DEEP broadcasts an Auction Information Message every one second between the Lock-in Time and the auction match for Opening and Closing Auctions,
and during the Display Only Period for IPO, Halt, and Volatility Auctions. Only IEX listed securities are eligible for IEX Auctions.

https://iexcloud.io/docs/api/#deep-auction


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexAuctionDF(symbol=None, token='', version='stable', format='json')[source]

	DEEP broadcasts an Auction Information Message every one second between the Lock-in Time and the auction match for Opening and Closing Auctions,
and during the Display Only Period for IPO, Halt, and Volatility Auctions. Only IEX listed securities are eligible for IEX Auctions.

https://iexcloud.io/docs/api/#deep-auction


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexBook(symbol=None, token='', version='stable', format='json')[source]

	Book shows IEX’s bids and asks for given symbols.

https://iexcloud.io/docs/api/#deep-book


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexBookAsync(symbol=None, token='', version='stable', format='json')[source]

	Book shows IEX’s bids and asks for given symbols.

https://iexcloud.io/docs/api/#deep-book


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexBookDF(symbol=None, token='', version='stable', format='json')[source]

	Book shows IEX’s bids and asks for given symbols.

https://iexcloud.io/docs/api/#deep-book


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexDeep(symbol=None, token='', version='stable', format='json')[source]

	DEEP is used to receive real-time depth of book quotations direct from IEX.
The depth of book quotations received via DEEP provide an aggregated size of resting displayed orders at a price and side,
and do not indicate the size or number of individual orders at any price level.
Non-displayed orders and non-displayed portions of reserve orders are not represented in DEEP.

DEEP also provides last trade price and size information. Trades resulting from either displayed or non-displayed orders matching on IEX will be reported. Routed executions will not be reported.

https://iexcloud.io/docs/api/#deep


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexDeepAsync(symbol=None, token='', version='stable', format='json')[source]

	DEEP is used to receive real-time depth of book quotations direct from IEX.
The depth of book quotations received via DEEP provide an aggregated size of resting displayed orders at a price and side,
and do not indicate the size or number of individual orders at any price level.
Non-displayed orders and non-displayed portions of reserve orders are not represented in DEEP.

DEEP also provides last trade price and size information. Trades resulting from either displayed or non-displayed orders matching on IEX will be reported. Routed executions will not be reported.

https://iexcloud.io/docs/api/#deep


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexDeepDF(symbol=None, token='', version='stable', format='json')[source]

	DEEP is used to receive real-time depth of book quotations direct from IEX.
The depth of book quotations received via DEEP provide an aggregated size of resting displayed orders at a price and side,
and do not indicate the size or number of individual orders at any price level.
Non-displayed orders and non-displayed portions of reserve orders are not represented in DEEP.

DEEP also provides last trade price and size information. Trades resulting from either displayed or non-displayed orders matching on IEX will be reported. Routed executions will not be reported.

https://iexcloud.io/docs/api/#deep


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexHist(date=None, token='', version='stable', format='json')[source]

	
	Parameters

	
	date (datetime) – Effective date


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexHistAsync(date=None, token='', version='stable', format='json')[source]

	
	Parameters

	
	date (datetime) – Effective date


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexHistDF(date=None, token='', version='stable', format='json')[source]

	
	Parameters

	
	date (datetime) – Effective date


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexLast(symbols=None, token='', version='stable', format='json')[source]

	Last provides trade data for executions on IEX. It is a near real time, intraday API that provides IEX last sale price, size and time.
Last is ideal for developers that need a lightweight stock quote.

https://iexcloud.io/docs/api/#last


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexLastAsync(symbols=None, token='', version='stable', format='json')[source]

	Last provides trade data for executions on IEX. It is a near real time, intraday API that provides IEX last sale price, size and time.
Last is ideal for developers that need a lightweight stock quote.

https://iexcloud.io/docs/api/#last


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexLastDF(symbols=None, token='', version='stable', format='json')[source]

	Last provides trade data for executions on IEX. It is a near real time, intraday API that provides IEX last sale price, size and time.
Last is ideal for developers that need a lightweight stock quote.

https://iexcloud.io/docs/api/#last


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexOfficialPrice(symbol=None, token='', version='stable', format='json')[source]

	The Official Price message is used to disseminate the IEX Official Opening and Closing Prices.

These messages will be provided only for IEX Listed Securities.

https://iexcloud.io/docs/api/#deep-official-price


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexOfficialPriceAsync(symbol=None, token='', version='stable', format='json')[source]

	The Official Price message is used to disseminate the IEX Official Opening and Closing Prices.

These messages will be provided only for IEX Listed Securities.

https://iexcloud.io/docs/api/#deep-official-price


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexOfficialPriceDF(symbol=None, token='', version='stable', format='json')[source]

	The Official Price message is used to disseminate the IEX Official Opening and Closing Prices.

These messages will be provided only for IEX Listed Securities.

https://iexcloud.io/docs/api/#deep-official-price


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexOpHaltStatus(symbol=None, token='', version='stable', format='json')[source]

	The Exchange may suspend trading of one or more securities on IEX for operational reasons and indicates such operational halt using the Operational halt status message.

IEX disseminates a full pre-market spin of Operational halt status messages indicating the operational halt status of all securities.
In the spin, IEX will send out an Operational Halt Message with “N” (Not operationally halted on IEX) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System at the start of the Pre-Market Session.

After the pre-market spin, IEX will use the Operational halt status message to relay changes in operational halt status for an individual security.

https://iexcloud.io/docs/api/#deep-operational-halt-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexOpHaltStatusAsync(symbol=None, token='', version='stable', format='json')[source]

	The Exchange may suspend trading of one or more securities on IEX for operational reasons and indicates such operational halt using the Operational halt status message.

IEX disseminates a full pre-market spin of Operational halt status messages indicating the operational halt status of all securities.
In the spin, IEX will send out an Operational Halt Message with “N” (Not operationally halted on IEX) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System at the start of the Pre-Market Session.

After the pre-market spin, IEX will use the Operational halt status message to relay changes in operational halt status for an individual security.

https://iexcloud.io/docs/api/#deep-operational-halt-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexOpHaltStatusDF(symbol=None, token='', version='stable', format='json')[source]

	The Exchange may suspend trading of one or more securities on IEX for operational reasons and indicates such operational halt using the Operational halt status message.

IEX disseminates a full pre-market spin of Operational halt status messages indicating the operational halt status of all securities.
In the spin, IEX will send out an Operational Halt Message with “N” (Not operationally halted on IEX) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System at the start of the Pre-Market Session.

After the pre-market spin, IEX will use the Operational halt status message to relay changes in operational halt status for an individual security.

https://iexcloud.io/docs/api/#deep-operational-halt-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexSecurityEvent(symbol=None, token='', version='stable', format='json')[source]

	The Security event message is used to indicate events that apply to a security. A Security event message will be sent whenever such event occurs

https://iexcloud.io/docs/api/#deep-security-event


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexSecurityEventAsync(symbol=None, token='', version='stable', format='json')[source]

	The Security event message is used to indicate events that apply to a security. A Security event message will be sent whenever such event occurs

https://iexcloud.io/docs/api/#deep-security-event


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexSecurityEventDF(symbol=None, token='', version='stable', format='json')[source]

	The Security event message is used to indicate events that apply to a security. A Security event message will be sent whenever such event occurs

https://iexcloud.io/docs/api/#deep-security-event


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexSsrStatus(symbol=None, token='', version='stable', format='json')[source]

	In association with Rule 201 of Regulation SHO, the Short Sale Price Test Message is used to indicate when a short sale price test restriction is in effect for a security.


	IEX disseminates a full pre-market spin of Short sale price test status messages indicating the Rule 201 status of all securities.

	After the pre-market spin, IEX will use the Short sale price test status message in the event of an intraday status change.





The IEX Trading System will process orders based on the latest short sale price test restriction status.

https://iexcloud.io/docs/api/#deep-short-sale-price-test-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexSsrStatusAsync(symbol=None, token='', version='stable', format='json')[source]

	In association with Rule 201 of Regulation SHO, the Short Sale Price Test Message is used to indicate when a short sale price test restriction is in effect for a security.


	IEX disseminates a full pre-market spin of Short sale price test status messages indicating the Rule 201 status of all securities.

	After the pre-market spin, IEX will use the Short sale price test status message in the event of an intraday status change.





The IEX Trading System will process orders based on the latest short sale price test restriction status.

https://iexcloud.io/docs/api/#deep-short-sale-price-test-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexSsrStatusDF(symbol=None, token='', version='stable', format='json')[source]

	In association with Rule 201 of Regulation SHO, the Short Sale Price Test Message is used to indicate when a short sale price test restriction is in effect for a security.


	IEX disseminates a full pre-market spin of Short sale price test status messages indicating the Rule 201 status of all securities.

	After the pre-market spin, IEX will use the Short sale price test status message in the event of an intraday status change.





The IEX Trading System will process orders based on the latest short sale price test restriction status.

https://iexcloud.io/docs/api/#deep-short-sale-price-test-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexSystemEvent(token='', version='stable', format='json')[source]

	The System event message is used to indicate events that apply to the market or the data feed.

There will be a single message disseminated per channel for each System Event type within a given trading session.

https://iexcloud.io/docs/api/#deep-system-event


	Parameters

	
	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexSystemEventAsync(token='', version='stable', format='json')[source]

	The System event message is used to indicate events that apply to the market or the data feed.

There will be a single message disseminated per channel for each System Event type within a given trading session.

https://iexcloud.io/docs/api/#deep-system-event


	Parameters

	
	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexSystemEventDF(token='', version='stable', format='json')[source]

	The System event message is used to indicate events that apply to the market or the data feed.

There will be a single message disseminated per channel for each System Event type within a given trading session.

https://iexcloud.io/docs/api/#deep-system-event


	Parameters

	
	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexTops(symbols=None, token='', version='stable', format='json')[source]

	TOPS provides IEX’s aggregated best quoted bid and offer position in near real time for all securities on IEX’s displayed limit order book.
TOPS is ideal for developers needing both quote and trade data.

https://iexcloud.io/docs/api/#tops


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexTopsAsync(symbols=None, token='', version='stable', format='json')[source]

	TOPS provides IEX’s aggregated best quoted bid and offer position in near real time for all securities on IEX’s displayed limit order book.
TOPS is ideal for developers needing both quote and trade data.

https://iexcloud.io/docs/api/#tops


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexTopsDF(symbols=None, token='', version='stable', format='json')[source]

	TOPS provides IEX’s aggregated best quoted bid and offer position in near real time for all securities on IEX’s displayed limit order book.
TOPS is ideal for developers needing both quote and trade data.

https://iexcloud.io/docs/api/#tops


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexTradeBreak(symbol=None, token='', version='stable', format='json')[source]

	Trade break messages are sent when an execution on IEX is broken on that same trading day. Trade breaks are rare and only affect applications that rely upon IEX execution based data.

https://iexcloud.io/docs/api/#deep-trade-break


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexTradeBreakAsync(symbol=None, token='', version='stable', format='json')[source]

	Trade break messages are sent when an execution on IEX is broken on that same trading day. Trade breaks are rare and only affect applications that rely upon IEX execution based data.

https://iexcloud.io/docs/api/#deep-trade-break


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexTradeBreakDF(symbol=None, token='', version='stable', format='json')[source]

	Trade break messages are sent when an execution on IEX is broken on that same trading day. Trade breaks are rare and only affect applications that rely upon IEX execution based data.

https://iexcloud.io/docs/api/#deep-trade-break


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexTrades(symbol=None, token='', version='stable', format='json')[source]

	Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

https://iexcloud.io/docs/api/#deep-trades


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexTradesAsync(symbol=None, token='', version='stable', format='json')[source]

	Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

https://iexcloud.io/docs/api/#deep-trades


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexTradesDF(symbol=None, token='', version='stable', format='json')[source]

	Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

https://iexcloud.io/docs/api/#deep-trades


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexTradingStatus(symbol=None, token='', version='stable', format='json')[source]

	
	The Trading status message is used to indicate the current trading status of a security.

	For IEX-listed securities, IEX acts as the primary market and has the authority to institute a trading halt or trading pause in a security due to news dissemination or regulatory reasons.
For non-IEX-listed securities, IEX abides by any regulatory trading halts and trading pauses instituted by the primary or listing market, as applicable.



	IEX disseminates a full pre-market spin of Trading status messages indicating the trading status of all securities.

	In the spin, IEX will send out a Trading status message with “T” (Trading) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System.





After the pre-market spin, IEX will use the Trading status message to relay changes in trading status for an individual security. Messages will be sent when a security is:

Halted
Paused*
Released into an Order Acceptance Period*
Released for trading
*The paused and released into an Order Acceptance Period status will be disseminated for IEX-listed securities only. Trading pauses on non-IEX-listed securities will be treated simply as a halt.

https://iexcloud.io/docs/api/#deep-trading-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexTradingStatusAsync(symbol=None, token='', version='stable', format='json')[source]

	
	The Trading status message is used to indicate the current trading status of a security.

	For IEX-listed securities, IEX acts as the primary market and has the authority to institute a trading halt or trading pause in a security due to news dissemination or regulatory reasons.
For non-IEX-listed securities, IEX abides by any regulatory trading halts and trading pauses instituted by the primary or listing market, as applicable.



	IEX disseminates a full pre-market spin of Trading status messages indicating the trading status of all securities.

	In the spin, IEX will send out a Trading status message with “T” (Trading) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System.





After the pre-market spin, IEX will use the Trading status message to relay changes in trading status for an individual security. Messages will be sent when a security is:

Halted
Paused*
Released into an Order Acceptance Period*
Released for trading
*The paused and released into an Order Acceptance Period status will be disseminated for IEX-listed securities only. Trading pauses on non-IEX-listed securities will be treated simply as a halt.

https://iexcloud.io/docs/api/#deep-trading-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.iex.iexTradingStatusDF(symbol=None, token='', version='stable', format='json')[source]

	
	The Trading status message is used to indicate the current trading status of a security.

	For IEX-listed securities, IEX acts as the primary market and has the authority to institute a trading halt or trading pause in a security due to news dissemination or regulatory reasons.
For non-IEX-listed securities, IEX abides by any regulatory trading halts and trading pauses instituted by the primary or listing market, as applicable.



	IEX disseminates a full pre-market spin of Trading status messages indicating the trading status of all securities.

	In the spin, IEX will send out a Trading status message with “T” (Trading) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System.





After the pre-market spin, IEX will use the Trading status message to relay changes in trading status for an individual security. Messages will be sent when a security is:

Halted
Paused*
Released into an Order Acceptance Period*
Released for trading
*The paused and released into an Order Acceptance Period status will be disseminated for IEX-listed securities only. Trading pauses on non-IEX-listed securities will be treated simply as a halt.

https://iexcloud.io/docs/api/#deep-trading-status


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.marketInfo.collections(tag, collectionName, token='', version='stable', filter='', format='json')[source]

	Returns an array of quote objects for a given collection type. Currently supported collection types are sector, tag, and list

https://iexcloud.io/docs/api/#collections


	Parameters

	
	tag (str) – Sector, Tag, or List


	collectionName (str) – Associated name for tag


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.collectionsDF(tag, collectionName, token='', version='stable', filter='', format='json')[source]

	Returns an array of quote objects for a given collection type. Currently supported collection types are sector, tag, and list

https://iexcloud.io/docs/api/#collections


	Parameters

	
	tag (str) – Sector, Tag, or List


	collectionName (str) – Associated name for tag


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.earningsToday(token='', version='stable', filter='', format='json')[source]

	Returns earnings that will be reported today as two arrays: before the open bto and after market close amc.
Each array contains an object with all keys from earnings, a quote object, and a headline key.

https://iexcloud.io/docs/api/#earnings-today
Updates at 9am, 11am, 12pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.earningsTodayDF(token='', version='stable', filter='', format='json')[source]

	Returns earnings that will be reported today as two arrays: before the open bto and after market close amc.
Each array contains an object with all keys from earnings, a quote object, and a headline key.

https://iexcloud.io/docs/api/#earnings-today
Updates at 9am, 11am, 12pm UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.ipoToday(token='', version='stable', filter='', format='json')[source]

	This returns a list of upcoming or today IPOs scheduled for the current and next month. The response is split into two structures:
rawData and viewData. rawData represents all available data for an IPO. viewData represents data structured for display to a user.

https://iexcloud.io/docs/api/#ipo-calendar
10am, 10:30am UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.ipoTodayDF(token='', version='stable', filter='', format='json')[source]

	This returns a list of upcoming or today IPOs scheduled for the current and next month. The response is split into two structures:
rawData and viewData. rawData represents all available data for an IPO. viewData represents data structured for display to a user.

https://iexcloud.io/docs/api/#ipo-calendar
10am, 10:30am UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.ipoUpcoming(token='', version='stable', filter='', format='json')[source]

	This returns a list of upcoming or today IPOs scheduled for the current and next month. The response is split into two structures:
rawData and viewData. rawData represents all available data for an IPO. viewData represents data structured for display to a user.

https://iexcloud.io/docs/api/#ipo-calendar
10am, 10:30am UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.ipoUpcomingDF(token='', version='stable', filter='', format='json')[source]

	This returns a list of upcoming or today IPOs scheduled for the current and next month. The response is split into two structures:
rawData and viewData. rawData represents all available data for an IPO. viewData represents data structured for display to a user.

https://iexcloud.io/docs/api/#ipo-calendar
10am, 10:30am UTC daily


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.list(option='mostactive', token='', version='stable', filter='', format='json')[source]

	Returns an array of quotes for the top 10 symbols in a specified list.

https://iexcloud.io/docs/api/#list
Updated intraday


	Parameters

	
	option (str) – Option to query


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.listDF(option='mostactive', token='', version='stable', filter='', format='json')[source]

	Returns an array of quotes for the top 10 symbols in a specified list.

https://iexcloud.io/docs/api/#list
Updated intraday


	Parameters

	
	option (str) – Option to query


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.marketOhlc(token='', version='stable', filter='', format='json')[source]

	Returns the official open and close for whole market.

https://iexcloud.io/docs/api/#news
9:30am-5pm ET Mon-Fri


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.marketOhlcDF(token='', version='stable', filter='', format='json')[source]

	Returns the official open and close for whole market.

https://iexcloud.io/docs/api/#news
9:30am-5pm ET Mon-Fri


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.marketPrevious(token='', version='stable', filter='', format='json')

	This returns previous day adjusted price data for whole market

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.marketPreviousDF(token='', version='stable', filter='', format='json')

	This returns previous day adjusted price data for whole market

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.marketShortInterest(date=None, token='', version='stable', filter='', format='json')[source]

	The consolidated market short interest positions in all IEX-listed securities are included in the IEX Short Interest Report.

The report data will be published daily at 4:00pm ET.

https://iexcloud.io/docs/api/#listed-short-interest-list-in-dev


	Parameters

	
	date (datetime) – Effective Datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.marketShortInterestDF(date=None, token='', version='stable', filter='', format='json')[source]

	The consolidated market short interest positions in all IEX-listed securities are included in the IEX Short Interest Report.

The report data will be published daily at 4:00pm ET.

https://iexcloud.io/docs/api/#listed-short-interest-list-in-dev


	Parameters

	
	date (datetime) – Effective Datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.marketVolume(token='', version='stable', filter='', format='json')[source]

	This endpoint returns real time traded volume on U.S. markets.

https://iexcloud.io/docs/api/#market-volume-u-s
7:45am-5:15pm ET Mon-Fri


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.marketVolumeDF(token='', version='stable', filter='', format='json')[source]

	This endpoint returns real time traded volume on U.S. markets.

https://iexcloud.io/docs/api/#market-volume-u-s
7:45am-5:15pm ET Mon-Fri


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.marketYesterday(token='', version='stable', filter='', format='json')[source]

	This returns previous day adjusted price data for whole market

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.marketYesterdayDF(token='', version='stable', filter='', format='json')[source]

	This returns previous day adjusted price data for whole market

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.sectorPerformance(token='', version='stable', filter='', format='json')[source]

	This returns an array of each sector and performance for the current trading day. Performance is based on each sector ETF.

https://iexcloud.io/docs/api/#sector-performance
8am-5pm ET Mon-Fri


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.sectorPerformanceDF(token='', version='stable', filter='', format='json')[source]

	This returns an array of each sector and performance for the current trading day. Performance is based on each sector ETF.

https://iexcloud.io/docs/api/#sector-performance
8am-5pm ET Mon-Fri


	Parameters

	
	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.upcomingDividends(symbol='', refid='', token='', version='stable', filter='', format='json')[source]

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.upcomingDividendsDF(symbol='', refid='', token='', version='stable', filter='', format='json')[source]

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.upcomingEarnings(symbol='', refid='', token='', version='stable', filter='', format='json')[source]

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.upcomingEarningsDF(symbol='', refid='', token='', version='stable', filter='', format='json')[source]

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.upcomingEvents(symbol='', refid='', token='', version='stable', filter='', format='json')[source]

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.upcomingEventsDF(symbol='', refid='', token='', version='stable', filter='', format='json')[source]

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.upcomingIPOs(symbol='', refid='', token='', version='stable', filter='', format='json')[source]

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.upcomingIPOsDF(symbol='', refid='', token='', version='stable', filter='', format='json')[source]

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.upcomingSplits(symbol='', refid='', token='', version='stable', filter='', format='json')[source]

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.marketInfo.upcomingSplitsDF(symbol='', refid='', token='', version='stable', filter='', format='json')[source]

	This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

https://iexcloud.io/docs/api/#upcoming-events


	Parameters

	
	symbol (str) – Symbol to look up


	refid (str) – Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.news.marketNews(count=10, token='', version='stable', filter='', format='json')[source]

	News about market

https://iexcloud.io/docs/api/#news
Continuous


	Parameters

	
	count (int) – limit number of results


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result
dict: result



	Return type

	dict or DataFrame










	
pyEX.stocks.news.marketNewsDF(count=10, token='', version='stable', filter='', format='json')[source]

	News about market

https://iexcloud.io/docs/api/#news
Continuous


	Parameters

	
	count (int) – limit number of results


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result
dict: result



	Return type

	dict or DataFrame










	
pyEX.stocks.news.news(symbol, count=10, token='', version='stable', filter='', format='json')[source]

	News about company

https://iexcloud.io/docs/api/#news
Continuous


	Parameters

	
	symbol (str) – Ticker to request


	count (int) – limit number of results


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result
dict: result



	Return type

	dict or DataFrame










	
pyEX.stocks.news.newsDF(symbol, count=10, token='', version='stable', filter='', format='json')[source]

	News about company

https://iexcloud.io/docs/api/#news
Continuous


	Parameters

	
	symbol (str) – Ticker to request


	count (int) – limit number of results


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result
dict: result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.book(symbol, token='', version='stable', filter='', format='json')[source]

	Book data

https://iextrading.com/developer/docs/#book
realtime during Investors Exchange market hours


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.bookDF(symbol, token='', version='stable', filter='', format='json')[source]

	Book data

https://iextrading.com/developer/docs/#book
realtime during Investors Exchange market hours


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.chart(symbol, timeframe='1m', date=None, exactDate=None, last=-1, closeOnly=False, byDay=False, simplify=False, interval=-1, changeFromClose=False, displayPercent=False, sort='desc', includeToday=False, token='', version='stable', filter='', format='json')[source]

	Historical price/volume data, daily and intraday

https://iexcloud.io/docs/api/#historical-prices
Data Schedule
1d: -9:30-4pm ET Mon-Fri on regular market trading days


-9:30-1pm ET on early close trading days





	All others:

	-Prior trading day available after 4am ET Tue-Sat






	Parameters

	
	symbol (str) – Ticker to request


	timeframe (str) – Timeframe to request e.g. 1m


	date (datetime) – date, if requesting intraday


	exactDate (str) – Same as date, takes precedence


	last (int) – If passed, chart data will return the last N elements from the time period defined by the range parameter


	closeOnly (bool) – Will return adjusted data only with keys date, close, and volume.


	byDay (bool) – Used only when range is date to return OHLCV data instead of minute bar data.


	simplify (bool) – 


	interval (int) – 


	changeFromClose (bool) – If true, changeOverTime and marketChangeOverTime will be relative to previous day close instead of the first value.


	displayPercent (bool) – If set to true, all percentage values will be multiplied by a factor of 100 (Ex: /stock/twtr/chart?displayPercent=true)


	range (str) – Same format as the path parameter. This can be used for batch calls.


	sort (str) – Can be “asc” or “desc” to sort results by date. Defaults to “desc”


	includeToday (bool) – If true, current trading day data is appended


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.chartDF(symbol, timeframe='1m', date=None, exactDate=None, last=-1, closeOnly=False, byDay=False, simplify=False, interval=-1, changeFromClose=False, displayPercent=False, sort='desc', includeToday=False, token='', version='stable', filter='', format='json')[source]

	Historical price/volume data, daily and intraday

https://iexcloud.io/docs/api/#historical-prices
Data Schedule
1d: -9:30-4pm ET Mon-Fri on regular market trading days


-9:30-1pm ET on early close trading days





	All others:

	-Prior trading day available after 4am ET Tue-Sat






	Parameters

	
	symbol (str) – Ticker to request


	timeframe (str) – Timeframe to request e.g. 1m


	date (datetime) – date, if requesting intraday


	exactDate (str) – Same as date, takes precedence


	last (int) – If passed, chart data will return the last N elements from the time period defined by the range parameter


	closeOnly (bool) – Will return adjusted data only with keys date, close, and volume.


	byDay (bool) – Used only when range is date to return OHLCV data instead of minute bar data.


	simplify (bool) – 


	interval (int) – 


	changeFromClose (bool) – If true, changeOverTime and marketChangeOverTime will be relative to previous day close instead of the first value.


	displayPercent (bool) – If set to true, all percentage values will be multiplied by a factor of 100 (Ex: /stock/twtr/chart?displayPercent=true)


	range (str) – Same format as the path parameter. This can be used for batch calls.


	sort (str) – Can be “asc” or “desc” to sort results by date. Defaults to “desc”


	includeToday (bool) – If true, current trading day data is appended


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.delayedQuote(symbol, token='', version='stable', filter='', format='json')[source]

	This returns the 15 minute delayed market quote.

https://iexcloud.io/docs/api/#delayed-quote
15min delayed
4:30am - 8pm ET M-F when market is open


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.delayedQuoteDF(symbol, token='', version='stable', filter='', format='json')[source]

	This returns the 15 minute delayed market quote.

https://iexcloud.io/docs/api/#delayed-quote
15min delayed
4:30am - 8pm ET M-F when market is open


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.intraday(symbol, date='', exactDate='', last=-1, IEXOnly=False, reset=False, simplify=False, interval=-1, changeFromClose=False, IEXWhenNull=False, token='', version='stable', filter='', format='json')[source]

	This endpoint will return aggregated intraday prices in one minute buckets

https://iexcloud.io/docs/api/#intraday-prices
9:30-4pm ET Mon-Fri on regular market trading days
9:30-1pm ET on early close trading days


	Parameters

	
	symbol (str) – Ticker to request


	date (str) – Formatted as YYYYMMDD. This can be used for batch calls when range is 1d or date. Currently supporting trailing 30 calendar days of minute bar data.


	exactDate (str) – Same as date, takes precedence


	last (number) – If passed, chart data will return the last N elements


	IEXOnly (bool) – Limits the return of intraday prices to IEX only data.


	reset (bool) – If true, chart will reset at midnight instead of the default behavior of 9:30am ET.


	simplify (bool) – If true, runs a polyline simplification using the Douglas-Peucker algorithm. This is useful if plotting sparkline charts.


	interval (number) – If passed, chart data will return every Nth element as defined by chartInterval


	changeFromClose (bool) – If true, changeOverTime and marketChangeOverTime will be relative to previous day close instead of the first value.


	IEXWhenNull (bool) – By default, all market prefixed fields are 15 minute delayed, meaning the most recent 15 objects will be null. If this parameter is passed as true, all market prefixed fields that are null will be populated with IEX data if available.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.intradayDF(symbol, date='', exactDate='', last=-1, IEXOnly=False, reset=False, simplify=False, interval=-1, changeFromClose=False, IEXWhenNull=False, token='', version='stable', filter='', format='json')[source]

	This endpoint will return aggregated intraday prices in one minute buckets

https://iexcloud.io/docs/api/#intraday-prices
9:30-4pm ET Mon-Fri on regular market trading days
9:30-1pm ET on early close trading days


	Parameters

	
	symbol (str) – Ticker to request


	date (str) – Formatted as YYYYMMDD. This can be used for batch calls when range is 1d or date. Currently supporting trailing 30 calendar days of minute bar data.


	exactDate (str) – Same as date, takes precedence


	last (number) – If passed, chart data will return the last N elements


	IEXOnly (bool) – Limits the return of intraday prices to IEX only data.


	reset (bool) – If true, chart will reset at midnight instead of the default behavior of 9:30am ET.


	simplify (bool) – If true, runs a polyline simplification using the Douglas-Peucker algorithm. This is useful if plotting sparkline charts.


	interval (number) – If passed, chart data will return every Nth element as defined by chartInterval


	changeFromClose (bool) – If true, changeOverTime and marketChangeOverTime will be relative to previous day close instead of the first value.


	IEXWhenNull (bool) – By default, all market prefixed fields are 15 minute delayed, meaning the most recent 15 objects will be null. If this parameter is passed as true, all market prefixed fields that are null will be populated with IEX data if available.


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.largestTrades(symbol, token='', version='stable', filter='', format='json')[source]

	This returns 15 minute delayed, last sale eligible trades.

https://iexcloud.io/docs/api/#largest-trades
9:30-4pm ET M-F during regular market hours


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.largestTradesDF(symbol, token='', version='stable', filter='', format='json')[source]

	This returns 15 minute delayed, last sale eligible trades.

https://iexcloud.io/docs/api/#largest-trades
9:30-4pm ET M-F during regular market hours


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.ohlc(symbol, token='', version='stable', filter='', format='json')[source]

	Returns the official open and close for a give symbol.

https://iexcloud.io/docs/api/#ohlc
9:30am-5pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.ohlcDF(symbol, token='', version='stable', filter='', format='json')[source]

	Returns the official open and close for a give symbol.

https://iexcloud.io/docs/api/#ohlc
9:30am-5pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.previous(symbol, token='', version='stable', filter='', format='json')

	This returns previous day adjusted price data for one or more stocks

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.previousDF(symbol, token='', version='stable', filter='', format='json')

	This returns previous day adjusted price data for one or more stocks

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.price(symbol, token='', version='stable', filter='', format='json')[source]

	Price of ticker

https://iexcloud.io/docs/api/#price
4:30am-8pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.priceDF(symbol, token='', version='stable', filter='', format='json')[source]

	Price of ticker

https://iexcloud.io/docs/api/#price
4:30am-8pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.quote(symbol, token='', version='stable', filter='', format='json')[source]

	Get quote for ticker

https://iexcloud.io/docs/api/#quote
4:30am-8pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.quoteDF(symbol, token='', version='stable', filter='', format='json')[source]

	Get quote for ticker

https://iexcloud.io/docs/api/#quote
4:30am-8pm ET Mon-Fri


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.spread(symbol, token='', version='stable', filter='', format='json')[source]

	This returns an array of effective spread, eligible volume, and price improvement of a stock, by market.
Unlike volume-by-venue, this will only return a venue if effective spread is not ‘N/A’. Values are sorted in descending order by effectiveSpread.
Lower effectiveSpread and higher priceImprovement values are generally considered optimal.

Effective spread is designed to measure marketable orders executed in relation to the market center’s
quoted spread and takes into account hidden and midpoint liquidity available at each market center.
Effective Spread is calculated by using eligible trade prices recorded to the consolidated tape and
comparing those trade prices to the National Best Bid and Offer (“NBBO”) at the time of the execution.

View the data disclaimer at the bottom of the stocks app for more information about how these values are calculated.

8am ET M-F


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.spreadDF(symbol, token='', version='stable', filter='', format='json')[source]

	This returns an array of effective spread, eligible volume, and price improvement of a stock, by market.
Unlike volume-by-venue, this will only return a venue if effective spread is not ‘N/A’. Values are sorted in descending order by effectiveSpread.
Lower effectiveSpread and higher priceImprovement values are generally considered optimal.

Effective spread is designed to measure marketable orders executed in relation to the market center’s
quoted spread and takes into account hidden and midpoint liquidity available at each market center.
Effective Spread is calculated by using eligible trade prices recorded to the consolidated tape and
comparing those trade prices to the National Best Bid and Offer (“NBBO”) at the time of the execution.

View the data disclaimer at the bottom of the stocks app for more information about how these values are calculated.

8am ET M-F


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.volumeByVenue(symbol, token='', version='stable', filter='', format='json')[source]

	This returns 15 minute delayed and 30 day average consolidated volume percentage of a stock, by market.
This call will always return 13 values, and will be sorted in ascending order by current day trading volume percentage.

https://iexcloud.io/docs/api/#volume-by-venue
Updated during regular market hours 9:30am-4pm ET


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.volumeByVenueDF(symbol, token='', version='stable', filter='', format='json')[source]

	This returns 15 minute delayed and 30 day average consolidated volume percentage of a stock, by market.
This call will always return 13 values, and will be sorted in ascending order by current day trading volume percentage.

https://iexcloud.io/docs/api/#volume-by-venue
Updated during regular market hours 9:30am-4pm ET


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.yesterday(symbol, token='', version='stable', filter='', format='json')[source]

	This returns previous day adjusted price data for one or more stocks

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.prices.yesterdayDF(symbol, token='', version='stable', filter='', format='json')[source]

	This returns previous day adjusted price data for one or more stocks

https://iexcloud.io/docs/api/#previous-day-prices
Available after 4am ET Tue-Sat


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.profiles.company(symbol, token='', version='stable', filter='', format='json')[source]

	Company reference data

https://iexcloud.io/docs/api/#company
Updates at 4am and 5am UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.profiles.companyDF(symbol, token='', version='stable', filter='', format='json')[source]

	Company reference data

https://iexcloud.io/docs/api/#company
Updates at 4am and 5am UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.profiles.insiderRoster(symbol, token='', version='stable', filter='', format='json')[source]

	Returns the top 10 insiders, with the most recent information.

https://iexcloud.io/docs/api/#insider-roster
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.profiles.insiderRosterDF(symbol, token='', version='stable', filter='', format='json')[source]

	Returns the top 10 insiders, with the most recent information.

https://iexcloud.io/docs/api/#insider-roster
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.profiles.insiderSummary(symbol, token='', version='stable', filter='', format='json')[source]

	Returns aggregated insiders summary data for the last 6 months.

https://iexcloud.io/docs/api/#insider-summary
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.profiles.insiderSummaryDF(symbol, token='', version='stable', filter='', format='json')[source]

	Returns aggregated insiders summary data for the last 6 months.

https://iexcloud.io/docs/api/#insider-summary
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.profiles.insiderTransactions(symbol, token='', version='stable', filter='', format='json')[source]

	Returns insider transactions.

https://iexcloud.io/docs/api/#insider-transactions
Updates at UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.profiles.insiderTransactionsDF(symbol, token='', version='stable', filter='', format='json')[source]

	Returns insider transactions.

https://iexcloud.io/docs/api/#insider-transactions
Updates at UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.profiles.logo(symbol, token='', version='stable', filter='', format='json')[source]

	This is a helper function, but the google APIs url is standardized.

https://iexcloud.io/docs/api/#logo
8am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict










	
pyEX.stocks.profiles.logoNotebook(symbol, token='', version='stable')[source]

	This is a helper function, but the google APIs url is standardized.

https://iexcloud.io/docs/api/#logo
8am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version






	Returns

	result



	Return type

	image










	
pyEX.stocks.profiles.logoPNG(symbol, token='', version='stable')[source]

	This is a helper function, but the google APIs url is standardized.

https://iexcloud.io/docs/api/#logo
8am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version






	Returns

	result as png



	Return type

	image










	
pyEX.stocks.profiles.peers(symbol, token='', version='stable', filter='', format='json')[source]

	Peers of ticker

https://iexcloud.io/docs/api/#peers
8am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.profiles.peersDF(symbol, token='', version='stable', filter='', format='json')[source]

	Peers of ticker

https://iexcloud.io/docs/api/#peers
8am UTC daily


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.profiles.relevant(symbol, token='', version='stable', filter='', format='json')[source]

	Same as peers

https://iexcloud.io/docs/api/#relevant
:param symbol: Ticker to request
:type symbol: str
:param token: Access token
:type token: str
:param version: API version
:type version: str
:param filter: filters: https://iexcloud.io/docs/api/#filter-results
:type filter: str
:param format: return format, defaults to json
:type format: str


	Returns

	result



	Return type

	dict or DataFrame






Deprecated since version Deprecated:: IEX Cloud status unkown








	
pyEX.stocks.profiles.relevantDF(symbol, token='', version='stable', filter='', format='json')[source]

	Same as peers

https://iexcloud.io/docs/api/#relevant
:param symbol: Ticker to request
:type symbol: str
:param token: Access token
:type token: str
:param version: API version
:type version: str
:param filter: filters: https://iexcloud.io/docs/api/#filter-results
:type filter: str
:param format: return format, defaults to json
:type format: str


	Returns

	result



	Return type

	dict or DataFrame






Deprecated since version Deprecated:: IEX Cloud status unkown








	
pyEX.stocks.research.advancedStats(symbol, token='', version='stable', filter='', format='json')[source]

	Returns everything in key stats plus additional advanced stats such as EBITDA, ratios, key financial data, and more.

https://iexcloud.io/docs/api/#advanced-stats
4am, 5am ET


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.advancedStatsDF(symbol, token='', version='stable', filter='', format='json')[source]

	Returns everything in key stats plus additional advanced stats such as EBITDA, ratios, key financial data, and more.

https://iexcloud.io/docs/api/#advanced-stats
4am, 5am ET


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.analystRecommendations(symbol, token='', version='stable', filter='', format='json')[source]

	Pulls data from the last four months.

https://iexcloud.io/docs/api/#analyst-recommendations
Updates at 9am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.analystRecommendationsDF(symbol, token='', version='stable', filter='', format='json')[source]

	Pulls data from the last four months.

https://iexcloud.io/docs/api/#analyst-recommendations
Updates at 9am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.estimates(symbol, period='quarter', last=1, token='', version='stable', filter='', format='json')[source]

	Provides the latest consensus estimate for the next fiscal period

https://iexcloud.io/docs/api/#estimates
Updates at 9am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.estimatesDF(symbol, period='quarter', last=1, token='', version='stable', filter='', format='json')[source]

	Provides the latest consensus estimate for the next fiscal period

https://iexcloud.io/docs/api/#estimates
Updates at 9am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	period (str) – Period, either ‘annual’ or ‘quarter’


	last (int) – Number of records to fetch, up to 12 for ‘quarter’ and 4 for ‘annual’


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.fundOwnership(symbol, token='', version='stable', filter='', format='json')[source]

	
	Returns the top 10 fund holders, meaning any firm not defined as buy-side or sell-side such as mutual funds,

	pension funds, endowments, investment firms, and other large entities that manage funds on behalf of others.





https://iexcloud.io/docs/api/#fund-ownership
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.fundOwnershipDF(symbol, token='', version='stable', filter='', format='json')[source]

	
	Returns the top 10 fund holders, meaning any firm not defined as buy-side or sell-side such as mutual funds,

	pension funds, endowments, investment firms, and other large entities that manage funds on behalf of others.





https://iexcloud.io/docs/api/#fund-ownership
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.institutionalOwnership(symbol, token='', version='stable', filter='', format='json')[source]

	Returns the top 10 institutional holders, defined as buy-side or sell-side firms.

https://iexcloud.io/docs/api/#institutional-ownership
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.institutionalOwnershipDF(symbol, token='', version='stable', filter='', format='json')[source]

	Returns the top 10 institutional holders, defined as buy-side or sell-side firms.

https://iexcloud.io/docs/api/#institutional-ownership
Updates at 5am, 6am ET every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.keyStats(symbol, stat='', token='', version='stable', filter='', format='json')[source]

	Key Stats about company

https://iexcloud.io/docs/api/#key-stats
8am, 9am ET


	Parameters

	
	symbol (str) – Ticker to request


	stat (Optiona[str]) – specific stat to request, in:
companyName
marketcap
week52high
week52low
week52change
sharesOutstanding
float
avg10Volume
avg30Volume
day200MovingAvg
day50MovingAvg
employees
ttmEPS
ttmDividendRate
dividendYield
nextDividendDate
exDividendDate
nextEarningsDate
peRatio
beta
maxChangePercent
year5ChangePercent
year2ChangePercent
year1ChangePercent
ytdChangePercent
month6ChangePercent
month3ChangePercent
month1ChangePercent
day30ChangePercent
day5ChangePercent


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.keyStatsDF(symbol, stat='', token='', version='stable', filter='', format='json')[source]

	Key Stats about company

https://iexcloud.io/docs/api/#key-stats
8am, 9am ET


	Parameters

	
	symbol (str) – Ticker to request


	stat (Optiona[str]) – specific stat to request, in:
companyName
marketcap
week52high
week52low
week52change
sharesOutstanding
float
avg10Volume
avg30Volume
day200MovingAvg
day50MovingAvg
employees
ttmEPS
ttmDividendRate
dividendYield
nextDividendDate
exDividendDate
nextEarningsDate
peRatio
beta
maxChangePercent
year5ChangePercent
year2ChangePercent
year1ChangePercent
ytdChangePercent
month6ChangePercent
month3ChangePercent
month1ChangePercent
day30ChangePercent
day5ChangePercent


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.priceTarget(symbol, token='', version='stable', filter='', format='json')[source]

	Provides the latest avg, high, and low analyst price target for a symbol.

https://iexcloud.io/docs/api/#price-target
Updates at 10am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.priceTargetDF(symbol, token='', version='stable', filter='', format='json')[source]

	Provides the latest avg, high, and low analyst price target for a symbol.

https://iexcloud.io/docs/api/#price-target
Updates at 10am, 11am, 12pm UTC every day


	Parameters

	
	symbol (str) – Ticker to request


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.technicals(symbol, indicator, range='1m', input1=None, input2=None, input3=None, input4=None, token='', version='stable', filter='', format='json')[source]

	Technical indicators are available for any historical or intraday range.

This endpoint calls the historical or intraday price endpoints for the given range, and the associated indicator for the price range.

https://iexcloud.io/docs/api/#technical-indicators
Data Timing: On Demand


	Parameters

	
	symbol (str) – Ticker to request


	indicator (str) – Technical indicator to request, in:
Indicator   Description                              Inputs                       Defaults         Outputs
————————————————————————————————————-
abs         Vector Absolute Value                                                                   abs
acos        Vector Arccosine                                                                        acos
ad          Accumulation/Distribution Line                                                          ad
add         Vector Addition                                                                          add
adosc       Accumulation/Distribution Oscillator    short period,long period        2,5             adosc
adx         Average Directional Movement Index      period                          5               dx
adxr        Average Directional Movement Rating     period                          5               dx
ao          Awesome Oscillator                                                                      ao
apo         Absolute Price Oscillator               short period,long period        2,5             apo
aroon       Aroon                                   period                          5               aroon_down,aroon_up
aroonosc    Aroon Oscillator                        period                          5               aroonosc
asin        Vector Arcsine                                                                          asin
atan        Vector Arctangent                                                                       atan
atr         Average True Range                      period                          5               atr
avgprice    Average Price                                                                           avgprice
bbands      Bollinger Bands                         period,stddev                   20,2            bbands_lower,bbands_middle,bbands_upper
bop         Balance of Power
cci         Commodity Channel Index                 period                          5               cci
ceil        Vector Ceiling                                                                          ceil
cmo         Chande Momentum Oscillator              period                          5               cmo
cos         Vector Cosine                                                                           cos
cosh        Vector Hyperbolic Cosine                                                                cosh
crossany    Crossany                                                                                crossany
crossover   Crossover                                                                               crossover
cvi         Chaikins Volatility                     period                          5               cvi
decay       Linear Decay                            period                          5               decay
dema        Double Exponential Moving Average       period                          5               dema
di          Directional Indicator                   period                          5               plus_di,minus_di
div         Vector Division                                                                         div
dm          Directional Movement                    period                          5               plus_dm,minus_dm
dpo         Detrended Price Oscillator              period                          5               dpo
dx          Directional Movement Index              period                          5               dx
edecay      Exponential Decay                       period                          5               edecay
ema         Exponential Moving Average              period                          5               ema
emv         Ease of Movement                                                                        emv
exp         Vector Exponential                                                                      exp
fisher      Fisher Transform                        period                          5               fisher,fisher_signal
floor       Vector Floor                                                                            floor
fosc        Forecast Oscillator                     period                          5               fosc
hma         Hull Moving Average                     period                          5               hma
kama        Kaufman Adaptive Moving Average         period                          5               kama
kvo         Klinger Volume Oscillator               short period,long period        2,5             kvo
lag         Lag                                     period                          5               lag
linreg      Linear Regression                       period                          5               linreg
linregintercept     Linear Regression Intercept     period                          5               linregintercept
linregslope         Linear Regression Slope         period                          5               linregslope
ln          Vector Natural  Log                                                                     ln
log10       Vector Base-10 Log                                                                      log10
macd        Moving Average Conv/Div                 short per,long per,signal per   12,26,9         macd,macd_signal,macd_histogram
marketfi    Market Facilitation Index                                                               marketfi
mass        Mass Index                              period                          5               mass
max         Maximum In Period                       period                          5               max
md          Mean Deviation Over Period              period                          5               md
medprice    Median Price                                                                            medprice
mfi         Money Flow Index                        period                          5               mfi
min         Minimum In Period                       period                          5               min
mom         Momentum                                period                          5               mom
msw         Mesa Sine Wave                          period                          5               msw_sine,msw_lead
mul         Vector Multiplication                                                                   mul
natr        Normalized Average True Range           period                          5               natr
nvi         Negative Volume Index                                                                   nvi
obv         On Balance Volume                                                                       obv
ppo         Percentage Price Oscillator             short period,long period        2,5             ppo
psar        Parabolic SAR                           accelfactor step,accel factor max    .2,2       psar
pvi         Positive Volume Index                                                                   pvi
qstick      Qstick                                  period                          5               qstick
roc         Rate of Change                          period                          5               roc
rocr        Rate of Change Ratio                    period                          5               rocr
round       Vector Round                                                                            round
rsi         Relative Strength Index                 period                          5               rsi
sin         Vector Sine                                                                             sin
sinh        Vector Hyperbolic Sine                                                                  sinh
sma         Simple Moving Average                   period                          5               sma
sqrt        Vector Square Root                                                                      sqrt
stddev      Standard Deviation Over Period          period                          5               stddev
stderr      Standard Error Over Period              period                          5               stderr
stoch       Stochastic Oscillator                   k per,k slowing per,d per       5,3,3           stoch_k,stoch_d
stochrsi    Stochastic RSI                          period                          5               stochrsi
sub         Vector Subtraction                                                                      sub
sum         Sum Over Period                         period                          5               sum
tan         Vector Tangent                                                                          tan
tanh        Vector Hyperbolic Tangent                                                               tanh
tema        Triple Exponential Moving Average       period                          5               tema
todeg       Vector Degree Conversion                                                                degrees
torad       Vector Radian Conversion                                                                radians
tr          True Range                                                                              tr
trima       Triangular Moving Average               period                          5               trima
trix        Trix                                    period                          5               trix
trunc       Vector Truncate                                                                         trunc
tsf         Time Series Forecast                    period                          5               tsf
typprice    Typical Price                                                                           typprice
ultosc      Ultimate Oscillator                     short per,med per,long per      2,3,5           ultosc
var         Variance Over Period                    period                          5               var
vhf         Vertical Horizontal Filter              period                          5               vhf
vidya       Variable Index Dynamic Average          short period,long period,alpha  2,5,.2          vidya
volatility  Annualized Historical Volatility        period                          5               volatility
vosc        Volume Oscillator                       short period,long period        2,5             vosc
vwma        Volume Weighted Moving Average          period                          5               vwma
wad         Williams Accumulation/Distribution                                                      wad
wcprice     Weighted Close Price                                                                    wcprice
wilders     Wilders Smoothing                       period                          5               wilders
willr       Williams %R    period
wma         Weighted Moving Average                 period                          5               wma
zlema       Zero-Lag Exponential Moving Average     period                          5               zlema


	range (str) – Timeframe to request e.g. 1m


	input1 (str) – input1 to technicals (see docs)


	input2 (str) – input2 to technicals (see docs)


	input3 (str) – input3 to technicals (see docs)


	input4 (str) – input4 to technicals (see docs)


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.research.technicalsDF(symbol, indicator, range='1m', input1=None, input2=None, input3=None, input4=None, token='', version='stable', filter='', format='json')[source]

	Technical indicators are available for any historical or intraday range.

This endpoint calls the historical or intraday price endpoints for the given range, and the associated indicator for the price range.

https://iexcloud.io/docs/api/#technical-indicators
Data Timing: On Demand


	Parameters

	
	symbol (str) – Ticker to request


	indicator (str) – Technical indicator to request, in:
Indicator   Description                              Inputs                       Defaults         Outputs
————————————————————————————————————-
abs         Vector Absolute Value                                                                   abs
acos        Vector Arccosine                                                                        acos
ad          Accumulation/Distribution Line                                                          ad
add         Vector Addition                                                                          add
adosc       Accumulation/Distribution Oscillator    short period,long period        2,5             adosc
adx         Average Directional Movement Index      period                          5               dx
adxr        Average Directional Movement Rating     period                          5               dx
ao          Awesome Oscillator                                                                      ao
apo         Absolute Price Oscillator               short period,long period        2,5             apo
aroon       Aroon                                   period                          5               aroon_down,aroon_up
aroonosc    Aroon Oscillator                        period                          5               aroonosc
asin        Vector Arcsine                                                                          asin
atan        Vector Arctangent                                                                       atan
atr         Average True Range                      period                          5               atr
avgprice    Average Price                                                                           avgprice
bbands      Bollinger Bands                         period,stddev                   20,2            bbands_lower,bbands_middle,bbands_upper
bop         Balance of Power
cci         Commodity Channel Index                 period                          5               cci
ceil        Vector Ceiling                                                                          ceil
cmo         Chande Momentum Oscillator              period                          5               cmo
cos         Vector Cosine                                                                           cos
cosh        Vector Hyperbolic Cosine                                                                cosh
crossany    Crossany                                                                                crossany
crossover   Crossover                                                                               crossover
cvi         Chaikins Volatility                     period                          5               cvi
decay       Linear Decay                            period                          5               decay
dema        Double Exponential Moving Average       period                          5               dema
di          Directional Indicator                   period                          5               plus_di,minus_di
div         Vector Division                                                                         div
dm          Directional Movement                    period                          5               plus_dm,minus_dm
dpo         Detrended Price Oscillator              period                          5               dpo
dx          Directional Movement Index              period                          5               dx
edecay      Exponential Decay                       period                          5               edecay
ema         Exponential Moving Average              period                          5               ema
emv         Ease of Movement                                                                        emv
exp         Vector Exponential                                                                      exp
fisher      Fisher Transform                        period                          5               fisher,fisher_signal
floor       Vector Floor                                                                            floor
fosc        Forecast Oscillator                     period                          5               fosc
hma         Hull Moving Average                     period                          5               hma
kama        Kaufman Adaptive Moving Average         period                          5               kama
kvo         Klinger Volume Oscillator               short period,long period        2,5             kvo
lag         Lag                                     period                          5               lag
linreg      Linear Regression                       period                          5               linreg
linregintercept     Linear Regression Intercept     period                          5               linregintercept
linregslope         Linear Regression Slope         period                          5               linregslope
ln          Vector Natural  Log                                                                     ln
log10       Vector Base-10 Log                                                                      log10
macd        Moving Average Conv/Div                 short per,long per,signal per   12,26,9         macd,macd_signal,macd_histogram
marketfi    Market Facilitation Index                                                               marketfi
mass        Mass Index                              period                          5               mass
max         Maximum In Period                       period                          5               max
md          Mean Deviation Over Period              period                          5               md
medprice    Median Price                                                                            medprice
mfi         Money Flow Index                        period                          5               mfi
min         Minimum In Period                       period                          5               min
mom         Momentum                                period                          5               mom
msw         Mesa Sine Wave                          period                          5               msw_sine,msw_lead
mul         Vector Multiplication                                                                   mul
natr        Normalized Average True Range           period                          5               natr
nvi         Negative Volume Index                                                                   nvi
obv         On Balance Volume                                                                       obv
ppo         Percentage Price Oscillator             short period,long period        2,5             ppo
psar        Parabolic SAR                           accelfactor step,accel factor max    .2,2       psar
pvi         Positive Volume Index                                                                   pvi
qstick      Qstick                                  period                          5               qstick
roc         Rate of Change                          period                          5               roc
rocr        Rate of Change Ratio                    period                          5               rocr
round       Vector Round                                                                            round
rsi         Relative Strength Index                 period                          5               rsi
sin         Vector Sine                                                                             sin
sinh        Vector Hyperbolic Sine                                                                  sinh
sma         Simple Moving Average                   period                          5               sma
sqrt        Vector Square Root                                                                      sqrt
stddev      Standard Deviation Over Period          period                          5               stddev
stderr      Standard Error Over Period              period                          5               stderr
stoch       Stochastic Oscillator                   k per,k slowing per,d per       5,3,3           stoch_k,stoch_d
stochrsi    Stochastic RSI                          period                          5               stochrsi
sub         Vector Subtraction                                                                      sub
sum         Sum Over Period                         period                          5               sum
tan         Vector Tangent                                                                          tan
tanh        Vector Hyperbolic Tangent                                                               tanh
tema        Triple Exponential Moving Average       period                          5               tema
todeg       Vector Degree Conversion                                                                degrees
torad       Vector Radian Conversion                                                                radians
tr          True Range                                                                              tr
trima       Triangular Moving Average               period                          5               trima
trix        Trix                                    period                          5               trix
trunc       Vector Truncate                                                                         trunc
tsf         Time Series Forecast                    period                          5               tsf
typprice    Typical Price                                                                           typprice
ultosc      Ultimate Oscillator                     short per,med per,long per      2,3,5           ultosc
var         Variance Over Period                    period                          5               var
vhf         Vertical Horizontal Filter              period                          5               vhf
vidya       Variable Index Dynamic Average          short period,long period,alpha  2,5,.2          vidya
volatility  Annualized Historical Volatility        period                          5               volatility
vosc        Volume Oscillator                       short period,long period        2,5             vosc
vwma        Volume Weighted Moving Average          period                          5               vwma
wad         Williams Accumulation/Distribution                                                      wad
wcprice     Weighted Close Price                                                                    wcprice
wilders     Wilders Smoothing                       period                          5               wilders
willr       Williams %R    period
wma         Weighted Moving Average                 period                          5               wma
zlema       Zero-Lag Exponential Moving Average     period                          5               zlema


	range (str) – Timeframe to request e.g. 1m


	input1 (str) – input1 to technicals (see docs)


	input2 (str) – input2 to technicals (see docs)


	input3 (str) – input3 to technicals (see docs)


	input4 (str) – input4 to technicals (see docs)


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.stocks.shortInterest(symbol, date=None, token='', version='stable', filter='', format='json')[source]

	The consolidated market short interest positions in all IEX-listed securities are included in the IEX Short Interest Report.

The report data will be published daily at 4:00pm ET.

https://iexcloud.io/docs/api/#listed-short-interest-list-in-dev


	Parameters

	
	symbol (str) – Ticker to request


	date (datetime) – Effective Datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.stocks.shortInterestDF(symbol, date=None, token='', version='stable', filter='', format='json')[source]

	The consolidated market short interest positions in all IEX-listed securities are included in the IEX Short Interest Report.

The report data will be published daily at 4:00pm ET.

https://iexcloud.io/docs/api/#listed-short-interest-list-in-dev


	Parameters

	
	symbol (str) – Ticker to request


	date (datetime) – Effective Datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.stocks.threshold(date=None, token='', version='stable', filter='', format='json')[source]

	The following are IEX-listed securities that have an aggregate fail to deliver position for five consecutive settlement days at a registered clearing agency, totaling 10,000 shares or more and equal to at least 0.5% of the issuer’s total shares outstanding (i.e., “threshold securities”).
The report data will be published to the IEX website daily at 8:30 p.m. ET with data for that trading day.

https://iexcloud.io/docs/api/#listed-regulation-sho-threshold-securities-list-in-dev


	Parameters

	
	date (datetime) – Effective Datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.stocks.thresholdDF(date=None, token='', version='stable', filter='', format='json')[source]

	The following are IEX-listed securities that have an aggregate fail to deliver position for five consecutive settlement days at a registered clearing agency, totaling 10,000 shares or more and equal to at least 0.5% of the issuer’s total shares outstanding (i.e., “threshold securities”).
The report data will be published to the IEX website daily at 8:30 p.m. ET with data for that trading day.

https://iexcloud.io/docs/api/#listed-regulation-sho-threshold-securities-list-in-dev


	Parameters

	
	date (datetime) – Effective Datetime


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame










	
pyEX.stocks.timeseries.tenK(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)[source]

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.stocks.timeseries.tenQ(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)[source]

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.stocks.timeseries.timeSeries(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)[source]

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.stocks.timeseries.timeSeriesDF(id='', key='', subkey='', range=None, calendar=False, limit=1, subattribute='', dateField=None, from_=None, to_=None, on=None, last=0, first=0, token='', version='stable', filter='', format='json', **extra_params)[source]

	Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

https://iexcloud.io/docs/api/#time-series


	Parameters

	
	id (str) – ID used to identify a time series dataset.


	key (str) – Key used to identify data within a dataset. A common example is a symbol such as AAPL.


	subkey (str) – The optional subkey can used to further refine data for a particular key if available.


	range (str) – Returns data for a given range. Supported ranges described below.


	calendar (bool) – Used in conjunction with range to return data in the future.


	limit (int) – Limits the number of results returned. Defaults to 1.


	subattribute (str) – Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
/time-series/news?subattribute=source|WSJ
The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.


	dateField (str or datetime) – All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week


	from (str or datetime) – Returns data on or after the given from date. Format YYYY-MM-DD


	to (str or datetime) – Returns data on or before the given to date. Format YYYY-MM-DD


	on (str or datetime) – Returns data on the given date. Format YYYY-MM-DD


	last (int) – Returns the latest n number of records in the series


	first (int) – Returns the first n number of records in the series


	token (str) – Access token


	version (str) – API version


	filter (str) – filters: https://iexcloud.io/docs/api/#filter-results


	format (str) – return format, defaults to json






	Returns

	result



	Return type

	dict or DataFrame






	Date Ranges:

	





	today

	Returns data for today



	yesterday

	Returns data for yesterday



	ytd

	Returns data for the current year



	last-week

	Returns data for Sunday-Saturday last week



	last-month

	Returns data for the last month



	last-quarter

	Returns data for the last quarter



	d

	Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.



	w

	Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.



	m

	Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.



	q

	Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.



	y

	Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.



	tomorrow

	Calendar data for tomorrow. Requires calendar=true



	this-week

	Calendar data for Sunday-Saturday this week. Requires calendar=true



	this-month

	Calendar data for current month. Requires calendar=true



	this-quarter

	Calendar data for current quarter. Requires calendar=true



	next-week

	Calendar data for Sunday-Saturday next week. Requires calendar=true



	next-month

	Calendar data for next month. Requires calendar=true



	next-quarter

	Calendar data for next quarter. Requires calendar=true















	
pyEX.stocks.timeseries.timeSeriesInventory(token='', version='stable', filter='', format='json')[source]

	Get inventory of available time series endpoints
:returns: result (dict)






	
pyEX.stocks.timeseries.timeSeriesInventoryDF(token='', version='stable', filter='', format='json')[source]

	Get inventory of available time series endpoints
:returns: result (dict)
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class pyEX.streaming.cryptocurrency.CryptoSSE[source]

	An enumeration.






	
pyEX.streaming.cryptocurrency.cryptoBookSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	This returns a current snapshot of the book for a specified cryptocurrency. For REST, you will receive a current snapshot of the current book for the specific cryptocurrency. For SSE Streaming, you will get a full representation of the book updated as often as the book changes. Examples of each are below:

https://iexcloud.io/docs/api/#cryptocurrency-book


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.cryptocurrency.cryptoBookSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	This returns a current snapshot of the book for a specified cryptocurrency. For REST, you will receive a current snapshot of the current book for the specific cryptocurrency. For SSE Streaming, you will get a full representation of the book updated as often as the book changes. Examples of each are below:

https://iexcloud.io/docs/api/#cryptocurrency-book


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.cryptocurrency.cryptoEventsSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	This returns a streaming list of event updates such as new and canceled orders.

https://iexcloud.io/docs/api/#cryptocurrency-events


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.cryptocurrency.cryptoEventsSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	This returns a streaming list of event updates such as new and canceled orders.

https://iexcloud.io/docs/api/#cryptocurrency-events


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.cryptocurrency.cryptoQuotesSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	This returns the quote for a specified cryptocurrency. Quotes are available via REST and SSE Streaming.

https://iexcloud.io/docs/api/#cryptocurrency-quote


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.cryptocurrency.cryptoQuotesSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	This returns the quote for a specified cryptocurrency. Quotes are available via REST and SSE Streaming.

https://iexcloud.io/docs/api/#cryptocurrency-quote


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
class pyEX.streaming.fx.FXSSE[source]

	An enumeration.






	
pyEX.streaming.fx.forex1MinuteSSE(symbols=None, on_data=None, exit=None, token='', version='stable', name='forex')[source]

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.fx.forex1MinuteSSEAsync(symbols=None, exit=None, token='', version='stable', name='forex')[source]

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.fx.forex1SecondSSE(symbols=None, on_data=None, exit=None, token='', version='stable', name='forex')[source]

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.fx.forex1SecondSSEAsync(symbols=None, exit=None, token='', version='stable', name='forex')[source]

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.fx.forex5SecondSSE(symbols=None, on_data=None, exit=None, token='', version='stable', name='forex')[source]

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.fx.forex5SecondSSEAsync(symbols=None, exit=None, token='', version='stable', name='forex')[source]

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.fx.fxSSE(symbols=None, on_data=None, exit=None, token='', version='stable', name='forex')[source]

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.fx.fxSSEAsync(symbols=None, exit=None, token='', version='stable', name='forex')[source]

	This endpoint streams real-time foreign currency exchange rates.

https://iexcloud.io/docs/api/#forex-currencies


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.news.newsSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	Stream news

https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.news.newsSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	Stream news

https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sentiment.sentimentSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	Stream social sentiment

https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sentiment.sentimentSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	Stream social sentiment

https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
class pyEX.streaming.sse.DeepChannelsSSE[source]

	An enumeration.






	
pyEX.streaming.sse.iexAuctionSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	DEEP broadcasts an Auction Information Message every one second between the Lock-in Time and the auction match for Opening and Closing Auctions,
and during the Display Only Period for IPO, Halt, and Volatility Auctions. Only IEX listed securities are eligible for IEX Auctions.

https://iexcloud.io/docs/api/#deep-auction


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexAuctionSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	DEEP broadcasts an Auction Information Message every one second between the Lock-in Time and the auction match for Opening and Closing Auctions,
and during the Display Only Period for IPO, Halt, and Volatility Auctions. Only IEX listed securities are eligible for IEX Auctions.

https://iexcloud.io/docs/api/#deep-auction


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexBookSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	Book shows IEX’s bids and asks for given symbols.

https://iexcloud.io/docs/api/#deep-book


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexBookSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	Book shows IEX’s bids and asks for given symbols.

https://iexcloud.io/docs/api/#deep-book


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexDeepSSE(symbols=None, channels=None, on_data=None, exit=None, token='', version='stable')[source]

	DEEP is used to receive real-time depth of book quotations direct from IEX.
The depth of book quotations received via DEEP provide an aggregated size of resting displayed orders at a price and side,
and do not indicate the size or number of individual orders at any price level.
Non-displayed orders and non-displayed portions of reserve orders are not represented in DEEP.

DEEP also provides last trade price and size information. Trades resulting from either displayed or non-displayed orders matching on IEX will be reported. Routed executions will not be reported.

https://iexcloud.io/docs/api/#deep


	Parameters

	
	symbols (str) – Tickers to request


	channels (List[str]) – Deep channels to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexDeepSSEAsync(symbols=None, channels=None, exit=None, token='', version='stable')[source]

	DEEP is used to receive real-time depth of book quotations direct from IEX.
The depth of book quotations received via DEEP provide an aggregated size of resting displayed orders at a price and side,
and do not indicate the size or number of individual orders at any price level.
Non-displayed orders and non-displayed portions of reserve orders are not represented in DEEP.

DEEP also provides last trade price and size information. Trades resulting from either displayed or non-displayed orders matching on IEX will be reported. Routed executions will not be reported.

https://iexcloud.io/docs/api/#deep


	Parameters

	
	symbols (str) – Tickers to request


	channels (List[str]) – Deep channels to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexLastSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	Last provides trade data for executions on IEX. It is a near real time, intraday API that provides IEX last sale price, size and time.
Last is ideal for developers that need a lightweight stock quote.

https://iexcloud.io/docs/api/#last


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexLastSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	Last provides trade data for executions on IEX. It is a near real time, intraday API that provides IEX last sale price, size and time.
Last is ideal for developers that need a lightweight stock quote.

https://iexcloud.io/docs/api/#last


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexOfficialPriceSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	The Official Price message is used to disseminate the IEX Official Opening and Closing Prices.

These messages will be provided only for IEX Listed Securities.

https://iexcloud.io/docs/api/#deep-official-price


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexOfficialPriceSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	The Official Price message is used to disseminate the IEX Official Opening and Closing Prices.

These messages will be provided only for IEX Listed Securities.

https://iexcloud.io/docs/api/#deep-official-price


	Parameters

	
	symbols (str) – Tickers to request


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexOpHaltStatusSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	The Exchange may suspend trading of one or more securities on IEX for operational reasons and indicates such operational halt using the Operational halt status message.

IEX disseminates a full pre-market spin of Operational halt status messages indicating the operational halt status of all securities.
In the spin, IEX will send out an Operational Halt Message with “N” (Not operationally halted on IEX) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System at the start of the Pre-Market Session.

After the pre-market spin, IEX will use the Operational halt status message to relay changes in operational halt status for an individual security.

https://iexcloud.io/docs/api/#deep-operational-halt-status


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexOpHaltStatusSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	The Exchange may suspend trading of one or more securities on IEX for operational reasons and indicates such operational halt using the Operational halt status message.

IEX disseminates a full pre-market spin of Operational halt status messages indicating the operational halt status of all securities.
In the spin, IEX will send out an Operational Halt Message with “N” (Not operationally halted on IEX) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System at the start of the Pre-Market Session.

After the pre-market spin, IEX will use the Operational halt status message to relay changes in operational halt status for an individual security.

https://iexcloud.io/docs/api/#deep-operational-halt-status


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexSecurityEventSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	The Security event message is used to indicate events that apply to a security. A Security event message will be sent whenever such event occurs

https://iexcloud.io/docs/api/#deep-security-event


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexSecurityEventSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	The Security event message is used to indicate events that apply to a security. A Security event message will be sent whenever such event occurs

https://iexcloud.io/docs/api/#deep-security-event


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexSsrStatusSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	In association with Rule 201 of Regulation SHO, the Short Sale Price Test Message is used to indicate when a short sale price test restriction is in effect for a security.

IEX disseminates a full pre-market spin of Short sale price test status messages indicating the Rule 201 status of all securities. After the pre-market spin, IEX will use the Short sale price test status message in the event of an intraday status change.

The IEX Trading System will process orders based on the latest short sale price test restriction status.

https://iexcloud.io/docs/api/#deep-short-sale-price-test-status


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexSsrStatusSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	In association with Rule 201 of Regulation SHO, the Short Sale Price Test Message is used to indicate when a short sale price test restriction is in effect for a security.

IEX disseminates a full pre-market spin of Short sale price test status messages indicating the Rule 201 status of all securities. After the pre-market spin, IEX will use the Short sale price test status message in the event of an intraday status change.

The IEX Trading System will process orders based on the latest short sale price test restriction status.

https://iexcloud.io/docs/api/#deep-short-sale-price-test-status


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexSystemEventSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	The System event message is used to indicate events that apply to the market or the data feed.

There will be a single message disseminated per channel for each System Event type within a given trading session.

https://iexcloud.io/docs/api/#deep-system-event


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexSystemEventSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	The System event message is used to indicate events that apply to the market or the data feed.

There will be a single message disseminated per channel for each System Event type within a given trading session.

https://iexcloud.io/docs/api/#deep-system-event


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexTopsSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	TOPS provides IEX’s aggregated best quoted bid and offer position in near real time for all securities on IEX’s displayed limit order book.
TOPS is ideal for developers needing both quote and trade data.

https://iexcloud.io/docs/api/#tops


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexTopsSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	TOPS provides IEX’s aggregated best quoted bid and offer position in near real time for all securities on IEX’s displayed limit order book.
TOPS is ideal for developers needing both quote and trade data.

https://iexcloud.io/docs/api/#tops


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexTradeBreaksSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

https://iexcloud.io/docs/api/#deep-trades


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexTradeBreaksSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

https://iexcloud.io/docs/api/#deep-trades


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexTradesSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

https://iexcloud.io/docs/api/#deep-trades


	Parameters

	
	symbols (str) – Tickers to request


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexTradesSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

https://iexcloud.io/docs/api/#deep-trades


	Parameters

	
	symbols (str) – Tickers to request


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.sse.iexTradingStatusSSE(symbols=None, on_data=None, exit=None, token='', version='stable')[source]

	The Trading status message is used to indicate the current trading status of a security.
For IEX-listed securities, IEX acts as the primary market and has the authority to institute a trading halt or trading pause in a security due to news dissemination or regulatory reasons.
For non-IEX-listed securities, IEX abides by any regulatory trading halts and trading pauses instituted by the primary or listing market, as applicable.


IEX disseminates a full pre-market spin of Trading status messages indicating the trading status of all securities.




In the spin, IEX will send out a Trading status message with “T” (Trading) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System.


After the pre-market spin, IEX will use the Trading status message to relay changes in trading status for an individual security. Messages will be sent when a security is:

Halted
Paused*
Released into an Order Acceptance Period*
Released for trading
*The paused and released into an Order Acceptance Period status will be disseminated for IEX-listed securities only. Trading pauses on non-IEX-listed securities will be treated simply as a halt.

https://iexcloud.io/docs/api/#deep-trading-status


	Args:

	symbols (str): Tickers to request
on_data (function): Callback on data
exit (Event): Trigger to exit
token (str): Access token
version (str): API version













	
pyEX.streaming.sse.iexTradingStatusSSEAsync(symbols=None, exit=None, token='', version='stable')[source]

	The Trading status message is used to indicate the current trading status of a security.
For IEX-listed securities, IEX acts as the primary market and has the authority to institute a trading halt or trading pause in a security due to news dissemination or regulatory reasons.
For non-IEX-listed securities, IEX abides by any regulatory trading halts and trading pauses instituted by the primary or listing market, as applicable.


IEX disseminates a full pre-market spin of Trading status messages indicating the trading status of all securities.




In the spin, IEX will send out a Trading status message with “T” (Trading) for all securities that are eligible for trading at the start of the Pre-Market Session.
If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System.


After the pre-market spin, IEX will use the Trading status message to relay changes in trading status for an individual security. Messages will be sent when a security is:

Halted
Paused*
Released into an Order Acceptance Period*
Released for trading
*The paused and released into an Order Acceptance Period status will be disseminated for IEX-listed securities only. Trading pauses on non-IEX-listed securities will be treated simply as a halt.

https://iexcloud.io/docs/api/#deep-trading-status


	Args:

	symbols (str): Tickers to request
token (str): Access token
exit (Event): Trigger to exit
version (str): API version













	
class pyEX.streaming.stock.StockSSE[source]

	An enumeration.






	
pyEX.streaming.stock.stocksUS1MinuteSSE(symbols=None, on_data=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUS1MinuteSSEAsync(symbols=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUS1SecondSSE(symbols=None, on_data=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUS1SecondSSEAsync(symbols=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUS5SecondSSE(symbols=None, on_data=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUS5SecondSSEAsync(symbols=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUSNoUTP1MinuteSSE(symbols=None, on_data=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUSNoUTP1MinuteSSEAsync(symbols=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUSNoUTP1SecondSSE(symbols=None, on_data=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUSNoUTP1SecondSSEAsync(symbols=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUSNoUTP5SecondSSE(symbols=None, on_data=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUSNoUTP5SecondSSEAsync(symbols=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUSNoUTPSSE(symbols=None, on_data=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUSNoUTPSSEAsync(symbols=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUSSSE(symbols=None, on_data=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	on_data (function) – Callback on data


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
pyEX.streaming.stock.stocksUSSSEAsync(symbols=None, exit=None, token='', version='stable', name='')[source]

	https://iexcloud.io/docs/api/#sse-streaming


	Parameters

	
	symbols (str) – Tickers to request, if None then firehose


	exit (Event) – Trigger to exit


	token (str) – Access token


	version (str) – API version













	
class pyEX.streaming.ws.DeepChannels[source]

	An enumeration.






	
pyEX.streaming.ws.auctionWS(symbols=None, on_data=None)[source]

	https://iextrading.com/developer/docs/#auction


Deprecated since version Deprecated:: Use SSE for IEX Cloud








	
pyEX.streaming.ws.bookWS(symbols=None, on_data=None)[source]

	https://iextrading.com/developer/docs/#book51


Deprecated since version Deprecated:: Use SSE for IEX Cloud








	
pyEX.streaming.ws.deepWS(symbols=None, channels=None, on_data=None)[source]

	https://iextrading.com/developer/docs/#deep


Deprecated since version Deprecated:: Use SSE for IEX Cloud








	
pyEX.streaming.ws.lastWS(symbols=None, on_data=None)[source]

	https://iextrading.com/developer/docs/#last


Deprecated since version Deprecated:: Use SSE for IEX Cloud








	
pyEX.streaming.ws.officialPriceWS(symbols=None, on_data=None)[source]

	https://iextrading.com/developer/docs/#official-price


Deprecated since version Deprecated:: Use SSE for IEX Cloud








	
pyEX.streaming.ws.opHaltStatusWS(symbols=None, on_data=None)[source]

	https://iextrading.com/developer/docs/#operational-halt-status


Deprecated since version Deprecated:: Use SSE for IEX Cloud








	
pyEX.streaming.ws.securityEventWS(symbols=None, on_data=None)[source]

	https://iextrading.com/developer/docs/#security-event


Deprecated since version Deprecated:: Use SSE for IEX Cloud








	
pyEX.streaming.ws.ssrStatusWS(symbols=None, on_data=None)[source]

	https://iextrading.com/developer/docs/#short-sale-price-test-status


Deprecated since version Deprecated:: Use SSE for IEX Cloud








	
pyEX.streaming.ws.systemEventWS(on_data=None)[source]

	https://iextrading.com/developer/docs/#system-event


Deprecated since version Deprecated:: Use SSE for IEX Cloud








	
pyEX.streaming.ws.topsWS(symbols=None, on_data=None)[source]

	https://iextrading.com/developer/docs/#tops


Deprecated since version Deprecated:: Use SSE for IEX Cloud








	
pyEX.streaming.ws.tradeBreakWS(symbols=None, on_data=None)[source]

	https://iextrading.com/developer/docs/#trade-break


Deprecated since version Deprecated:: Use SSE for IEX Cloud








	
pyEX.streaming.ws.tradesWS(symbols=None, on_data=None)[source]

	https://iextrading.com/developer/docs/#trades


Deprecated since version Deprecated:: Use SSE for IEX Cloud








	
pyEX.streaming.ws.tradingStatusWS(symbols=None, on_data=None)[source]

	https://iextrading.com/developer/docs/#trading-status


Deprecated since version Deprecated:: Use SSE for IEX Cloud
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pyEX.studies.technicals.cycle.ht_dcperiod(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Hilbert Transform - Dominant Cycle Period
for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.cycle.ht_dcphase(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Hilbert Transform - Dominant Cycle Phase
for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.cycle.ht_phasor(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Hilbert Transform - Phasor Components
for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.cycle.ht_sine(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Hilbert Transform - SineWave
for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.cycle.ht_trendmode(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Hilbert Transform - Trend vs Cycle Mode
for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.acos(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Trigonometric ACos
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.add(client, symbol, timeframe='6m', col1='open', col2='close')[source]

	This will return a dataframe of
Vector Arithmetic Add
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col1 (string) – 


	col2 (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.asin(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Trigonometric ASin
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.atan(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Trigonometric ATan
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.ceil(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Ceil
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.cos(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Trigonometric Cos
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.cosh(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Trigonometric Cosh
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.div(client, symbol, timeframe='6m', col1='open', col2='close')[source]

	This will return a dataframe of
Vector Arithmetic Div
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col1 (string) – 


	col2 (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.exp(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Arithmetic Exp
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.floor(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Floor
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.ln(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Log Natural
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.log10(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Log10
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.max(client, symbol, timeframe='6m', col='close', period=30)[source]

	This will return a dataframe of
Highest value over a specified period
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.maxindex(client, symbol, timeframe='6m', col='close', period=30)[source]

	This will return a dataframe of
Highest value over a specified period
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.min(client, symbol, timeframe='6m', col='close', period=30)[source]

	This will return a dataframe of
Lowest value over a specified period
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.minindex(client, symbol, timeframe='6m', col='close', period=30)[source]

	This will return a dataframe of
Lowest value over a specified period
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.minmax(client, symbol, timeframe='6m', col='close', period=30)[source]

	This will return a dataframe of
Lowest and highest values over a specified period
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.minmaxindex(client, symbol, timeframe='6m', col='close', period=30)[source]

	This will return a dataframe of
Indexes of lowest and highest values over a specified period
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.mult(client, symbol, timeframe='6m', col1='open', col2='close')[source]

	This will return a dataframe of
Vector Arithmetic Add
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col1 (string) – 


	col2 (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.sin(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Trigonometric SIN
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.sinh(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Trigonometric Sinh
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.sqrt(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Square Root
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.sub(client, symbol, timeframe='6m', col1='open', col2='close')[source]

	This will return a dataframe of
Vector Arithmetic Add
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col1 (string) – 


	col2 (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.sum(client, symbol, timeframe='6m', col='close', period=30)[source]

	This will return a dataframe of
Summation
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.tan(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Trigonometric Tan
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.math.tanh(client, symbol, timeframe='6m', col='close')[source]

	This will return a dataframe of
Vector Trigonometric Tanh
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.adx(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)[source]

	This will return a dataframe of average directional movement index for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.adxr(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)[source]

	This will return a dataframe of average directional movement index rating for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.apo(client, symbol, timeframe='6m', col='close', fastperiod=12, slowperiod=26, matype=0)[source]

	This will return a dataframe of Absolute Price Oscillator for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	fastperiod (int) – fast period to calculate across


	slowperiod (int) – slow period to calculate across


	matype (int) – moving average type (0-sma)






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.aroon(client, symbol, timeframe='6m', highcol='high', lowcol='low', period=14)[source]

	This will return a dataframe of
Aroon
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.aroonosc(client, symbol, timeframe='6m', highcol='high', lowcol='low', period=14)[source]

	This will return a dataframe of
Aroon Oscillator
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.bop(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', volumecol='volume')[source]

	This will return a dataframe of
Balance of power
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	volumecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.cci(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)[source]

	This will return a dataframe of
Commodity Channel Index
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.cmo(client, symbol, timeframe='6m', col='close', period=14)[source]

	This will return a dataframe of
Chande Momentum Oscillator
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.dx(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)[source]

	This will return a dataframe of
Directional Movement Index
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.macd(client, symbol, timeframe='6m', col='close', fastperiod=12, slowperiod=26, signalperiod=9)[source]

	This will return a dataframe of Moving Average Convergence/Divergence for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	fastperiod (int) – fast period to calculate across


	slowperiod (int) – slow period to calculate across


	signalperiod (int) – macd signal period






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.macdext(client, symbol, timeframe='6m', col='close', fastperiod=12, fastmatype=0, slowperiod=26, slowmatype=0, signalperiod=9, signalmatype=0)[source]

	This will return a dataframe of Moving Average Convergence/Divergence for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	fastperiod (int) – fast period to calculate across


	fastmatype (int) – moving average type (0-sma)


	slowperiod (int) – slow period to calculate across


	slowmatype (int) – moving average type (0-sma)


	signalperiod (int) – macd signal period


	signalmatype (int) – moving average type (0-sma)






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.mfi(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', volumecol='volume', period=14)[source]

	This will return a dataframe of
Money Flow Index
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.minus_di(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)[source]

	This will return a dataframe of
Minus Directional Indicator
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.minus_dm(client, symbol, timeframe='6m', highcol='high', lowcol='low', period=14)[source]

	This will return a dataframe of
Minus Directional Movement
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.mom(client, symbol, timeframe='6m', col='close', period=14)[source]

	This will return a dataframe of
Momentum
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.plus_di(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)[source]

	This will return a dataframe of
Plus Directional Movement
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.plus_dm(client, symbol, timeframe='6m', highcol='high', lowcol='low', period=14)[source]

	This will return a dataframe of
Plus Directional Movement
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.ppo(client, symbol, timeframe='6m', col='close', fastperiod=12, slowperiod=26, matype=0)[source]

	This will return a dataframe of Percentage Price Oscillator for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	fastperiod (int) – fast period to calculate across


	slowperiod (int) – slow period to calculate across


	matype (int) – moving average type (0-sma)






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.roc(client, symbol, timeframe='6m', col='close', period=14)[source]

	This will return a dataframe of
Rate of change: ((price/prevPrice)-1)*100
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.rocp(client, symbol, timeframe='6m', col='close', period=14)[source]

	This will return a dataframe of
Rate of change Percentage: (price-prevPrice)/prevPrice
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.rocr(client, symbol, timeframe='6m', col='close', period=14)[source]

	This will return a dataframe of
Rate of change ratio: (price/prevPrice)
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.rocr100(client, symbol, timeframe='6m', col='close', period=14)[source]

	This will return a dataframe of
Rate of change ratio 100 scale: (price/prevPrice)*100
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.rsi(client, symbol, timeframe='6m', col='close', period=14)[source]

	This will return a dataframe of
Relative Strength Index
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.stoch(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', fastk_period=5, slowk_period=3, slowk_matype=0, slowd_period=3, slowd_matype=0)[source]

	This will return a dataframe of
Stochastic
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	fastk_period (int) – fastk_period


	slowk_period (int) – slowk_period


	slowk_matype (int) – slowk_matype


	slowd_period (int) – slowd_period


	slowd_matype (int) – slowd_matype






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.stochf(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', fastk_period=5, slowk_period=3, slowk_matype=0, slowd_period=3, slowd_matype=0)[source]

	This will return a dataframe of
Stochastic Fast
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	fastk_period (int) – fastk_period


	slowk_period (int) – slowk_period


	slowk_matype (int) – slowk_matype


	slowd_period (int) – slowd_period


	slowd_matype (int) – slowd_matype






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.stochrsi(client, symbol, timeframe='6m', closecol='close', period=14, fastk_period=5, fastd_period=3, fastd_matype=0)[source]

	This will return a dataframe of
Stochastic Relative Strength Index
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate across


	fastk_period (int) – fastk_period


	fastd_period (int) – fastd_period


	fastd_matype (int) – moving average type (0-sma)






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.trix(client, symbol, timeframe='6m', col='close', period=14)[source]

	This will return a dataframe of
1-day Rate-Of-Change(ROC) of a Triple Smooth EMA
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	col (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.ultosc(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period1=7, period2=14, period3=28)[source]

	This will return a dataframe of
Ultimate Oscillator
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period1 (int) – period to calculate across


	period2 (int) – period to calculate across


	period3 (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.momentum.willr(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)[source]

	This will return a dataframe of
Williams’ % R
for the given symbol across the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.bollinger(client, symbol, timeframe='6m', col='close', period=2)[source]

	This will return a dataframe of bollinger bands for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.dema(client, symbol, timeframe='6m', col='close', periods=None)[source]

	
	This will return a dataframe of double exponential moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.ema(client, symbol, timeframe='6m', col='close', periods=None)[source]

	
	This will return a dataframe of exponential moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.ht_trendline(client, symbol, timeframe='6m', col='close')[source]

	
	This will return a dataframe of hilbert trendline

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.kama(client, symbol, timeframe='6m', col='close', period=30)[source]

	
	This will return a dataframe of kaufman adaptive moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.mama(client, symbol, timeframe='6m', col='close', fastlimit=0, slowlimit=0)[source]

	
	This will return a dataframe of mesa adaptive moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	fastlimit (int) – 


	slowlimit (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.mavp(client, symbol, timeframe='6m', col='close', periods=None, minperiod=2, maxperiod=30, matype=0)[source]

	
	This will return a dataframe of moving average with variable period

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 


	minperiod (int) – 


	maxperiod (int) – 


	matype (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.midpice(client, symbol, timeframe='6m', col='close', period=14)[source]

	
	This will return a dataframe of midprice over period

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.midpoint(client, symbol, timeframe='6m', col='close', period=14)[source]

	
	This will return a dataframe of midpoint over period

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	period (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.sar(client, symbol, timeframe='6m', highcol='high', lowcol='low', acceleration=0, maximum=0)[source]

	
	This will return a dataframe of parabolic sar

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	highcol (string) – 


	lowcol (string) – 


	acceleration (int) – 


	maximum (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.sarext(client, symbol, timeframe='6m', highcol='high', lowcol='low', startvalue=0, offsetonreverse=0, accelerationinitlong=0, accelerationlong=0, accelerationmaxlong=0, accelerationinitshort=0, accelerationshort=0, accelerationmaxshort=0)[source]

	
	This will return a dataframe of parabolic sar extended

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	highcol (string) – 


	lowcol (string) – 


	startvalue (int) – 


	offsetonreverse (int) – 


	accelerationinitlong (int) – 


	accelerationlong (int) – 


	accelerationmaxlong (int) – 


	accelerationinitshort (int) – 


	accelerationshort (int) – 


	accelerationmaxshort (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.sma(client, symbol, timeframe='6m', col='close', periods=None)[source]

	
	This will return a dataframe of exponential moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.t3(client, symbol, timeframe='6m', col='close', periods=None, vfactor=0)[source]

	
	This will return a dataframe of tripple exponential moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 


	vfactor (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.tema(client, symbol, timeframe='6m', col='close', periods=None)[source]

	
	This will return a dataframe of triple exponential moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.trima(client, symbol, timeframe='6m', col='close', periods=None)[source]

	
	This will return a dataframe of triangular moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.overlap.wma(client, symbol, timeframe='6m', col='close', periods=None)[source]

	
	This will return a dataframe of weighted moving average

	for the given symbol across the given timeframe






	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 


	col (string) – 


	periods (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdl2crows(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of Two crows for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdl3blackcrows(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of 3 black crows for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdl3inside(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of 3 inside up/down for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdl3linestrike(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of 3 line strike for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdl3outside(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of 3 outside for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdl3starsinsouth(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of 3 stars in south for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdl3whitesoldiers(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of 3 white soldiers for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlabandonedbaby(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of abandoned baby for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdladvanceblock(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of advance block for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlbelthold(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of belt hold for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlbreakaway(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of breakaway for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlclosingmarubozu(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of closing maru bozu for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlconcealbabyswallow(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of conceal baby swallow for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlcounterattack(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of counterattack for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdldarkcloudcover(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close', penetration=0)[source]

	This will return a dataframe of dark cloud cover for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	penetration (int) – penetration






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdldoji(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of doji for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdldojistar(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of doji star for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdldragonflydoji(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of dragonfly doji for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlengulfing(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of engulfing for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdleveningdojistar(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close', penetration=0)[source]

	This will return a dataframe of evening doji star for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	penetration (int) – penetration






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdleveningstar(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close', penetration=0)[source]

	This will return a dataframe of evening star for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	penetration (int) – penetration






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlgapsidesidewhite(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of up.down-gap side-by-side white lines for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlgravestonedoji(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of gravestone doji for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlhammer(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of hammer for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlhangingman(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of hanging man for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlharami(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of harami for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlharamicross(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of harami cross for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlhighwave(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of high-wave candle for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlhikkake(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of hikkake pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlhikkakemod(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of modified hikkake pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlhomingpigeon(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of homing pigeon for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlidentical3crows(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of identical three crows for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlinneck(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of in-neck pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlinvertedhammer(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of inverted hammer for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlkicking(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of kicking for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlkickingbylength(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of kicking bull/bear determing by the longer marubozu for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlladderbottom(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of ladder bottom for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdllongleggeddoji(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of long legged doji for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdllongline(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of long line candle for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlmarubozu(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of marubozu for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlmatchinglow(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of matching low for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlmathold(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close', penetration=0)[source]

	This will return a dataframe of mat hold for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	penetration (int) – penetration






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlmorningdojistar(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close', penetration=0)[source]

	This will return a dataframe of morning doji star for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	penetration (int) – penetration






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlmorningstar(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close', penetration=0)[source]

	This will return a dataframe of morning star for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	penetration (int) – penetration






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlonneck(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of on-neck pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlpiercing(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of piercing pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlrickshawman(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of rickshaw man for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlrisefall3methods(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of rising/falling three methods for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlseparatinglines(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of separating lines for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlshootingstar(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of shooting star for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlshortline(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of short line candle for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlspinningtop(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of spinning top for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlstalledpattern(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of stalled pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlsticksandwich(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of stick sandwich for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdltakuri(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of takuri dragonfly doji with very long lower shadow for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdltasukigap(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of tasuki gap for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlthrusting(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of thrusting pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdltristar(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of tristar pattern for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlunique3river(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of unique 3 river for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlupsidegap2crows(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of upside gap two crows for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.pattern.cdlxsidegap3methods(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of upside/downside gap three methods for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.price.avgprice(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of average price for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	opencol (string) – column to use to calculate


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.price.medprice(client, symbol, timeframe='6m', highcol='high', lowcol='low')[source]

	This will return a dataframe of median price for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.price.typprice(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of typical price for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.price.wclprice(client, symbol, timeframe='6m', opencol='open', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of weighted close price for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.statistic.beta(client, symbol, timeframe='6m', highcol='high', lowcol='low', period=14)[source]

	This will return a dataframe of beta for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.statistic.correl(client, symbol, timeframe='6m', highcol='high', lowcol='low', period=14)[source]

	This will return a dataframe of Pearson’s Correlation Coefficient(r) for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.statistic.linearreg(client, symbol, timeframe='6m', closecol='close', period=14)[source]

	This will return a dataframe of linear regression for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.statistic.linearreg_angle(client, symbol, timeframe='6m', closecol='close', period=14)[source]

	This will return a dataframe of linear regression angle for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.statistic.linearreg_intercept(client, symbol, timeframe='6m', closecol='close', period=14)[source]

	This will return a dataframe of linear regression intercept for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.statistic.linearreg_slope(client, symbol, timeframe='6m', closecol='close', period=14)[source]

	This will return a dataframe of linear regression slope for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.statistic.stddev(client, symbol, timeframe='6m', closecol='close', period=14, nbdev=1)[source]

	This will return a dataframe of standard deviation for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across


	nbdev (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.statistic.tsf(client, symbol, timeframe='6m', closecol='close', period=14, nbdev=1)[source]

	This will return a dataframe of standard deviation for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.statistic.var(client, symbol, timeframe='6m', closecol='close', period=14, nbdev=1)[source]

	This will return a dataframe of var for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	period (int) – period to calculate adx across


	nbdev (int) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.volatility.atr(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)[source]

	This will return a dataframe of average true range for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – time period to calculate over






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.volatility.natr(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', period=14)[source]

	This will return a dataframe of normalized average true range for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	period (int) – time period to calculate over






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.volatility.trange(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close')[source]

	This will return a dataframe of true range for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.volume.ad(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', volumecol='volume')[source]

	This will return a dataframe of Chaikin A/D Line for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	volumecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.volume.adosc(client, symbol, timeframe='6m', highcol='high', lowcol='low', closecol='close', volumecol='volume', fastperiod=3, slowperiod=10)[source]

	This will return a dataframe of Chaikin A/D Oscillator for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	highcol (string) – column to use to calculate


	lowcol (string) – column to use to calculate


	closecol (string) – column to use to calculate


	volumecol (string) – column to use to calculate


	fastperiod (int) – fast period to calculate across


	slowperiod (int) – slow period to calculate across






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.technicals.volume.obv(client, symbol, timeframe='6m', closecol='close', volumecol='volume')[source]

	This will return a dataframe of On Balance Volume for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – Client


	symbol (string) – Ticker


	timeframe (string) – timeframe to use, for pyEX.chart


	closecol (string) – column to use to calculate


	volumecol (string) – column to use to calculate






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.peercorrelation.peerCorrelation(client, symbol, timeframe='6m')[source]

	This will return a dataframe of peer correlations for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.peercorrelation.peerCorrelationPlot(client, symbol, timeframe='6m')[source]

	This will plot a dataframe of peer correlations for the given symbol across
the given timeframe


	Parameters

	
	client (pyEX.Client) – 


	symbol (string) – 


	timeframe (string) – 






	Returns

	result



	Return type

	DataFrame










	
pyEX.studies.utils.tolist(val)[source]
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A


  	
      	accountingQualityAndRiskMatrixAuditAnalytics() (in module pyEX.premium)


      	accountingQualityAndRiskMatrixAuditAnalyticsDF() (in module pyEX.premium)


      	acos() (in module pyEX.studies.technicals.math)


      	ad() (in module pyEX.studies.technicals.volume)


      	add() (in module pyEX.studies.technicals.math)


      	adosc() (in module pyEX.studies.technicals.volume)


      	adx() (in module pyEX.studies.technicals.momentum)


      	adxr() (in module pyEX.studies.technicals.momentum)


  

  	
      	analystDaysWallStreetHorizon() (in module pyEX.premium)


      	analystDaysWallStreetHorizonDF() (in module pyEX.premium)


      	apo() (in module pyEX.studies.technicals.momentum)


      	aroon() (in module pyEX.studies.technicals.momentum)


      	aroonosc() (in module pyEX.studies.technicals.momentum)


      	asin() (in module pyEX.studies.technicals.math)


      	atan() (in module pyEX.studies.technicals.math)


      	atr() (in module pyEX.studies.technicals.volatility)


      	avgprice() (in module pyEX.studies.technicals.price)


  





B


  	
      	beta() (in module pyEX.studies.technicals.statistic)


      	boardOfDirectorsMeetingWallStreetHorizon() (in module pyEX.premium)


      	boardOfDirectorsMeetingWallStreetHorizonDF() (in module pyEX.premium)


      	bollinger() (in module pyEX.studies.technicals.overlap)


  

  	
      	bop() (in module pyEX.studies.technicals.momentum)


      	businessUpdatesWallStreetHorizon() (in module pyEX.premium)


      	businessUpdatesWallStreetHorizonDF() (in module pyEX.premium)


      	buybacksWallStreetHorizon() (in module pyEX.premium)


      	buybacksWallStreetHorizonDF() (in module pyEX.premium)


  





C


  	
      	cam1ExtractAlpha() (in module pyEX.premium)


      	cam1ExtractAlphaDF() (in module pyEX.premium)


      	capitalMarketsDayWallStreetHorizon() (in module pyEX.premium)


      	capitalMarketsDayWallStreetHorizonDF() (in module pyEX.premium)


      	cci() (in module pyEX.studies.technicals.momentum)


      	cdl2crows() (in module pyEX.studies.technicals.pattern)


      	cdl3blackcrows() (in module pyEX.studies.technicals.pattern)


      	cdl3inside() (in module pyEX.studies.technicals.pattern)


      	cdl3linestrike() (in module pyEX.studies.technicals.pattern)


      	cdl3outside() (in module pyEX.studies.technicals.pattern)


      	cdl3starsinsouth() (in module pyEX.studies.technicals.pattern)


      	cdl3whitesoldiers() (in module pyEX.studies.technicals.pattern)


      	cdlabandonedbaby() (in module pyEX.studies.technicals.pattern)


      	cdladvanceblock() (in module pyEX.studies.technicals.pattern)


      	cdlbelthold() (in module pyEX.studies.technicals.pattern)


      	cdlbreakaway() (in module pyEX.studies.technicals.pattern)


      	cdlclosingmarubozu() (in module pyEX.studies.technicals.pattern)


      	cdlconcealbabyswallow() (in module pyEX.studies.technicals.pattern)


      	cdlcounterattack() (in module pyEX.studies.technicals.pattern)


      	cdldarkcloudcover() (in module pyEX.studies.technicals.pattern)


      	cdldoji() (in module pyEX.studies.technicals.pattern)


      	cdldojistar() (in module pyEX.studies.technicals.pattern)


      	cdldragonflydoji() (in module pyEX.studies.technicals.pattern)


      	cdlengulfing() (in module pyEX.studies.technicals.pattern)


      	cdleveningdojistar() (in module pyEX.studies.technicals.pattern)


      	cdleveningstar() (in module pyEX.studies.technicals.pattern)


      	cdlgapsidesidewhite() (in module pyEX.studies.technicals.pattern)


      	cdlgravestonedoji() (in module pyEX.studies.technicals.pattern)


      	cdlhammer() (in module pyEX.studies.technicals.pattern)


      	cdlhangingman() (in module pyEX.studies.technicals.pattern)


      	cdlharami() (in module pyEX.studies.technicals.pattern)


      	cdlharamicross() (in module pyEX.studies.technicals.pattern)


      	cdlhighwave() (in module pyEX.studies.technicals.pattern)


      	cdlhikkake() (in module pyEX.studies.technicals.pattern)


      	cdlhikkakemod() (in module pyEX.studies.technicals.pattern)


      	cdlhomingpigeon() (in module pyEX.studies.technicals.pattern)


  

  	
      	cdlidentical3crows() (in module pyEX.studies.technicals.pattern)


      	cdlinneck() (in module pyEX.studies.technicals.pattern)


      	cdlinvertedhammer() (in module pyEX.studies.technicals.pattern)


      	cdlkicking() (in module pyEX.studies.technicals.pattern)


      	cdlkickingbylength() (in module pyEX.studies.technicals.pattern)


      	cdlladderbottom() (in module pyEX.studies.technicals.pattern)


      	cdllongleggeddoji() (in module pyEX.studies.technicals.pattern)


      	cdllongline() (in module pyEX.studies.technicals.pattern)


      	cdlmarubozu() (in module pyEX.studies.technicals.pattern)


      	cdlmatchinglow() (in module pyEX.studies.technicals.pattern)


      	cdlmathold() (in module pyEX.studies.technicals.pattern)


      	cdlmorningdojistar() (in module pyEX.studies.technicals.pattern)


      	cdlmorningstar() (in module pyEX.studies.technicals.pattern)


      	cdlonneck() (in module pyEX.studies.technicals.pattern)


      	cdlpiercing() (in module pyEX.studies.technicals.pattern)


      	cdlrickshawman() (in module pyEX.studies.technicals.pattern)


      	cdlrisefall3methods() (in module pyEX.studies.technicals.pattern)


      	cdlseparatinglines() (in module pyEX.studies.technicals.pattern)


      	cdlshootingstar() (in module pyEX.studies.technicals.pattern)


      	cdlshortline() (in module pyEX.studies.technicals.pattern)


      	cdlspinningtop() (in module pyEX.studies.technicals.pattern)


      	cdlstalledpattern() (in module pyEX.studies.technicals.pattern)


      	cdlsticksandwich() (in module pyEX.studies.technicals.pattern)


      	cdltakuri() (in module pyEX.studies.technicals.pattern)


      	cdltasukigap() (in module pyEX.studies.technicals.pattern)


      	cdlthrusting() (in module pyEX.studies.technicals.pattern)


      	cdltristar() (in module pyEX.studies.technicals.pattern)


      	cdlunique3river() (in module pyEX.studies.technicals.pattern)


      	cdlupsidegap2crows() (in module pyEX.studies.technicals.pattern)


      	cdlxsidegap3methods() (in module pyEX.studies.technicals.pattern)


      	ceil() (in module pyEX.studies.technicals.math)


      	cmo() (in module pyEX.studies.technicals.momentum)


      	companyTravelWallStreetHorizon() (in module pyEX.premium)


      	companyTravelWallStreetHorizonDF() (in module pyEX.premium)


      	correl() (in module pyEX.studies.technicals.statistic)


      	cos() (in module pyEX.studies.technicals.math)


      	cosh() (in module pyEX.studies.technicals.math)


  





D


  	
      	dema() (in module pyEX.studies.technicals.overlap)


      	directorAndOfficerChangesAuditAnalytics() (in module pyEX.premium)


      	directorAndOfficerChangesAuditAnalyticsDF() (in module pyEX.premium)


      	div() (in module pyEX.studies.technicals.math)


  

  	
      	download() (in module pyEX.premium)


      	downloadReportNewConstructs() (in module pyEX.premium)


      	downloadStockResearchReportValuEngine() (in module pyEX.premium)


      	dx() (in module pyEX.studies.technicals.momentum)


  





E


  	
      	ema() (in module pyEX.studies.technicals.overlap)


      	esgCFPBComplaintsExtractAlpha() (in module pyEX.premium)


      	esgCFPBComplaintsExtractAlphaDF() (in module pyEX.premium)


      	esgCPSCRecallsExtractAlpha() (in module pyEX.premium)


      	esgCPSCRecallsExtractAlphaDF() (in module pyEX.premium)


      	esgDOLVisaApplicationsExtractAlpha() (in module pyEX.premium)


      	esgDOLVisaApplicationsExtractAlphaDF() (in module pyEX.premium)


      	esgEPAEnforcementsExtractAlpha() (in module pyEX.premium)


      	esgEPAEnforcementsExtractAlphaDF() (in module pyEX.premium)


      	esgEPAMilestonesExtractAlpha() (in module pyEX.premium)


      	esgEPAMilestonesExtractAlphaDF() (in module pyEX.premium)


      	esgFECIndividualCampaingContributionsExtractAlpha() (in module pyEX.premium)


  

  	
      	esgFECIndividualCampaingContributionsExtractAlphaDF() (in module pyEX.premium)


      	esgOSHAInspectionsExtractAlpha() (in module pyEX.premium)


      	esgOSHAInspectionsExtractAlphaDF() (in module pyEX.premium)


      	esgSenateLobbyingExtractAlpha() (in module pyEX.premium)


      	esgSenateLobbyingExtractAlphaDF() (in module pyEX.premium)


      	esgUSASpendingExtractAlpha() (in module pyEX.premium)


      	esgUSASpendingExtractAlphaDF() (in module pyEX.premium)


      	esgUSPTOPatentApplicationsExtractAlpha() (in module pyEX.premium)


      	esgUSPTOPatentApplicationsExtractAlphaDF() (in module pyEX.premium)


      	esgUSPTOPatentGrantsExtractAlpha() (in module pyEX.premium)


      	esgUSPTOPatentGrantsExtractAlphaDF() (in module pyEX.premium)


      	exp() (in module pyEX.studies.technicals.math)


  





F


  	
      	fdaAdvisoryCommitteeMeetingsWallStreetHorizon() (in module pyEX.premium)


      	fdaAdvisoryCommitteeMeetingsWallStreetHorizonDF() (in module pyEX.premium)


      	files() (in module pyEX.premium)


      	filingDueDatesWallStreetHorizon() (in module pyEX.premium)


      	filingDueDatesWallStreetHorizonDF() (in module pyEX.premium)


      	fiscalQuarterEndWallStreetHorizon() (in module pyEX.premium)


  

  	
      	fiscalQuarterEndWallStreetHorizonDF() (in module pyEX.premium)


      	fiveDayMLReturnRankingBrain() (in module pyEX.premium)


      	fiveDayMLReturnRankingBrainDF() (in module pyEX.premium)


      	floor() (in module pyEX.studies.technicals.math)


      	forumWallStreetHorizon() (in module pyEX.premium)


      	forumWallStreetHorizonDF() (in module pyEX.premium)


  





G


  	
      	generalConferenceWallStreetHorizon() (in module pyEX.premium)


  

  	
      	generalConferenceWallStreetHorizonDF() (in module pyEX.premium)


  





H


  	
      	holidaysWallStreetHorizon() (in module pyEX.premium)


      	holidaysWallStreetHorizonDF() (in module pyEX.premium)


      	ht_dcperiod() (in module pyEX.studies.technicals.cycle)


      	ht_dcphase() (in module pyEX.studies.technicals.cycle)


  

  	
      	ht_phasor() (in module pyEX.studies.technicals.cycle)


      	ht_sine() (in module pyEX.studies.technicals.cycle)


      	ht_trendline() (in module pyEX.studies.technicals.overlap)


      	ht_trendmode() (in module pyEX.studies.technicals.cycle)


  





I


  	
      	indexChangesWallStreetHorizon() (in module pyEX.premium)


      	indexChangesWallStreetHorizonDF() (in module pyEX.premium)


  

  	
      	iposWallStreetHorizon() (in module pyEX.premium)


      	iposWallStreetHorizonDF() (in module pyEX.premium)


  





K


  	
      	kama() (in module pyEX.studies.technicals.overlap)


      	kScoreChinaKavout() (in module pyEX.premium)


  

  	
      	kScoreChinaKavoutDF() (in module pyEX.premium)


      	kScoreKavout() (in module pyEX.premium)


      	kScoreKavoutDF() (in module pyEX.premium)


  





L


  	
      	languageMetricsOnCompanyFilingsAllBrain() (in module pyEX.premium)


      	languageMetricsOnCompanyFilingsAllBrainDF() (in module pyEX.premium)


      	languageMetricsOnCompanyFilingsBrain() (in module pyEX.premium)


      	languageMetricsOnCompanyFilingsBrainDF() (in module pyEX.premium)


      	languageMetricsOnCompanyFilingsDifferenceAllBrain() (in module pyEX.premium)


      	languageMetricsOnCompanyFilingsDifferenceAllBrainDF() (in module pyEX.premium)


      	languageMetricsOnCompanyFilingsDifferenceBrain() (in module pyEX.premium)


      	languageMetricsOnCompanyFilingsDifferenceBrainDF() (in module pyEX.premium)


  

  	
      	legalActionsWallStreetHorizon() (in module pyEX.premium)


      	legalActionsWallStreetHorizonDF() (in module pyEX.premium)


      	linearreg() (in module pyEX.studies.technicals.statistic)


      	linearreg_angle() (in module pyEX.studies.technicals.statistic)


      	linearreg_intercept() (in module pyEX.studies.technicals.statistic)


      	linearreg_slope() (in module pyEX.studies.technicals.statistic)


      	ln() (in module pyEX.studies.technicals.math)


      	log10() (in module pyEX.studies.technicals.math)


  





M


  	
      	macd() (in module pyEX.studies.technicals.momentum)


      	macdext() (in module pyEX.studies.technicals.momentum)


      	mama() (in module pyEX.studies.technicals.overlap)


      	mavp() (in module pyEX.studies.technicals.overlap)


      	max() (in module pyEX.studies.technicals.math)


      	maxindex() (in module pyEX.studies.technicals.math)


      	medprice() (in module pyEX.studies.technicals.price)


      	mergersAndAcquisitionsWallStreetHorizon() (in module pyEX.premium)


      	mergersAndAcquisitionsWallStreetHorizonDF() (in module pyEX.premium)


      	mfi() (in module pyEX.studies.technicals.momentum)


  

  	
      	midpice() (in module pyEX.studies.technicals.overlap)


      	midpoint() (in module pyEX.studies.technicals.overlap)


      	min() (in module pyEX.studies.technicals.math)


      	minindex() (in module pyEX.studies.technicals.math)


      	minmax() (in module pyEX.studies.technicals.math)


      	minmaxindex() (in module pyEX.studies.technicals.math)


      	minus_di() (in module pyEX.studies.technicals.momentum)


      	minus_dm() (in module pyEX.studies.technicals.momentum)


      	mom() (in module pyEX.studies.technicals.momentum)


      	mult() (in module pyEX.studies.technicals.math)


  





N


  	
      	natr() (in module pyEX.studies.technicals.volatility)


  

  	
      	nonTimelyFilingsFraudFactors() (in module pyEX.premium)


      	nonTimelyFilingsFraudFactorsDF() (in module pyEX.premium)


  





O


  	
      	obv() (in module pyEX.studies.technicals.volume)


  





P


  	
      	peerCorrelation() (in module pyEX.studies.peercorrelation)


      	peerCorrelationPlot() (in module pyEX.studies.peercorrelation)


      	plus_di() (in module pyEX.studies.technicals.momentum)


      	plus_dm() (in module pyEX.studies.technicals.momentum)


      	ppo() (in module pyEX.studies.technicals.momentum)


      	priceDynamicsPrecisionAlpha() (in module pyEX.premium)


      	priceDynamicsPrecisionAlphaDF() (in module pyEX.premium)


      	productEventsWallStreetHorizon() (in module pyEX.premium)


      	productEventsWallStreetHorizonDF() (in module pyEX.premium)


      	pyEX.premium (module)


      	pyEX.studies (module)


      	pyEX.studies.peercorrelation (module)


  

  	
      	pyEX.studies.technicals (module)


      	pyEX.studies.technicals.cycle (module)


      	pyEX.studies.technicals.math (module)


      	pyEX.studies.technicals.momentum (module)


      	pyEX.studies.technicals.overlap (module)


      	pyEX.studies.technicals.pattern (module)


      	pyEX.studies.technicals.price (module)


      	pyEX.studies.technicals.statistic (module)


      	pyEX.studies.technicals.volatility (module)


      	pyEX.studies.technicals.volume (module)


      	pyEX.studies.utils (module)


      	PyEXception


  





R


  	
      	reportNewConstructs() (in module pyEX.premium)


      	researchAndDevelopmentDaysWallStreetHorizon() (in module pyEX.premium)


      	researchAndDevelopmentDaysWallStreetHorizonDF() (in module pyEX.premium)


      	roc() (in module pyEX.studies.technicals.momentum)


  

  	
      	rocp() (in module pyEX.studies.technicals.momentum)


      	rocr() (in module pyEX.studies.technicals.momentum)


      	rocr100() (in module pyEX.studies.technicals.momentum)


      	rsi() (in module pyEX.studies.technicals.momentum)


  





S


  	
      	sameStoreSalesWallStreetHorizon() (in module pyEX.premium)


      	sameStoreSalesWallStreetHorizonDF() (in module pyEX.premium)


      	sar() (in module pyEX.studies.technicals.overlap)


      	sarext() (in module pyEX.studies.technicals.overlap)


      	secondaryOfferingsWallStreetHorizon() (in module pyEX.premium)


      	secondaryOfferingsWallStreetHorizonDF() (in module pyEX.premium)


      	seminarsWallStreetHorizon() (in module pyEX.premium)


      	seminarsWallStreetHorizonDF() (in module pyEX.premium)


      	sevenDaySentimentBrain() (in module pyEX.premium)


      	sevenDaySentimentBrainDF() (in module pyEX.premium)


      	shareholderMeetingsWallStreetHorizon() (in module pyEX.premium)


      	shareholderMeetingsWallStreetHorizonDF() (in module pyEX.premium)


      	similarityIndexFraudFactors() (in module pyEX.premium)


      	similarityIndexFraudFactorsDF() (in module pyEX.premium)


  

  	
      	sin() (in module pyEX.studies.technicals.math)


      	sinh() (in module pyEX.studies.technicals.math)


      	sma() (in module pyEX.studies.technicals.overlap)


      	socialSentimentStockTwits() (in module pyEX.premium)


      	socialSentimentStockTwitsDF() (in module pyEX.premium)


      	sqrt() (in module pyEX.studies.technicals.math)


      	stddev() (in module pyEX.studies.technicals.statistic)


      	stoch() (in module pyEX.studies.technicals.momentum)


      	stochf() (in module pyEX.studies.technicals.momentum)


      	stochrsi() (in module pyEX.studies.technicals.momentum)


      	stockResearchReportValuEngine() (in module pyEX.premium)


      	sub() (in module pyEX.studies.technicals.math)


      	sum() (in module pyEX.studies.technicals.math)


      	summitMeetingsWallStreetHorizon() (in module pyEX.premium)


      	summitMeetingsWallStreetHorizonDF() (in module pyEX.premium)


  





T


  	
      	t3() (in module pyEX.studies.technicals.overlap)


      	tacticalModel1ExtractAlpha() (in module pyEX.premium)


      	tacticalModel1ExtractAlphaDF() (in module pyEX.premium)


      	tan() (in module pyEX.studies.technicals.math)


      	tanh() (in module pyEX.studies.technicals.math)


      	tema() (in module pyEX.studies.technicals.overlap)


      	tenDayMLReturnRankingBrain() (in module pyEX.premium)


      	tenDayMLReturnRankingBrainDF() (in module pyEX.premium)


      	thirtyDaySentimentBrain() (in module pyEX.premium)


      	thirtyDaySentimentBrainDF() (in module pyEX.premium)


      	threeDayMLReturnRankingBrain() (in module pyEX.premium)


      	threeDayMLReturnRankingBrainDF() (in module pyEX.premium)


      	timeSeries() (in module pyEX.premium)


  

  	
      	timeSeriesDF() (in module pyEX.premium)


      	tolist() (in module pyEX.studies.utils)


      	tradeShowsWallStreetHorizon() (in module pyEX.premium)


      	tradeShowsWallStreetHorizonDF() (in module pyEX.premium)


      	trange() (in module pyEX.studies.technicals.volatility)


      	trima() (in module pyEX.studies.technicals.overlap)


      	trix() (in module pyEX.studies.technicals.momentum)


      	tsf() (in module pyEX.studies.technicals.statistic)


      	twentyOneDayMLReturnRankingBrain() (in module pyEX.premium)


      	twentyOneDayMLReturnRankingBrainDF() (in module pyEX.premium)


      	twoDayMLReturnRankingBrain() (in module pyEX.premium)


      	twoDayMLReturnRankingBrainDF() (in module pyEX.premium)


      	typprice() (in module pyEX.studies.technicals.price)


  





U


  	
      	ultosc() (in module pyEX.studies.technicals.momentum)


  





V


  	
      	var() (in module pyEX.studies.technicals.statistic)


  





W


  	
      	wclprice() (in module pyEX.studies.technicals.price)


      	willr() (in module pyEX.studies.technicals.momentum)


      	witchingHoursWallStreetHorizon() (in module pyEX.premium)


      	witchingHoursWallStreetHorizonDF() (in module pyEX.premium)


  

  	
      	wma() (in module pyEX.studies.technicals.overlap)


      	workshopsWallStreetHorizon() (in module pyEX.premium)


      	workshopsWallStreetHorizonDF() (in module pyEX.premium)


      	wraps() (in module pyEX.premium)
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  Source code for functools

"""functools.py - Tools for working with functions and callable objects
"""
# Python module wrapper for _functools C module
# to allow utilities written in Python to be added
# to the functools module.
# Written by Nick Coghlan <ncoghlan at gmail.com>,
# Raymond Hettinger <python at rcn.com>,
# and Łukasz Langa <lukasz at langa.pl>.
#   Copyright (C) 2006-2013 Python Software Foundation.
# See C source code for _functools credits/copyright

__all__ = ['update_wrapper', 'wraps', 'WRAPPER_ASSIGNMENTS', 'WRAPPER_UPDATES',
           'total_ordering', 'cmp_to_key', 'lru_cache', 'reduce', 'partial',
           'partialmethod', 'singledispatch']

try:
    from _functools import reduce
except ImportError:
    pass
from abc import get_cache_token
from collections import namedtuple
# import types, weakref  # Deferred to single_dispatch()
from reprlib import recursive_repr
from _thread import RLock


################################################################################
### update_wrapper() and wraps() decorator
################################################################################

# update_wrapper() and wraps() are tools to help write
# wrapper functions that can handle naive introspection

WRAPPER_ASSIGNMENTS = ('__module__', '__name__', '__qualname__', '__doc__',
                       '__annotations__')
WRAPPER_UPDATES = ('__dict__',)
def update_wrapper(wrapper,
                   wrapped,
                   assigned = WRAPPER_ASSIGNMENTS,
                   updated = WRAPPER_UPDATES):
    """Update a wrapper function to look like the wrapped function

       wrapper is the function to be updated
       wrapped is the original function
       assigned is a tuple naming the attributes assigned directly
       from the wrapped function to the wrapper function (defaults to
       functools.WRAPPER_ASSIGNMENTS)
       updated is a tuple naming the attributes of the wrapper that
       are updated with the corresponding attribute from the wrapped
       function (defaults to functools.WRAPPER_UPDATES)
    """
    for attr in assigned:
        try:
            value = getattr(wrapped, attr)
        except AttributeError:
            pass
        else:
            setattr(wrapper, attr, value)
    for attr in updated:
        getattr(wrapper, attr).update(getattr(wrapped, attr, {}))
    # Issue #17482: set __wrapped__ last so we don't inadvertently copy it
    # from the wrapped function when updating __dict__
    wrapper.__wrapped__ = wrapped
    # Return the wrapper so this can be used as a decorator via partial()
    return wrapper

[docs]def wraps(wrapped,
          assigned = WRAPPER_ASSIGNMENTS,
          updated = WRAPPER_UPDATES):
    """Decorator factory to apply update_wrapper() to a wrapper function

       Returns a decorator that invokes update_wrapper() with the decorated
       function as the wrapper argument and the arguments to wraps() as the
       remaining arguments. Default arguments are as for update_wrapper().
       This is a convenience function to simplify applying partial() to
       update_wrapper().
    """
    return partial(update_wrapper, wrapped=wrapped,
                   assigned=assigned, updated=updated)



################################################################################
### total_ordering class decorator
################################################################################

# The total ordering functions all invoke the root magic method directly
# rather than using the corresponding operator.  This avoids possible
# infinite recursion that could occur when the operator dispatch logic
# detects a NotImplemented result and then calls a reflected method.

def _gt_from_lt(self, other, NotImplemented=NotImplemented):
    'Return a > b.  Computed by @total_ordering from (not a < b) and (a != b).'
    op_result = self.__lt__(other)
    if op_result is NotImplemented:
        return op_result
    return not op_result and self != other

def _le_from_lt(self, other, NotImplemented=NotImplemented):
    'Return a <= b.  Computed by @total_ordering from (a < b) or (a == b).'
    op_result = self.__lt__(other)
    return op_result or self == other

def _ge_from_lt(self, other, NotImplemented=NotImplemented):
    'Return a >= b.  Computed by @total_ordering from (not a < b).'
    op_result = self.__lt__(other)
    if op_result is NotImplemented:
        return op_result
    return not op_result

def _ge_from_le(self, other, NotImplemented=NotImplemented):
    'Return a >= b.  Computed by @total_ordering from (not a <= b) or (a == b).'
    op_result = self.__le__(other)
    if op_result is NotImplemented:
        return op_result
    return not op_result or self == other

def _lt_from_le(self, other, NotImplemented=NotImplemented):
    'Return a < b.  Computed by @total_ordering from (a <= b) and (a != b).'
    op_result = self.__le__(other)
    if op_result is NotImplemented:
        return op_result
    return op_result and self != other

def _gt_from_le(self, other, NotImplemented=NotImplemented):
    'Return a > b.  Computed by @total_ordering from (not a <= b).'
    op_result = self.__le__(other)
    if op_result is NotImplemented:
        return op_result
    return not op_result

def _lt_from_gt(self, other, NotImplemented=NotImplemented):
    'Return a < b.  Computed by @total_ordering from (not a > b) and (a != b).'
    op_result = self.__gt__(other)
    if op_result is NotImplemented:
        return op_result
    return not op_result and self != other

def _ge_from_gt(self, other, NotImplemented=NotImplemented):
    'Return a >= b.  Computed by @total_ordering from (a > b) or (a == b).'
    op_result = self.__gt__(other)
    return op_result or self == other

def _le_from_gt(self, other, NotImplemented=NotImplemented):
    'Return a <= b.  Computed by @total_ordering from (not a > b).'
    op_result = self.__gt__(other)
    if op_result is NotImplemented:
        return op_result
    return not op_result

def _le_from_ge(self, other, NotImplemented=NotImplemented):
    'Return a <= b.  Computed by @total_ordering from (not a >= b) or (a == b).'
    op_result = self.__ge__(other)
    if op_result is NotImplemented:
        return op_result
    return not op_result or self == other

def _gt_from_ge(self, other, NotImplemented=NotImplemented):
    'Return a > b.  Computed by @total_ordering from (a >= b) and (a != b).'
    op_result = self.__ge__(other)
    if op_result is NotImplemented:
        return op_result
    return op_result and self != other

def _lt_from_ge(self, other, NotImplemented=NotImplemented):
    'Return a < b.  Computed by @total_ordering from (not a >= b).'
    op_result = self.__ge__(other)
    if op_result is NotImplemented:
        return op_result
    return not op_result

_convert = {
    '__lt__': [('__gt__', _gt_from_lt),
               ('__le__', _le_from_lt),
               ('__ge__', _ge_from_lt)],
    '__le__': [('__ge__', _ge_from_le),
               ('__lt__', _lt_from_le),
               ('__gt__', _gt_from_le)],
    '__gt__': [('__lt__', _lt_from_gt),
               ('__ge__', _ge_from_gt),
               ('__le__', _le_from_gt)],
    '__ge__': [('__le__', _le_from_ge),
               ('__gt__', _gt_from_ge),
               ('__lt__', _lt_from_ge)]
}

def total_ordering(cls):
    """Class decorator that fills in missing ordering methods"""
    # Find user-defined comparisons (not those inherited from object).
    roots = {op for op in _convert if getattr(cls, op, None) is not getattr(object, op, None)}
    if not roots:
        raise ValueError('must define at least one ordering operation: < > <= >=')
    root = max(roots)       # prefer __lt__ to __le__ to __gt__ to __ge__
    for opname, opfunc in _convert[root]:
        if opname not in roots:
            opfunc.__name__ = opname
            setattr(cls, opname, opfunc)
    return cls


################################################################################
### cmp_to_key() function converter
################################################################################

def cmp_to_key(mycmp):
    """Convert a cmp= function into a key= function"""
    class K(object):
        __slots__ = ['obj']
        def __init__(self, obj):
            self.obj = obj
        def __lt__(self, other):
            return mycmp(self.obj, other.obj) < 0
        def __gt__(self, other):
            return mycmp(self.obj, other.obj) > 0
        def __eq__(self, other):
            return mycmp(self.obj, other.obj) == 0
        def __le__(self, other):
            return mycmp(self.obj, other.obj) <= 0
        def __ge__(self, other):
            return mycmp(self.obj, other.obj) >= 0
        __hash__ = None
    return K

try:
    from _functools import cmp_to_key
except ImportError:
    pass


################################################################################
### partial() argument application
################################################################################

# Purely functional, no descriptor behaviour
class partial:
    """New function with partial application of the given arguments
    and keywords.
    """

    __slots__ = "func", "args", "keywords", "__dict__", "__weakref__"

    def __new__(*args, **keywords):
        if not args:
            raise TypeError("descriptor '__new__' of partial needs an argument")
        if len(args) < 2:
            raise TypeError("type 'partial' takes at least one argument")
        cls, func, *args = args
        if not callable(func):
            raise TypeError("the first argument must be callable")
        args = tuple(args)

        if hasattr(func, "func"):
            args = func.args + args
            tmpkw = func.keywords.copy()
            tmpkw.update(keywords)
            keywords = tmpkw
            del tmpkw
            func = func.func

        self = super(partial, cls).__new__(cls)

        self.func = func
        self.args = args
        self.keywords = keywords
        return self

    def __call__(*args, **keywords):
        if not args:
            raise TypeError("descriptor '__call__' of partial needs an argument")
        self, *args = args
        newkeywords = self.keywords.copy()
        newkeywords.update(keywords)
        return self.func(*self.args, *args, **newkeywords)

    @recursive_repr()
    def __repr__(self):
        qualname = type(self).__qualname__
        args = [repr(self.func)]
        args.extend(repr(x) for x in self.args)
        args.extend(f"{k}={v!r}" for (k, v) in self.keywords.items())
        if type(self).__module__ == "functools":
            return f"functools.{qualname}({', '.join(args)})"
        return f"{qualname}({', '.join(args)})"

    def __reduce__(self):
        return type(self), (self.func,), (self.func, self.args,
               self.keywords or None, self.__dict__ or None)

    def __setstate__(self, state):
        if not isinstance(state, tuple):
            raise TypeError("argument to __setstate__ must be a tuple")
        if len(state) != 4:
            raise TypeError(f"expected 4 items in state, got {len(state)}")
        func, args, kwds, namespace = state
        if (not callable(func) or not isinstance(args, tuple) or
           (kwds is not None and not isinstance(kwds, dict)) or
           (namespace is not None and not isinstance(namespace, dict))):
            raise TypeError("invalid partial state")

        args = tuple(args) # just in case it's a subclass
        if kwds is None:
            kwds = {}
        elif type(kwds) is not dict: # XXX does it need to be *exactly* dict?
            kwds = dict(kwds)
        if namespace is None:
            namespace = {}

        self.__dict__ = namespace
        self.func = func
        self.args = args
        self.keywords = kwds

try:
    from _functools import partial
except ImportError:
    pass

# Descriptor version
class partialmethod(object):
    """Method descriptor with partial application of the given arguments
    and keywords.

    Supports wrapping existing descriptors and handles non-descriptor
    callables as instance methods.
    """

    def __init__(*args, **keywords):
        if len(args) >= 2:
            self, func, *args = args
        elif not args:
            raise TypeError("descriptor '__init__' of partialmethod "
                            "needs an argument")
        elif 'func' in keywords:
            func = keywords.pop('func')
            self, *args = args
        else:
            raise TypeError("type 'partialmethod' takes at least one argument, "
                            "got %d" % (len(args)-1))
        args = tuple(args)

        if not callable(func) and not hasattr(func, "__get__"):
            raise TypeError("{!r} is not callable or a descriptor"
                                 .format(func))

        # func could be a descriptor like classmethod which isn't callable,
        # so we can't inherit from partial (it verifies func is callable)
        if isinstance(func, partialmethod):
            # flattening is mandatory in order to place cls/self before all
            # other arguments
            # it's also more efficient since only one function will be called
            self.func = func.func
            self.args = func.args + args
            self.keywords = func.keywords.copy()
            self.keywords.update(keywords)
        else:
            self.func = func
            self.args = args
            self.keywords = keywords

    def __repr__(self):
        args = ", ".join(map(repr, self.args))
        keywords = ", ".join("{}={!r}".format(k, v)
                                 for k, v in self.keywords.items())
        format_string = "{module}.{cls}({func}, {args}, {keywords})"
        return format_string.format(module=self.__class__.__module__,
                                    cls=self.__class__.__qualname__,
                                    func=self.func,
                                    args=args,
                                    keywords=keywords)

    def _make_unbound_method(self):
        def _method(*args, **keywords):
            call_keywords = self.keywords.copy()
            call_keywords.update(keywords)
            cls_or_self, *rest = args
            call_args = (cls_or_self,) + self.args + tuple(rest)
            return self.func(*call_args, **call_keywords)
        _method.__isabstractmethod__ = self.__isabstractmethod__
        _method._partialmethod = self
        return _method

    def __get__(self, obj, cls):
        get = getattr(self.func, "__get__", None)
        result = None
        if get is not None:
            new_func = get(obj, cls)
            if new_func is not self.func:
                # Assume __get__ returning something new indicates the
                # creation of an appropriate callable
                result = partial(new_func, *self.args, **self.keywords)
                try:
                    result.__self__ = new_func.__self__
                except AttributeError:
                    pass
        if result is None:
            # If the underlying descriptor didn't do anything, treat this
            # like an instance method
            result = self._make_unbound_method().__get__(obj, cls)
        return result

    @property
    def __isabstractmethod__(self):
        return getattr(self.func, "__isabstractmethod__", False)


################################################################################
### LRU Cache function decorator
################################################################################

_CacheInfo = namedtuple("CacheInfo", ["hits", "misses", "maxsize", "currsize"])

class _HashedSeq(list):
    """ This class guarantees that hash() will be called no more than once
        per element.  This is important because the lru_cache() will hash
        the key multiple times on a cache miss.

    """

    __slots__ = 'hashvalue'

    def __init__(self, tup, hash=hash):
        self[:] = tup
        self.hashvalue = hash(tup)

    def __hash__(self):
        return self.hashvalue

def _make_key(args, kwds, typed,
             kwd_mark = (object(),),
             fasttypes = {int, str},
             tuple=tuple, type=type, len=len):
    """Make a cache key from optionally typed positional and keyword arguments

    The key is constructed in a way that is flat as possible rather than
    as a nested structure that would take more memory.

    If there is only a single argument and its data type is known to cache
    its hash value, then that argument is returned without a wrapper.  This
    saves space and improves lookup speed.

    """
    # All of code below relies on kwds preserving the order input by the user.
    # Formerly, we sorted() the kwds before looping.  The new way is *much*
    # faster; however, it means that f(x=1, y=2) will now be treated as a
    # distinct call from f(y=2, x=1) which will be cached separately.
    key = args
    if kwds:
        key += kwd_mark
        for item in kwds.items():
            key += item
    if typed:
        key += tuple(type(v) for v in args)
        if kwds:
            key += tuple(type(v) for v in kwds.values())
    elif len(key) == 1 and type(key[0]) in fasttypes:
        return key[0]
    return _HashedSeq(key)

def lru_cache(maxsize=128, typed=False):
    """Least-recently-used cache decorator.

    If *maxsize* is set to None, the LRU features are disabled and the cache
    can grow without bound.

    If *typed* is True, arguments of different types will be cached separately.
    For example, f(3.0) and f(3) will be treated as distinct calls with
    distinct results.

    Arguments to the cached function must be hashable.

    View the cache statistics named tuple (hits, misses, maxsize, currsize)
    with f.cache_info().  Clear the cache and statistics with f.cache_clear().
    Access the underlying function with f.__wrapped__.

    See:  http://en.wikipedia.org/wiki/Cache_replacement_policies#Least_recently_used_(LRU)

    """

    # Users should only access the lru_cache through its public API:
    #       cache_info, cache_clear, and f.__wrapped__
    # The internals of the lru_cache are encapsulated for thread safety and
    # to allow the implementation to change (including a possible C version).

    # Early detection of an erroneous call to @lru_cache without any arguments
    # resulting in the inner function being passed to maxsize instead of an
    # integer or None.  Negative maxsize is treated as 0.
    if isinstance(maxsize, int):
        if maxsize < 0:
            maxsize = 0
    elif maxsize is not None:
        raise TypeError('Expected maxsize to be an integer or None')

    def decorating_function(user_function):
        wrapper = _lru_cache_wrapper(user_function, maxsize, typed, _CacheInfo)
        return update_wrapper(wrapper, user_function)

    return decorating_function

def _lru_cache_wrapper(user_function, maxsize, typed, _CacheInfo):
    # Constants shared by all lru cache instances:
    sentinel = object()          # unique object used to signal cache misses
    make_key = _make_key         # build a key from the function arguments
    PREV, NEXT, KEY, RESULT = 0, 1, 2, 3   # names for the link fields

    cache = {}
    hits = misses = 0
    full = False
    cache_get = cache.get    # bound method to lookup a key or return None
    cache_len = cache.__len__  # get cache size without calling len()
    lock = RLock()           # because linkedlist updates aren't threadsafe
    root = []                # root of the circular doubly linked list
    root[:] = [root, root, None, None]     # initialize by pointing to self

    if maxsize == 0:

        def wrapper(*args, **kwds):
            # No caching -- just a statistics update
            nonlocal misses
            misses += 1
            result = user_function(*args, **kwds)
            return result

    elif maxsize is None:

        def wrapper(*args, **kwds):
            # Simple caching without ordering or size limit
            nonlocal hits, misses
            key = make_key(args, kwds, typed)
            result = cache_get(key, sentinel)
            if result is not sentinel:
                hits += 1
                return result
            misses += 1
            result = user_function(*args, **kwds)
            cache[key] = result
            return result

    else:

        def wrapper(*args, **kwds):
            # Size limited caching that tracks accesses by recency
            nonlocal root, hits, misses, full
            key = make_key(args, kwds, typed)
            with lock:
                link = cache_get(key)
                if link is not None:
                    # Move the link to the front of the circular queue
                    link_prev, link_next, _key, result = link
                    link_prev[NEXT] = link_next
                    link_next[PREV] = link_prev
                    last = root[PREV]
                    last[NEXT] = root[PREV] = link
                    link[PREV] = last
                    link[NEXT] = root
                    hits += 1
                    return result
                misses += 1
            result = user_function(*args, **kwds)
            with lock:
                if key in cache:
                    # Getting here means that this same key was added to the
                    # cache while the lock was released.  Since the link
                    # update is already done, we need only return the
                    # computed result and update the count of misses.
                    pass
                elif full:
                    # Use the old root to store the new key and result.
                    oldroot = root
                    oldroot[KEY] = key
                    oldroot[RESULT] = result
                    # Empty the oldest link and make it the new root.
                    # Keep a reference to the old key and old result to
                    # prevent their ref counts from going to zero during the
                    # update. That will prevent potentially arbitrary object
                    # clean-up code (i.e. __del__) from running while we're
                    # still adjusting the links.
                    root = oldroot[NEXT]
                    oldkey = root[KEY]
                    oldresult = root[RESULT]
                    root[KEY] = root[RESULT] = None
                    # Now update the cache dictionary.
                    del cache[oldkey]
                    # Save the potentially reentrant cache[key] assignment
                    # for last, after the root and links have been put in
                    # a consistent state.
                    cache[key] = oldroot
                else:
                    # Put result in a new link at the front of the queue.
                    last = root[PREV]
                    link = [last, root, key, result]
                    last[NEXT] = root[PREV] = cache[key] = link
                    # Use the cache_len bound method instead of the len() function
                    # which could potentially be wrapped in an lru_cache itself.
                    full = (cache_len() >= maxsize)
            return result

    def cache_info():
        """Report cache statistics"""
        with lock:
            return _CacheInfo(hits, misses, maxsize, cache_len())

    def cache_clear():
        """Clear the cache and cache statistics"""
        nonlocal hits, misses, full
        with lock:
            cache.clear()
            root[:] = [root, root, None, None]
            hits = misses = 0
            full = False

    wrapper.cache_info = cache_info
    wrapper.cache_clear = cache_clear
    return wrapper

try:
    from _functools import _lru_cache_wrapper
except ImportError:
    pass


################################################################################
### singledispatch() - single-dispatch generic function decorator
################################################################################

def _c3_merge(sequences):
    """Merges MROs in *sequences* to a single MRO using the C3 algorithm.

    Adapted from http://www.python.org/download/releases/2.3/mro/.

    """
    result = []
    while True:
        sequences = [s for s in sequences if s]   # purge empty sequences
        if not sequences:
            return result
        for s1 in sequences:   # find merge candidates among seq heads
            candidate = s1[0]
            for s2 in sequences:
                if candidate in s2[1:]:
                    candidate = None
                    break      # reject the current head, it appears later
            else:
                break
        if candidate is None:
            raise RuntimeError("Inconsistent hierarchy")
        result.append(candidate)
        # remove the chosen candidate
        for seq in sequences:
            if seq[0] == candidate:
                del seq[0]

def _c3_mro(cls, abcs=None):
    """Computes the method resolution order using extended C3 linearization.

    If no *abcs* are given, the algorithm works exactly like the built-in C3
    linearization used for method resolution.

    If given, *abcs* is a list of abstract base classes that should be inserted
    into the resulting MRO. Unrelated ABCs are ignored and don't end up in the
    result. The algorithm inserts ABCs where their functionality is introduced,
    i.e. issubclass(cls, abc) returns True for the class itself but returns
    False for all its direct base classes. Implicit ABCs for a given class
    (either registered or inferred from the presence of a special method like
    __len__) are inserted directly after the last ABC explicitly listed in the
    MRO of said class. If two implicit ABCs end up next to each other in the
    resulting MRO, their ordering depends on the order of types in *abcs*.

    """
    for i, base in enumerate(reversed(cls.__bases__)):
        if hasattr(base, '__abstractmethods__'):
            boundary = len(cls.__bases__) - i
            break   # Bases up to the last explicit ABC are considered first.
    else:
        boundary = 0
    abcs = list(abcs) if abcs else []
    explicit_bases = list(cls.__bases__[:boundary])
    abstract_bases = []
    other_bases = list(cls.__bases__[boundary:])
    for base in abcs:
        if issubclass(cls, base) and not any(
                issubclass(b, base) for b in cls.__bases__
            ):
            # If *cls* is the class that introduces behaviour described by
            # an ABC *base*, insert said ABC to its MRO.
            abstract_bases.append(base)
    for base in abstract_bases:
        abcs.remove(base)
    explicit_c3_mros = [_c3_mro(base, abcs=abcs) for base in explicit_bases]
    abstract_c3_mros = [_c3_mro(base, abcs=abcs) for base in abstract_bases]
    other_c3_mros = [_c3_mro(base, abcs=abcs) for base in other_bases]
    return _c3_merge(
        [[cls]] +
        explicit_c3_mros + abstract_c3_mros + other_c3_mros +
        [explicit_bases] + [abstract_bases] + [other_bases]
    )

def _compose_mro(cls, types):
    """Calculates the method resolution order for a given class *cls*.

    Includes relevant abstract base classes (with their respective bases) from
    the *types* iterable. Uses a modified C3 linearization algorithm.

    """
    bases = set(cls.__mro__)
    # Remove entries which are already present in the __mro__ or unrelated.
    def is_related(typ):
        return (typ not in bases and hasattr(typ, '__mro__')
                                 and issubclass(cls, typ))
    types = [n for n in types if is_related(n)]
    # Remove entries which are strict bases of other entries (they will end up
    # in the MRO anyway.
    def is_strict_base(typ):
        for other in types:
            if typ != other and typ in other.__mro__:
                return True
        return False
    types = [n for n in types if not is_strict_base(n)]
    # Subclasses of the ABCs in *types* which are also implemented by
    # *cls* can be used to stabilize ABC ordering.
    type_set = set(types)
    mro = []
    for typ in types:
        found = []
        for sub in typ.__subclasses__():
            if sub not in bases and issubclass(cls, sub):
                found.append([s for s in sub.__mro__ if s in type_set])
        if not found:
            mro.append(typ)
            continue
        # Favor subclasses with the biggest number of useful bases
        found.sort(key=len, reverse=True)
        for sub in found:
            for subcls in sub:
                if subcls not in mro:
                    mro.append(subcls)
    return _c3_mro(cls, abcs=mro)

def _find_impl(cls, registry):
    """Returns the best matching implementation from *registry* for type *cls*.

    Where there is no registered implementation for a specific type, its method
    resolution order is used to find a more generic implementation.

    Note: if *registry* does not contain an implementation for the base
    *object* type, this function may return None.

    """
    mro = _compose_mro(cls, registry.keys())
    match = None
    for t in mro:
        if match is not None:
            # If *match* is an implicit ABC but there is another unrelated,
            # equally matching implicit ABC, refuse the temptation to guess.
            if (t in registry and t not in cls.__mro__
                              and match not in cls.__mro__
                              and not issubclass(match, t)):
                raise RuntimeError("Ambiguous dispatch: {} or {}".format(
                    match, t))
            break
        if t in registry:
            match = t
    return registry.get(match)

def singledispatch(func):
    """Single-dispatch generic function decorator.

    Transforms a function into a generic function, which can have different
    behaviours depending upon the type of its first argument. The decorated
    function acts as the default implementation, and additional
    implementations can be registered using the register() attribute of the
    generic function.
    """
    # There are many programs that use functools without singledispatch, so we
    # trade-off making singledispatch marginally slower for the benefit of
    # making start-up of such applications slightly faster.
    import types, weakref

    registry = {}
    dispatch_cache = weakref.WeakKeyDictionary()
    cache_token = None

    def dispatch(cls):
        """generic_func.dispatch(cls) -> <function implementation>

        Runs the dispatch algorithm to return the best available implementation
        for the given *cls* registered on *generic_func*.

        """
        nonlocal cache_token
        if cache_token is not None:
            current_token = get_cache_token()
            if cache_token != current_token:
                dispatch_cache.clear()
                cache_token = current_token
        try:
            impl = dispatch_cache[cls]
        except KeyError:
            try:
                impl = registry[cls]
            except KeyError:
                impl = _find_impl(cls, registry)
            dispatch_cache[cls] = impl
        return impl

    def register(cls, func=None):
        """generic_func.register(cls, func) -> func

        Registers a new implementation for the given *cls* on a *generic_func*.

        """
        nonlocal cache_token
        if func is None:
            if isinstance(cls, type):
                return lambda f: register(cls, f)
            ann = getattr(cls, '__annotations__', {})
            if not ann:
                raise TypeError(
                    f"Invalid first argument to `register()`: {cls!r}. "
                    f"Use either `@register(some_class)` or plain `@register` "
                    f"on an annotated function."
                )
            func = cls

            # only import typing if annotation parsing is necessary
            from typing import get_type_hints
            argname, cls = next(iter(get_type_hints(func).items()))
            assert isinstance(cls, type), (
                f"Invalid annotation for {argname!r}. {cls!r} is not a class."
            )
        registry[cls] = func
        if cache_token is None and hasattr(cls, '__abstractmethods__'):
            cache_token = get_cache_token()
        dispatch_cache.clear()
        return func

    def wrapper(*args, **kw):
        if not args:
            raise TypeError(f'{funcname} requires at least '
                            '1 positional argument')

        return dispatch(args[0].__class__)(*args, **kw)

    funcname = getattr(func, '__name__', 'singledispatch function')
    registry[object] = func
    wrapper.register = register
    wrapper.dispatch = dispatch
    wrapper.registry = types.MappingProxyType(registry)
    wrapper._clear_cache = dispatch_cache.clear
    update_wrapper(wrapper, func)
    return wrapper
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  All modules for which code is available

	functools

	pyEX.account

	pyEX.alternative.alternative

	pyEX.client

	pyEX.commodities.commodities

	pyEX.common.exception

	pyEX.cryptocurrency.cryptocurrency

	pyEX.economic.economic

	pyEX.files.files

	pyEX.fx.fx

	pyEX.markets.markets

	pyEX.metadata

	pyEX.options.options

	pyEX.points.points

	pyEX.premium.newconstructs

	pyEX.premium.stocktwits

	pyEX.premium.valuengine

	pyEX.rates.rates

	pyEX.refdata.calendar

	pyEX.refdata.exchanges

	pyEX.refdata.figi

	pyEX.refdata.refdata

	pyEX.refdata.search

	pyEX.refdata.sectors

	pyEX.refdata.symbols

	pyEX.rules

	pyEX.stats.stats

	pyEX.stocks.batch

	pyEX.stocks.corporateActions

	pyEX.stocks.fundamentals

	pyEX.stocks.iex

	pyEX.stocks.marketInfo

	pyEX.stocks.news

	pyEX.stocks.prices

	pyEX.stocks.profiles

	pyEX.stocks.research

	pyEX.stocks.stocks

	pyEX.stocks.timeseries

	pyEX.streaming.cryptocurrency

	pyEX.streaming.fx

	pyEX.streaming.news

	pyEX.streaming.sentiment

	pyEX.streaming.sse

	pyEX.streaming.stock

	pyEX.streaming.ws

	pyEX.studies.peercorrelation

	pyEX.studies.returns

	pyEX.studies.technicals.cycle

	pyEX.studies.technicals.math

	pyEX.studies.technicals.momentum

	pyEX.studies.technicals.overlap

	pyEX.studies.technicals.pattern

	pyEX.studies.technicals.price

	pyEX.studies.technicals.statistic

	pyEX.studies.technicals.volatility

	pyEX.studies.technicals.volume

	pyEX.studies.utils
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  Source code for pyEX.account

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import (
    _USAGE_TYPES,
    PyEXception,
    _get,
    _post,
    _requireSecret,
    json_normalize,
)


def messageBudget(totalMessages=None, token="", version="stable", format="json"):
    """Used to set an upper limit, “message budget”, on pay as you go messages where you want to make sure not to go above a certain amount. Set the total messages you wish to consume for the month, and once that limit is reached, all API calls will stop until the limit is removed or increased.

    https://iexcloud.io/docs/api/#message-budget

    Args:
        totalMessages (int): The total messages your account is allowed to consume for the current month above your quota. For example: If your account is allowed 5 million messages, and you do not want to exceed 10 million for the month, then you will pass 10000000 as total messages.
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json
    """
    _requireSecret(token)
    if not isinstance(totalMessages, int):
        raise PyEXception(
            "`totalMessages` must be integer, got {}({})".format(
                type(totalMessages), totalMessages
            )
        )
    return _post(
        "account/messagebudget?totalMessages={}".format(totalMessages),
        token=token,
        version=version,
        format=format,
    )


def metadata(token="", version="stable", format="json"):
    """Used to retrieve account details such as current tier, payment status, message quote usage, etc.

    https://iexcloud.io/docs/api/#metadata

    Args:
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _requireSecret(token)
    return _get("account/metadata", token=token, version=version, format=format)


@wraps(metadata)
def metadataDF(token="", version="stable", format="json"):
    return pd.DataFrame([metadata(token=token, version=version, format=format)])


def payAsYouGo(allow=False, token="", version="stable", format="json"):
    """Used to toggle Pay-as-you-go on your account.

    https://iexcloud.io/docs/api/#pay-as-you-go

    Args:
        allow (bool): Enable or disable pay-as-you-go
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json
    """
    _requireSecret(token)
    if not isinstance(allow, bool):
        raise PyEXception("`allow` must be bool, got {}({})".format(type(allow), allow))
    return _post(
        "account/messagebudget?allow={}".format(allow),
        token=token,
        version=version,
        format=format,
    )


def usage(type=None, token="", version="stable", format="json"):
    """Used to retrieve current month usage for your account.

    https://iexcloud.io/docs/api/#usage

    Args:
        type (Optional[string]): Used to specify which quota to return. Ex: messages, rules, rule-records, alerts, alert-records
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _requireSecret(token)
    if type is not None and type and type not in _USAGE_TYPES:
        raise PyEXception("Type must be in (None, '') or {}".format(_USAGE_TYPES))
    if type:
        return _get(
            "account/usage/{}".format(type), token=token, version=version, format=format
        )
    return _get("account/usage", token=token, version=version, format=format)


@wraps(usage)
def usageDF(type=None, token="", version="stable", format="json"):
    return json_normalize(usage(type, token=token, version=version, format=format))


def status(token="", version="stable", format="json"):
    """Used to retrieve current system status.

    https://iexcloud.io/docs/api/#status

    Args:
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get("status", token=token, version=version, format=format)


@wraps(status)
def statusDF(token="", version="stable", format="json"):
    return json_normalize(status(token=token, version=version, format=format))




          

      

      

    

  

  
    
    pyEX.client
    

    
 
  

    
      
          
            
  Source code for pyEX.client

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
import os
import types
from functools import partial, wraps
import warnings

from .account import messageBudget, metadata, metadataDF, usage, usageDF
from .alternative import ceoCompensation, ceoCompensationDF, sentiment, sentimentDF
from .commodities import CommoditiesPoints
from .common import PyEXception, _interval
from .cryptocurrency import (
    cryptoBook,
    cryptoBookDF,
    cryptoPrice,
    cryptoPriceDF,
    cryptoQuote,
    cryptoQuoteDF,
)
from .economic import EconomicPoints
from .files import download, files
from .fx import (
    convertFX,
    convertFXDF,
    historicalFX,
    historicalFXDF,
    latestFX,
    latestFXDF,
)
from .markets import markets, marketsDF
from .metadata import queryMetadata, queryMetadataDF
from .options import optionExpirations, options, optionsDF
from .points import points, pointsDF
from .premium import (
    accountingQualityAndRiskMatrixAuditAnalytics,
    accountingQualityAndRiskMatrixAuditAnalyticsDF,
    analystDaysWallStreetHorizon,
    analystDaysWallStreetHorizonDF,
    boardOfDirectorsMeetingWallStreetHorizon,
    boardOfDirectorsMeetingWallStreetHorizonDF,
    businessUpdatesWallStreetHorizon,
    businessUpdatesWallStreetHorizonDF,
    buybacksWallStreetHorizon,
    buybacksWallStreetHorizonDF,
    cam1ExtractAlpha,
    cam1ExtractAlphaDF,
    capitalMarketsDayWallStreetHorizon,
    capitalMarketsDayWallStreetHorizonDF,
    companyTravelWallStreetHorizon,
    companyTravelWallStreetHorizonDF,
    directorAndOfficerChangesAuditAnalytics,
    directorAndOfficerChangesAuditAnalyticsDF,
    downloadReportNewConstructs,
    downloadStockResearchReportValuEngine,
    esgCFPBComplaintsExtractAlpha,
    esgCFPBComplaintsExtractAlphaDF,
    esgCPSCRecallsExtractAlpha,
    esgCPSCRecallsExtractAlphaDF,
    esgDOLVisaApplicationsExtractAlpha,
    esgDOLVisaApplicationsExtractAlphaDF,
    esgEPAEnforcementsExtractAlpha,
    esgEPAEnforcementsExtractAlphaDF,
    esgEPAMilestonesExtractAlpha,
    esgEPAMilestonesExtractAlphaDF,
    esgFECIndividualCampaingContributionsExtractAlpha,
    esgFECIndividualCampaingContributionsExtractAlphaDF,
    esgOSHAInspectionsExtractAlpha,
    esgOSHAInspectionsExtractAlphaDF,
    esgSenateLobbyingExtractAlpha,
    esgSenateLobbyingExtractAlphaDF,
    esgUSASpendingExtractAlpha,
    esgUSASpendingExtractAlphaDF,
    esgUSPTOPatentApplicationsExtractAlpha,
    esgUSPTOPatentApplicationsExtractAlphaDF,
    esgUSPTOPatentGrantsExtractAlpha,
    esgUSPTOPatentGrantsExtractAlphaDF,
    fdaAdvisoryCommitteeMeetingsWallStreetHorizon,
    fdaAdvisoryCommitteeMeetingsWallStreetHorizonDF,
    filingDueDatesWallStreetHorizon,
    filingDueDatesWallStreetHorizonDF,
    fiscalQuarterEndWallStreetHorizon,
    fiscalQuarterEndWallStreetHorizonDF,
    fiveDayMLReturnRankingBrain,
    fiveDayMLReturnRankingBrainDF,
    forumWallStreetHorizon,
    forumWallStreetHorizonDF,
    generalConferenceWallStreetHorizon,
    generalConferenceWallStreetHorizonDF,
    holidaysWallStreetHorizon,
    holidaysWallStreetHorizonDF,
    indexChangesWallStreetHorizon,
    indexChangesWallStreetHorizonDF,
    iposWallStreetHorizon,
    iposWallStreetHorizonDF,
    kScoreChinaKavout,
    kScoreChinaKavoutDF,
    kScoreKavout,
    kScoreKavoutDF,
    languageMetricsOnCompanyFilingsAllBrain,
    languageMetricsOnCompanyFilingsAllBrainDF,
    languageMetricsOnCompanyFilingsBrain,
    languageMetricsOnCompanyFilingsBrainDF,
    languageMetricsOnCompanyFilingsDifferenceAllBrain,
    languageMetricsOnCompanyFilingsDifferenceAllBrainDF,
    languageMetricsOnCompanyFilingsDifferenceBrain,
    languageMetricsOnCompanyFilingsDifferenceBrainDF,
    legalActionsWallStreetHorizon,
    legalActionsWallStreetHorizonDF,
    mergersAndAcquisitionsWallStreetHorizon,
    mergersAndAcquisitionsWallStreetHorizonDF,
    nonTimelyFilingsFraudFactors,
    nonTimelyFilingsFraudFactorsDF,
    priceDynamicsPrecisionAlpha,
    priceDynamicsPrecisionAlphaDF,
    productEventsWallStreetHorizon,
    productEventsWallStreetHorizonDF,
    reportNewConstructs,
    researchAndDevelopmentDaysWallStreetHorizon,
    researchAndDevelopmentDaysWallStreetHorizonDF,
    sameStoreSalesWallStreetHorizon,
    sameStoreSalesWallStreetHorizonDF,
    secondaryOfferingsWallStreetHorizon,
    secondaryOfferingsWallStreetHorizonDF,
    seminarsWallStreetHorizon,
    seminarsWallStreetHorizonDF,
    sevenDaySentimentBrain,
    sevenDaySentimentBrainDF,
    shareholderMeetingsWallStreetHorizon,
    shareholderMeetingsWallStreetHorizonDF,
    similarityIndexFraudFactors,
    similarityIndexFraudFactorsDF,
    socialSentimentStockTwits,
    socialSentimentStockTwitsDF,
    stockResearchReportValuEngine,
    summitMeetingsWallStreetHorizon,
    summitMeetingsWallStreetHorizonDF,
    tacticalModel1ExtractAlpha,
    tacticalModel1ExtractAlphaDF,
    tenDayMLReturnRankingBrain,
    tenDayMLReturnRankingBrainDF,
    thirtyDaySentimentBrain,
    thirtyDaySentimentBrainDF,
    threeDayMLReturnRankingBrain,
    threeDayMLReturnRankingBrainDF,
    tradeShowsWallStreetHorizon,
    tradeShowsWallStreetHorizonDF,
    twentyOneDayMLReturnRankingBrain,
    twentyOneDayMLReturnRankingBrainDF,
    twoDayMLReturnRankingBrain,
    twoDayMLReturnRankingBrainDF,
    witchingHoursWallStreetHorizon,
    witchingHoursWallStreetHorizonDF,
    workshopsWallStreetHorizon,
    workshopsWallStreetHorizonDF,
)
from .rates import RatesPoints
from .refdata import (
    calendar,
    calendarDF,
    corporateActions,
    corporateActionsDF,
    cryptoSymbols,
    cryptoSymbolsDF,
    cryptoSymbolsList,
    directory,
    directoryDF,
    exchanges,
    exchangesDF,
    figi,
    figiDF,
    fxSymbols,
    fxSymbolsDF,
    fxSymbolsList,
    holidays,
    holidaysDF,
    iexSymbols,
    iexSymbolsDF,
    iexSymbolsList,
    internationalExchanges,
    internationalExchangesDF,
    internationalSymbols,
    internationalSymbolsDF,
    internationalSymbolsList,
    isinLookup,
    isinLookupDF,
    mutualFundSymbols,
    mutualFundSymbolsDF,
    mutualFundSymbolsList,
    nextDayExtDate,
    nextDayExtDateDF,
    optionsSymbols,
    optionsSymbolsDF,
    optionsSymbolsList,
    otcSymbols,
    otcSymbolsDF,
    otcSymbolsList,
    refDividends,
    refDividendsDF,
    search,
    searchDF,
    sectors,
    sectorsDF,
    symbols,
    symbolsDF,
    symbolsList,
    tags,
    tagsDF,
)
from .rules import create, delete, lookup
from .rules import output as ruleOutput
from .rules import pause, resume
from .rules import rule as ruleInfo
from .rules import rules, schema
from .stats import (
    daily,
    dailyDF,
    recent,
    recentDF,
    records,
    recordsDF,
    stats,
    statsDF,
    summary,
    summaryDF,
)
from .stocks import (
    advancedStats,
    advancedStatsDF,
    analystRecommendations,
    analystRecommendationsDF,
    balanceSheet,
    balanceSheetDF,
    batch,
    batchDF,
    bonusIssue,
    bonusIssueDF,
    book,
    bookDF,
    bulkBatch,
    bulkBatchDF,
    bulkMinuteBars,
    bulkMinuteBarsDF,
    cashFlow,
    cashFlowDF,
    chart,
    chartDF,
    collections,
    collectionsDF,
    company,
    companyDF,
    delayedQuote,
    delayedQuoteDF,
    distribution,
    distributionDF,
    dividends,
    dividendsBasic,
    dividendsBasicDF,
    dividendsDF,
    earnings,
    earningsDF,
    earningsToday,
    earningsTodayDF,
    estimates,
    estimatesDF,
    financials,
    financialsDF,
    fundamentals,
    fundamentalsDF,
    fundOwnership,
    fundOwnershipDF,
    iexAuction,
    iexAuctionAsync,
    iexAuctionDF,
    iexBook,
    iexBookAsync,
    iexBookDF,
    iexDeep,
    iexDeepAsync,
    iexDeepDF,
    iexHist,
    iexHistAsync,
    iexHistDF,
    iexLast,
    iexLastAsync,
    iexLastDF,
    iexOfficialPrice,
    iexOfficialPriceAsync,
    iexOfficialPriceDF,
    iexOpHaltStatus,
    iexOpHaltStatusAsync,
    iexOpHaltStatusDF,
    iexSecurityEvent,
    iexSecurityEventAsync,
    iexSecurityEventDF,
    iexSsrStatus,
    iexSsrStatusAsync,
    iexSsrStatusDF,
    iexSystemEvent,
    iexSystemEventAsync,
    iexSystemEventDF,
    iexTops,
    iexTopsAsync,
    iexTopsDF,
    iexTradeBreak,
    iexTradeBreakAsync,
    iexTradeBreakDF,
    iexTrades,
    iexTradesAsync,
    iexTradesDF,
    iexTradingStatus,
    iexTradingStatusAsync,
    iexTradingStatusDF,
    incomeStatement,
    incomeStatementDF,
    insiderRoster,
    insiderRosterDF,
    insiderSummary,
    insiderSummaryDF,
    insiderTransactions,
    insiderTransactionsDF,
    institutionalOwnership,
    institutionalOwnershipDF,
    intraday,
    intradayDF,
    ipoToday,
    ipoTodayDF,
    ipoUpcoming,
    ipoUpcomingDF,
    keyStats,
    keyStatsDF,
    largestTrades,
    largestTradesDF,
    list,
    listDF,
    logo,
    logoNotebook,
    logoPNG,
    marketNews,
    marketNewsDF,
    marketOhlc,
    marketOhlcDF,
    marketPrevious,
    marketPreviousDF,
    marketShortInterest,
    marketShortInterestDF,
    marketVolume,
    marketVolumeDF,
    marketYesterday,
    marketYesterdayDF,
    news,
    newsDF,
    ohlc,
    ohlcDF,
    peers,
    peersDF,
    previous,
    previousDF,
    price,
    priceDF,
    priceTarget,
    priceTargetDF,
    quote,
    quoteDF,
    relevant,
    relevantDF,
    returnOfCapital,
    returnOfCapitalDF,
    rightsIssue,
    rightsIssueDF,
    rightToPurchase,
    rightToPurchaseDF,
    sectorPerformance,
    sectorPerformanceDF,
    securityReclassification,
    securityReclassificationDF,
    securitySwap,
    securitySwapDF,
    shortInterest,
    shortInterestDF,
    spinoff,
    spinoffDF,
    splits,
    splitsDF,
    spread,
    spreadDF,
    stockSplits,
    stockSplitsDF,
    technicals,
    technicalsDF,
    tenK,
    tenQ,
    threshold,
    thresholdDF,
    timeSeries,
    timeSeriesDF,
    timeSeriesInventory,
    timeSeriesInventoryDF,
    upcomingDividends,
    upcomingDividendsDF,
    upcomingEarnings,
    upcomingEarningsDF,
    upcomingEvents,
    upcomingEventsDF,
    upcomingIPOs,
    upcomingIPOsDF,
    upcomingSplits,
    upcomingSplitsDF,
    volumeByVenue,
    volumeByVenueDF,
    yesterday,
    yesterdayDF,
)
from .streaming.cryptocurrency import (
    cryptoBookSSE,
    cryptoBookSSEAsync,
    cryptoEventsSSE,
    cryptoEventsSSEAsync,
    cryptoQuotesSSE,
    cryptoQuotesSSEAsync,
)
from .streaming.fx import (
    forex1MinuteSSE,
    forex1MinuteSSEAsync,
    forex1SecondSSE,
    forex1SecondSSEAsync,
    forex5SecondSSE,
    forex5SecondSSEAsync,
    fxSSE,
    fxSSEAsync,
)
from .streaming.news import newsSSE, newsSSEAsync
from .streaming.sentiment import sentimentSSE, sentimentSSEAsync
from .streaming.sse import (
    iexDeepSSE,
    iexDeepSSEAsync,
    iexLastSSE,
    iexLastSSEAsync,
    iexTopsSSE,
    iexTopsSSEAsync,
    iexTradesSSE,
    iexTradesSSEAsync,
)
from .streaming.stock import (
    stocksUS1MinuteSSE,
    stocksUS1MinuteSSEAsync,
    stocksUS1SecondSSE,
    stocksUS1SecondSSEAsync,
    stocksUS5SecondSSE,
    stocksUS5SecondSSEAsync,
    stocksUSNoUTP1MinuteSSE,
    stocksUSNoUTP1MinuteSSEAsync,
    stocksUSNoUTP1SecondSSE,
    stocksUSNoUTP1SecondSSEAsync,
    stocksUSNoUTP5SecondSSE,
    stocksUSNoUTP5SecondSSEAsync,
    stocksUSNoUTPSSE,
    stocksUSNoUTPSSEAsync,
    stocksUSSSE,
    stocksUSSSEAsync,
)

try:
    from .studies import (  # Cycle; Math; Momentum; Overlap; Pattern; Price; Statistic; Volatility; Volume
        acos,
        ad,
        add,
        adosc,
        adx,
        adxr,
        apo,
        aroon,
        aroonosc,
        asin,
        atan,
        atr,
        avgprice,
        beta,
        bollinger,
        bop,
        cci,
        cdl2crows,
        cdl3blackcrows,
        cdl3inside,
        cdl3linestrike,
        cdl3outside,
        cdl3starsinsouth,
        cdl3whitesoldiers,
        cdlabandonedbaby,
        cdladvanceblock,
        cdlbelthold,
        cdlbreakaway,
        cdlclosingmarubozu,
        cdlconcealbabyswallow,
        cdlcounterattack,
        cdldarkcloudcover,
        cdldoji,
        cdldojistar,
        cdldragonflydoji,
        cdlengulfing,
        cdleveningdojistar,
        cdleveningstar,
        cdlgapsidesidewhite,
        cdlgravestonedoji,
        cdlhammer,
        cdlhangingman,
        cdlharami,
        cdlharamicross,
        cdlhighwave,
        cdlhikkake,
        cdlhikkakemod,
        cdlhomingpigeon,
        cdlidentical3crows,
        cdlinneck,
        cdlinvertedhammer,
        cdlkicking,
        cdlkickingbylength,
        cdlladderbottom,
        cdllongleggeddoji,
        cdllongline,
        cdlmarubozu,
        cdlmatchinglow,
        cdlmathold,
        cdlmorningdojistar,
        cdlmorningstar,
        cdlonneck,
        cdlpiercing,
        cdlrickshawman,
        cdlrisefall3methods,
        cdlseparatinglines,
        cdlshootingstar,
        cdlshortline,
        cdlspinningtop,
        cdlstalledpattern,
        cdlsticksandwich,
        cdltakuri,
        cdltasukigap,
        cdlthrusting,
        cdltristar,
        cdlunique3river,
        cdlxsidegap3methods,
        ceil,
        cmo,
        correl,
        cos,
        cosh,
        dailyReturns,
        dema,
        div,
        dx,
        ema,
        exp,
        floor,
        ht_dcperiod,
        ht_dcphase,
        ht_phasor,
        ht_sine,
        ht_trendline,
        ht_trendmode,
        kama,
        linearreg,
        linearreg_angle,
        linearreg_intercept,
        linearreg_slope,
        ln,
        log10,
        macd,
        macdext,
        mama,
        mavp,
        max,
        maxindex,
        medprice,
        mfi,
        midpice,
        midpoint,
        min,
        minindex,
        minmax,
        minmaxindex,
        minus_di,
        minus_dm,
        mom,
        mult,
        natr,
        obv,
        peerCorrelation,
        peerCorrelationPlot,
        plus_di,
        plus_dm,
        ppo,
        returns,
        roc,
        rocp,
        rocr,
        rocr100,
        rsi,
        sar,
        sarext,
        sin,
        sinh,
        sma,
        sqrt,
        stddev,
        stoch,
        stochf,
        stochrsi,
        sub,
        sum,
        t3,
        tan,
        tanh,
        tema,
        trange,
        trima,
        trix,
        tsf,
        typprice,
        ultosc,
        var,
        wclprice,
        willr,
        wma,
    )

except ImportError:
    peerCorrelation = None
    peerCorrelationPlot = None
    returns = None
    dailyReturns = None

    ht_dcperiod = None
    ht_dcphase = None
    ht_phasor = None
    ht_sine = None
    ht_trendmode = None

    acos = None
    asin = None
    atan = None
    ceil = None
    cos = None
    cosh = None
    exp = None
    floor = None
    ln = None
    log10 = None
    sin = None
    sinh = None
    sqrt = None
    tan = None
    tanh = None
    add = None
    div = None
    max = None
    maxindex = None
    min = None
    minindex = None
    minmax = None
    minmaxindex = None
    mult = None
    sub = None
    sum = None

    adx = None
    adxr = None
    apo = None
    aroon = None
    aroonosc = None
    bop = None
    cci = None
    cmo = None
    dx = None
    macd = None
    macdext = None
    mfi = None
    minus_di = None
    minus_dm = None
    mom = None
    plus_di = None
    plus_dm = None
    ppo = None
    roc = None
    rocp = None
    rocr = None
    rocr100 = None
    rsi = None
    stoch = None
    stochf = None
    stochrsi = None
    trix = None
    ultosc = None
    willr = None

    bollinger = None
    dema = None
    ema = None
    ht_trendline = None
    kama = None
    mama = None
    mavp = None
    midpoint = None
    midpice = None
    sar = None
    sarext = None
    sma = None
    t3 = None
    tema = None
    trima = None
    wma = None

    cdl2crows = None
    cdl3blackcrows = None
    cdl3inside = None
    cdl3linestrike = None
    cdl3outside = None
    cdl3starsinsouth = None
    cdl3whitesoldiers = None
    cdlabandonedbaby = None
    cdladvanceblock = None
    cdlbelthold = None
    cdlbreakaway = None
    cdlclosingmarubozu = None
    cdlconcealbabyswallow = None
    cdlcounterattack = None
    cdldarkcloudcover = None
    cdldoji = None
    cdldojistar = None
    cdldragonflydoji = None
    cdlengulfing = None
    cdleveningdojistar = None
    cdleveningstar = None
    cdlgapsidesidewhite = None
    cdlgravestonedoji = None
    cdlhammer = None
    cdlhangingman = None
    cdlharami = None
    cdlharamicross = None
    cdlhighwave = None
    cdlhikkake = None
    cdlhikkakemod = None
    cdlhomingpigeon = None
    cdlidentical3crows = None
    cdlinneck = None
    cdlinvertedhammer = None
    cdlkicking = None
    cdlkickingbylength = None
    cdlladderbottom = None
    cdllongleggeddoji = None
    cdllongline = None
    cdlmarubozu = None
    cdlmatchinglow = None
    cdlmathold = None
    cdlmorningdojistar = None
    cdlmorningstar = None
    cdlonneck = None
    cdlpiercing = None
    cdlrickshawman = None
    cdlrisefall3methods = None
    cdlseparatinglines = None
    cdlshootingstar = None
    cdlshortline = None
    cdlspinningtop = None
    cdlstalledpattern = None
    cdlsticksandwich = None
    cdltakuri = None
    cdltasukigap = None
    cdlthrusting = None
    cdltristar = None
    cdlunique3river = None
    cdlxsidegap3methods = None

    avgprice = None
    medprice = None
    typprice = None
    wclprice = None

    beta = None
    correl = None
    linearreg = None
    linearreg_angle = None
    linearreg_intercept = None
    linearreg_slope = None
    stddev = None
    tsf = None
    var = None

    atr = None
    natr = None
    trange = None

    ad = None
    adosc = None
    obv = None


DEFAULT_API_LIMIT = 5

_INCLUDE_FUNCTIONS_RULES = [
    # Rules
    ("schema", schema),
    ("rules", rules),
    ("createRule", create),
    ("lookupRule", lookup),
    ("pauseRule", pause),
    ("resumeRule", resume),
    ("deleteRule", delete),
    ("ruleInfo", ruleInfo),
    ("ruleOutput", ruleOutput),
]

_INCLUDE_FUNCTIONS_REFDATA = [
    # Refdata
    ("symbols", symbols),
    ("iexSymbols", iexSymbols),
    ("mutualFundSymbols", mutualFundSymbols),
    ("otcSymbols", otcSymbols),
    ("internationalSymbols", internationalSymbols),
    ("fxSymbols", fxSymbols),
    ("optionsSymbols", optionsSymbols),
    ("cryptoSymbols", cryptoSymbols),
    ("symbolsDF", symbolsDF),
    ("iexSymbolsDF", iexSymbolsDF),
    ("mutualFundSymbolsDF", mutualFundSymbolsDF),
    ("otcSymbolsDF", otcSymbolsDF),
    ("internationalSymbolsDF", internationalSymbolsDF),
    ("fxSymbolsDF", fxSymbolsDF),
    ("optionsSymbolsDF", optionsSymbolsDF),
    ("cryptoSymbolsDF", cryptoSymbolsDF),
    ("symbolsList", symbolsList),
    ("iexSymbolsList", iexSymbolsList),
    ("mutualFundSymbolsList", mutualFundSymbolsList),
    ("otcSymbolsList", otcSymbolsList),
    ("internationalSymbolsList", internationalSymbolsList),
    ("fxSymbolsList", fxSymbolsList),
    ("optionsSymbolsList", optionsSymbolsList),
    ("cryptoSymbolsList", cryptoSymbolsList),
    ("isinLookup", isinLookup),
    ("isinLookupDF", isinLookupDF),
    ("corporateActions", corporateActions),
    ("corporateActionsDF", corporateActionsDF),
    ("refDividends", refDividends),
    ("refDividendsDF", refDividendsDF),
    ("nextDayExtDate", nextDayExtDate),
    ("nextDayExtDateDF", nextDayExtDateDF),
    ("directory", directory),
    ("directoryDF", directoryDF),
    ("calendar", calendar),
    ("calendarDF", calendarDF),
    ("holidays", holidays),
    ("holidaysDF", holidaysDF),
    ("exchanges", exchanges),
    ("exchangesDF", exchangesDF),
    ("figi", figi),
    ("figiDF", figiDF),
    ("internationalExchanges", internationalExchanges),
    ("internationalExchangesDF", internationalExchangesDF),
    ("sectors", sectors),
    ("sectorsDF", sectorsDF),
    ("search", search),
    ("searchDF", searchDF),
    ("tags", tags),
    ("tagsDF", tagsDF),
    # Metadata
    # TODO move?
    ("queryMetadata", queryMetadata),
    ("queryMetadataDF", queryMetadataDF),
]

_INCLUDE_FUNCTIONS_MARKET = [
    # Markets
    ("markets", markets),
    ("marketsDF", marketsDF),
    ("marketVolume", marketVolume),
    ("marketVolumeDF", marketVolumeDF),
    ("marketShortInterest", marketShortInterest),
    ("marketShortInterestDF", marketShortInterestDF),
    ("marketNews", marketNews),
    ("marketNewsDF", marketNewsDF),
    ("marketOhlc", marketOhlc),
    ("marketOhlcDF", marketOhlcDF),
    ("marketPrevious", marketPrevious),
    ("marketPreviousDF", marketPreviousDF),
    ("marketYesterday", marketYesterday),
    ("marketYesterdayDF", marketYesterdayDF),
    ("sectorPerformance", sectorPerformance),
    ("sectorPerformanceDF", sectorPerformanceDF),
]

_INCLUDE_FUNCTIONS_STATS = [
    # Stats
    ("systemStats", stats),
    ("systemStatsDF", statsDF),
    ("recent", recent),
    ("recentDF", recentDF),
    ("records", records),
    ("recordsDF", recordsDF),
    ("summary", summary),
    ("summaryDF", summaryDF),
    ("daily", daily),
    ("dailyDF", dailyDF),
]

_INCLUDE_FUNCTIONS_STOCKS = [
    # Stocks
    ("advancedStats", advancedStats),
    ("advancedStatsDF", advancedStatsDF),
    ("analystRecommendations", analystRecommendations),
    ("analystRecommendationsDF", analystRecommendationsDF),
    ("balanceSheet", balanceSheet),
    ("balanceSheetDF", balanceSheetDF),
    ("batch", batch),
    ("batchDF", batchDF),
    ("bonusIssue", bonusIssue),
    ("bonusIssueDF", bonusIssueDF),
    ("bulkBatch", bulkBatch),
    ("bulkBatchDF", bulkBatchDF),
    ("book", book),
    ("bookDF", bookDF),
    ("cashFlow", cashFlow),
    ("cashFlowDF", cashFlowDF),
    ("chart", chart),
    ("chartDF", chartDF),
    ("bulkMinuteBars", bulkMinuteBars),
    ("bulkMinuteBarsDF", bulkMinuteBarsDF),
    ("company", company),
    ("companyDF", companyDF),
    ("collections", collections),
    ("collectionsDF", collectionsDF),
    ("delayedQuote", delayedQuote),
    ("delayedQuoteDF", delayedQuoteDF),
    ("distribution", distribution),
    ("distributionDF", distributionDF),
    ("dividends", dividends),
    ("dividendsBasic", dividendsBasic),
    ("dividendsDF", dividendsDF),
    ("dividendsBasicDF", dividendsBasicDF),
    ("earnings", earnings),
    ("earningsDF", earningsDF),
    ("earningsToday", earningsToday),
    ("earningsTodayDF", earningsTodayDF),
    ("spread", spread),
    ("spreadDF", spreadDF),
    ("financials", financials),
    ("financialsDF", financialsDF),
    ("fundOwnership", fundOwnership),
    ("fundOwnershipDF", fundOwnershipDF),
    ("fundamentals", fundamentals),
    ("fundamentalsDF", fundamentalsDF),
    ("incomeStatement", incomeStatement),
    ("incomeStatementDF", incomeStatementDF),
    ("insiderRoster", insiderRoster),
    ("insiderRosterDF", insiderRosterDF),
    ("insiderSummary", insiderSummary),
    ("insiderSummaryDF", insiderSummaryDF),
    ("insiderTransactions", insiderTransactions),
    ("insiderTransactionsDF", insiderTransactionsDF),
    ("institutionalOwnership", institutionalOwnership),
    ("institutionalOwnershipDF", institutionalOwnershipDF),
    ("intraday", intraday),
    ("intradayDF", intradayDF),
    ("ipoToday", ipoToday),
    ("ipoTodayDF", ipoTodayDF),
    ("ipoUpcoming", ipoUpcoming),
    ("ipoUpcomingDF", ipoUpcomingDF),
    ("threshold", threshold),
    ("thresholdDF", thresholdDF),
    ("shortInterest", shortInterest),
    ("shortInterestDF", shortInterestDF),
    ("estimates", estimates),
    ("estimatesDF", estimatesDF),
    ("keyStats", keyStats),
    ("keyStatsDF", keyStatsDF),
    ("largestTrades", largestTrades),
    ("largestTradesDF", largestTradesDF),
    ("list", list),
    ("listDF", listDF),
    ("logo", logo),
    ("logoPNG", logoPNG),
    ("logoNotebook", logoNotebook),
    ("news", news),
    ("newsDF", newsDF),
    ("ohlc", ohlc),
    ("ohlcDF", ohlcDF),
    ("optionExpirations", optionExpirations),
    ("options", options),
    ("optionsDF", optionsDF),
    ("peers", peers),
    ("peersDF", peersDF),
    ("previous", previous),
    ("previousDF", previousDF),
    ("yesterday", yesterday),
    ("yesterdayDF", yesterdayDF),
    ("price", price),
    ("priceDF", priceDF),
    ("priceTarget", priceTarget),
    ("priceTargetDF", priceTargetDF),
    ("quote", quote),
    ("quoteDF", quoteDF),
    ("relevant", relevant),
    ("relevantDF", relevantDF),
    ("returnOfCapital", returnOfCapital),
    ("returnOfCapitalDF", returnOfCapitalDF),
    ("rightsIssue", rightsIssue),
    ("rightsIssueDF", rightsIssueDF),
    ("rightToPurchase", rightToPurchase),
    ("rightToPurchaseDF", rightToPurchaseDF),
    ("securityReclassification", securityReclassification),
    ("securityReclassificationDF", securityReclassificationDF),
    ("securitySwap", securitySwap),
    ("securitySwapDF", securitySwapDF),
    ("spinoff", spinoff),
    ("spinoffDF", spinoffDF),
    ("splits", splits),
    ("splitsDF", splitsDF),
    ("stockSplits", stockSplits),
    ("stockSplitsDF", stockSplitsDF),
    ("tenQ", tenQ),
    ("tenK", tenK),
    ("technicals", technicals),
    ("technicalsDF", technicalsDF),
    ("timeSeriesInventory", timeSeriesInventory),
    ("timeSeriesInventoryDF", timeSeriesInventoryDF),
    ("timeSeries", timeSeries),
    ("timeSeriesDF", timeSeriesDF),
    ("upcomingEvents", upcomingEvents),
    ("upcomingEventsDF", upcomingEventsDF),
    ("upcomingEarnings", upcomingEarnings),
    ("upcomingEarningsDF", upcomingEarningsDF),
    ("upcomingDividends", upcomingDividends),
    ("upcomingDividendsDF", upcomingDividendsDF),
    ("upcomingSplits", upcomingSplits),
    ("upcomingSplitsDF", upcomingSplitsDF),
    ("upcomingIPOs", upcomingIPOs),
    ("upcomingIPOsDF", upcomingIPOsDF),
    ("volumeByVenue", volumeByVenue),
    ("volumeByVenueDF", volumeByVenueDF),
]

_INCLUDE_FUNCTIONS_IEX = [
    ("iexAuction", iexAuction),
    ("iexAuctionAsync", iexAuctionAsync),
    ("iexAuctionDF", iexAuctionDF),
    ("iexBook", iexBook),
    ("iexBookAsync", iexBookAsync),
    ("iexBookDF", iexBookDF),
    ("iexDeep", iexDeep),
    ("iexDeepAsync", iexDeepAsync),
    ("iexDeepDF", iexDeepDF),
    ("iexHist", iexHist),
    ("iexHistAsync", iexHistAsync),
    ("iexHistDF", iexHistDF),
    ("iexLast", iexLast),
    ("iexLastAsync", iexLastAsync),
    ("iexLastDF", iexLastDF),
    ("iexOfficialPrice", iexOfficialPrice),
    ("iexOfficialPriceAsync", iexOfficialPriceAsync),
    ("iexOfficialPriceDF", iexOfficialPriceDF),
    ("iexOpHaltStatus", iexOpHaltStatus),
    ("iexOpHaltStatusAsync", iexOpHaltStatusAsync),
    ("iexOpHaltStatusDF", iexOpHaltStatusDF),
    ("iexSecurityEvent", iexSecurityEvent),
    ("iexSecurityEventAsync", iexSecurityEventAsync),
    ("iexSecurityEventDF", iexSecurityEventDF),
    ("iexSsrStatus", iexSsrStatus),
    ("iexSsrStatusAsync", iexSsrStatusAsync),
    ("iexSsrStatusDF", iexSsrStatusDF),
    ("iexSystemEvent", iexSystemEvent),
    ("iexSystemEventAsync", iexSystemEventAsync),
    ("iexSystemEventDF", iexSystemEventDF),
    ("iexTops", iexTops),
    ("iexTopsAsync", iexTopsAsync),
    ("iexTopsDF", iexTopsDF),
    ("iexTradeBreak", iexTradeBreak),
    ("iexTradeBreakAsync", iexTradeBreakAsync),
    ("iexTradeBreakDF", iexTradeBreakDF),
    ("iexTrades", iexTrades),
    ("iexTradesAsync", iexTradesAsync),
    ("iexTradesDF", iexTradesDF),
    ("iexTradingStatus", iexTradingStatus),
    ("iexTradingStatusAsync", iexTradingStatusAsync),
    ("iexTradingStatusDF", iexTradingStatusDF),
]

_INCLUDE_FUNCTIONS_STREAMING = [
    # SSE Streaming
    ("topsSSE", iexTopsSSE),
    ("topsSSEAsync", iexTopsSSEAsync),
    ("lastSSE", iexLastSSE),
    ("lastSSEAsync", iexLastSSEAsync),
    ("deepSSE", iexDeepSSE),
    ("deepSSEAsync", iexDeepSSEAsync),
    ("tradesSSE", iexTradesSSE),
    ("tradesSSEAsync", iexTradesSSEAsync),
    # Stock SSE
    ("stocksUSNoUTPSSE", stocksUSNoUTPSSE),
    ("stocksUSNoUTPSSEAsync", stocksUSNoUTPSSEAsync),
    ("stocksUSSSE", stocksUSSSE),
    ("stocksUSSSEAsync", stocksUSSSEAsync),
    ("stocksUS1SecondSSE", stocksUS1SecondSSE),
    ("stocksUSNoUTP1SecondSSE", stocksUSNoUTP1SecondSSE),
    ("stocksUS1SecondSSEAsync", stocksUS1SecondSSEAsync),
    ("stocksUSNoUTP1SecondSSEAsync", stocksUSNoUTP1SecondSSEAsync),
    ("stocksUS5SecondSSE", stocksUS5SecondSSE),
    ("stocksUSNoUTP5SecondSSE", stocksUSNoUTP5SecondSSE),
    ("stocksUS5SecondSSEAsync", stocksUS5SecondSSEAsync),
    ("stocksUSNoUTP5SecondSSEAsync", stocksUSNoUTP5SecondSSEAsync),
    ("stocksUS1MinuteSSE", stocksUS1MinuteSSE),
    ("stocksUSNoUTP1MinuteSSE", stocksUSNoUTP1MinuteSSE),
    ("stocksUS1MinuteSSEAsync", stocksUS1MinuteSSEAsync),
    ("stocksUSNoUTP1MinuteSSEAsync", stocksUSNoUTP1MinuteSSEAsync),
    # FXSSE
    ("fxSSE", fxSSE),
    ("fxSSEAsync", fxSSEAsync),
    ("forex1SecondSSE", forex1SecondSSE),
    ("forex1SecondSSEAsync", forex1SecondSSEAsync),
    ("forex5SecondSSE", forex5SecondSSE),
    ("forex5SecondSSEAsync", forex5SecondSSEAsync),
    ("forex1MinuteSSE", forex1MinuteSSE),
    ("forex1MinuteSSEAsync", forex1MinuteSSEAsync),
    # NewsSSE
    ("newsSSE", newsSSE),
    ("newsSSEAsync", newsSSEAsync),
    # SentimentSSE
    ("sentimentSSE", sentimentSSE),
    ("sentimentSSEAsync", sentimentSSEAsync),
    # CryptoSSE
    ("cryptoBookSSE", cryptoBookSSE),
    ("cryptoBookSSEAsync", cryptoBookSSEAsync),
    ("cryptoEventsSSE", cryptoEventsSSE),
    ("cryptoEventsSSEAsync", cryptoEventsSSEAsync),
    ("cryptoQuotesSSE", cryptoQuotesSSE),
    ("cryptoQuotesSSEAsync", cryptoQuotesSSEAsync),
]

_INCLUDE_FUNCTIONS_ACCOUNT = [
    # Account
    ("messageBudget", messageBudget),
    ("metadata", metadata),
    ("metadataDF", metadataDF),
    ("usage", usage),
    ("usageDF", usageDF),
]

_INCLUDE_FUNCTIONS_ALTERNATIVE = [
    # Alternative
    ("sentiment", sentiment),
    ("sentimentDF", sentimentDF),
    ("ceoCompensation", ceoCompensation),
    ("ceoCompensationDF", ceoCompensationDF),
]

_INCLUDE_FUNCTIONS_POINTS = [
    # Data Points
    ("points", points),
    ("pointsDF", pointsDF),
]


_INCLUDE_FUNCTIONS_FX = [
    # FX
    ("latestFX", latestFX),
    ("latestFXDF", latestFXDF),
    ("convertFX", convertFX),
    ("convertFXDF", convertFXDF),
    ("historicalFX", historicalFX),
    ("historicalFXDF", historicalFXDF),
]

_INCLUDE_FUNCTIONS_CRYPTO = [
    # Crypto
    ("cryptoBook", cryptoBook),
    ("cryptoBookDF", cryptoBookDF),
    ("cryptoQuote", cryptoQuote),
    ("cryptoQuoteDF", cryptoQuoteDF),
    ("cryptoPrice", cryptoPrice),
    ("cryptoPriceDF", cryptoPriceDF),
]

_INCLUDE_FUNCTIONS = (
    _INCLUDE_FUNCTIONS_RULES
    + _INCLUDE_FUNCTIONS_REFDATA
    + _INCLUDE_FUNCTIONS_MARKET
    + _INCLUDE_FUNCTIONS_STATS
    + _INCLUDE_FUNCTIONS_STOCKS
    + _INCLUDE_FUNCTIONS_IEX
    + _INCLUDE_FUNCTIONS_STREAMING
    + _INCLUDE_FUNCTIONS_ACCOUNT
    + _INCLUDE_FUNCTIONS_ALTERNATIVE
    + _INCLUDE_FUNCTIONS_POINTS
    + _INCLUDE_FUNCTIONS_FX
    + _INCLUDE_FUNCTIONS_CRYPTO
)

_INCLUDE_FILES = [
    # Files
    ("files", files),
    ("download", download),
]

_INCLUDE_FUNCTIONS_PREMIUM = [
    # Wall Street Horizon
    ("analystDays", analystDaysWallStreetHorizon),
    ("analystDaysDF", analystDaysWallStreetHorizonDF),
    ("boardOfDirectorsMeeting", boardOfDirectorsMeetingWallStreetHorizon),
    ("boardOfDirectorsMeetingDF", boardOfDirectorsMeetingWallStreetHorizonDF),
    ("businessUpdates", businessUpdatesWallStreetHorizon),
    ("businessUpdatesDF", businessUpdatesWallStreetHorizonDF),
    ("buybacks", buybacksWallStreetHorizon),
    ("buybacksDF", buybacksWallStreetHorizonDF),
    ("capitalMarketsDay", capitalMarketsDayWallStreetHorizon),
    ("capitalMarketsDayDF", capitalMarketsDayWallStreetHorizonDF),
    ("companyTravel", companyTravelWallStreetHorizon),
    ("companyTravelDF", companyTravelWallStreetHorizonDF),
    ("filingDueDates", filingDueDatesWallStreetHorizon),
    ("filingDueDatesDF", filingDueDatesWallStreetHorizonDF),
    ("fiscalQuarterEnd", fiscalQuarterEndWallStreetHorizon),
    ("fiscalQuarterEndDF", fiscalQuarterEndWallStreetHorizonDF),
    ("forum", forumWallStreetHorizon),
    ("forumDF", forumWallStreetHorizonDF),
    ("generalConference", generalConferenceWallStreetHorizon),
    ("generalConferenceDF", generalConferenceWallStreetHorizonDF),
    ("fdaAdvisoryCommitteeMeetings", fdaAdvisoryCommitteeMeetingsWallStreetHorizon),
    ("fdaAdvisoryCommitteeMeetingsDF", fdaAdvisoryCommitteeMeetingsWallStreetHorizonDF),
    ("holidays", holidaysWallStreetHorizon),
    ("holidaysDF", holidaysWallStreetHorizonDF),
    ("indexChanges", indexChangesWallStreetHorizon),
    ("indexChangesDF", indexChangesWallStreetHorizonDF),
    ("ipos", iposWallStreetHorizon),
    ("iposDF", iposWallStreetHorizonDF),
    ("legalActions", legalActionsWallStreetHorizon),
    ("legalActionsDF", legalActionsWallStreetHorizonDF),
    ("mergersAndAcquisitions", mergersAndAcquisitionsWallStreetHorizon),
    ("mergersAndAcquisitionsDF", mergersAndAcquisitionsWallStreetHorizonDF),
    ("productEvents", productEventsWallStreetHorizon),
    ("productEventsDF", productEventsWallStreetHorizonDF),
    ("researchAndDevelopmentDays", researchAndDevelopmentDaysWallStreetHorizon),
    ("researchAndDevelopmentDaysDF", researchAndDevelopmentDaysWallStreetHorizonDF),
    ("sameStoreSales", sameStoreSalesWallStreetHorizon),
    ("sameStoreSalesDF", sameStoreSalesWallStreetHorizonDF),
    ("secondaryOfferings", secondaryOfferingsWallStreetHorizon),
    ("secondaryOfferingsDF", secondaryOfferingsWallStreetHorizonDF),
    ("seminars", seminarsWallStreetHorizon),
    ("seminarsDF", seminarsWallStreetHorizonDF),
    ("shareholderMeetings", shareholderMeetingsWallStreetHorizon),
    ("shareholderMeetingsDF", shareholderMeetingsWallStreetHorizonDF),
    ("summitMeetings", summitMeetingsWallStreetHorizon),
    ("summitMeetingsDF", summitMeetingsWallStreetHorizonDF),
    ("tradeShows", tradeShowsWallStreetHorizon),
    ("tradeShowsDF", tradeShowsWallStreetHorizonDF),
    ("witchingHours", witchingHoursWallStreetHorizon),
    ("witchingHoursDF", witchingHoursWallStreetHorizonDF),
    ("workshops", workshopsWallStreetHorizon),
    ("workshopsDF", workshopsWallStreetHorizonDF),
    # Fraud Factors
    ("nonTimelyFilings", nonTimelyFilingsFraudFactors),
    ("nonTimelyFilingsDF", nonTimelyFilingsFraudFactorsDF),
    ("similarityIndex", similarityIndexFraudFactors),
    ("similarityIndexDF", similarityIndexFraudFactorsDF),
    # Extract Alpha
    ("cam1", cam1ExtractAlpha),
    ("cam1DF", cam1ExtractAlphaDF),
    ("esgCFPBComplaints", esgCFPBComplaintsExtractAlpha),
    ("esgCFPBComplaintsDF", esgCFPBComplaintsExtractAlphaDF),
    ("esgCPSCRecalls", esgCPSCRecallsExtractAlpha),
    ("esgCPSCRecallsDF", esgCPSCRecallsExtractAlphaDF),
    ("esgDOLVisaApplications", esgDOLVisaApplicationsExtractAlpha),
    ("esgDOLVisaApplicationsDF", esgDOLVisaApplicationsExtractAlphaDF),
    ("esgEPAEnforcements", esgEPAEnforcementsExtractAlpha),
    ("esgEPAEnforcementsDF", esgEPAEnforcementsExtractAlphaDF),
    ("esgEPAMilestones", esgEPAMilestonesExtractAlpha),
    ("esgEPAMilestonesDF", esgEPAMilestonesExtractAlphaDF),
    (
        "esgFECIndividualCampaingContributions",
        esgFECIndividualCampaingContributionsExtractAlpha,
    ),
    (
        "esgFECIndividualCampaingContributionsDF",
        esgFECIndividualCampaingContributionsExtractAlphaDF,
    ),
    ("esgOSHAInspections", esgOSHAInspectionsExtractAlpha),
    ("esgOSHAInspectionsDF", esgOSHAInspectionsExtractAlphaDF),
    ("esgSenateLobbying", esgSenateLobbyingExtractAlpha),
    ("esgSenateLobbyingDF", esgSenateLobbyingExtractAlphaDF),
    ("esgUSASpending", esgUSASpendingExtractAlpha),
    ("esgUSASpendingDF", esgUSASpendingExtractAlphaDF),
    ("esgUSPTOPatentApplications", esgUSPTOPatentApplicationsExtractAlpha),
    ("esgUSPTOPatentApplicationsDF", esgUSPTOPatentApplicationsExtractAlphaDF),
    ("esgUSPTOPatentGrants", esgUSPTOPatentGrantsExtractAlpha),
    ("esgUSPTOPatentGrantsDF", esgUSPTOPatentGrantsExtractAlphaDF),
    ("tacticalModel1", tacticalModel1ExtractAlpha),
    ("tacticalModel1DF", tacticalModel1ExtractAlphaDF),
    # Precision Alpha
    ("precisionAlphaPriceDynamics", priceDynamicsPrecisionAlpha),
    ("precisionAlphaPriceDynamicsDF", priceDynamicsPrecisionAlphaDF),
    # BRAIN Company
    ("thirtyDaySentiment", thirtyDaySentimentBrain),
    ("thirtyDaySentimentDF", thirtyDaySentimentBrainDF),
    ("sevenDaySentiment", sevenDaySentimentBrain),
    ("sevenDaySentimentDF", sevenDaySentimentBrainDF),
    ("twentyOneDayMLReturnRanking", twentyOneDayMLReturnRankingBrain),
    ("twentyOneDayMLReturnRankingDF", twentyOneDayMLReturnRankingBrainDF),
    ("tenDayMLReturnRanking", tenDayMLReturnRankingBrain),
    ("tenDayMLReturnRankingDF", tenDayMLReturnRankingBrainDF),
    ("fiveDayMLReturnRanking", fiveDayMLReturnRankingBrain),
    ("fiveDayMLReturnRankingDF", fiveDayMLReturnRankingBrainDF),
    ("threeDayMLReturnRanking", threeDayMLReturnRankingBrain),
    ("threeDayMLReturnRankingDF", threeDayMLReturnRankingBrainDF),
    ("twoDayMLReturnRanking", twoDayMLReturnRankingBrain),
    ("twoDayMLReturnRankingDF", twoDayMLReturnRankingBrainDF),
    (
        "languageMetricsOnCompanyFilingsAll",
        languageMetricsOnCompanyFilingsAllBrain,
    ),
    (
        "languageMetricsOnCompanyFilingsAllDF",
        languageMetricsOnCompanyFilingsAllBrainDF,
    ),
    ("languageMetricsOnCompanyFilings", languageMetricsOnCompanyFilingsBrain),
    ("languageMetricsOnCompanyFilingsDF", languageMetricsOnCompanyFilingsBrainDF),
    (
        "languageMetricsOnCompanyFilingsDifferenceAll",
        languageMetricsOnCompanyFilingsDifferenceAllBrain,
    ),
    (
        "languageMetricsOnCompanyFilingsDifferenceAllDF",
        languageMetricsOnCompanyFilingsDifferenceAllBrainDF,
    ),
    (
        "languageMetricsOnCompanyFilingsDifference",
        languageMetricsOnCompanyFilingsDifferenceBrain,
    ),
    (
        "languageMetricsOnCompanyFilingsDifferenceDF",
        languageMetricsOnCompanyFilingsDifferenceBrainDF,
    ),
    # Kavout
    ("kScore", kScoreKavout),
    ("kScoreDF", kScoreKavoutDF),
    ("kScoreChina", kScoreChinaKavout),
    ("kScoreChinaDF", kScoreChinaKavoutDF),
    # Audit Analytics
    ("accountingQualityAndRiskMatrix", accountingQualityAndRiskMatrixAuditAnalytics),
    (
        "accountingQualityAndRiskMatrixDF",
        accountingQualityAndRiskMatrixAuditAnalyticsDF,
    ),
    ("directorAndOfficerChanges", directorAndOfficerChangesAuditAnalytics),
    ("directorAndOfficerChangesDF", directorAndOfficerChangesAuditAnalyticsDF),
    # Stocktwits
    ("socialSentiment", socialSentimentStockTwits),
    ("socialSentimentDF", socialSentimentStockTwitsDF),
]

_INCLUDE_PREMIUM_FILES = [
    # ValuEngine
    ("valuEngine", stockResearchReportValuEngine),
    ("valuEngineDownload", downloadStockResearchReportValuEngine),
    # New Constructs
    ("newConstructs", reportNewConstructs),
    ("newConstructsDownload", downloadReportNewConstructs),
]

_INCLUDE_POINTS_RATES = [
    # Rates
    ("thirtyYear", RatesPoints.THIRTY.value),
    ("twentyYear", RatesPoints.TWENTY.value),
    ("tenYear", RatesPoints.TEN.value),
    ("fiveYear", RatesPoints.FIVE.value),
    ("twoYear", RatesPoints.TWO.value),
    ("oneYear", RatesPoints.ONE.value),
    ("sixMonth", RatesPoints.SIXMONTH.value),
    ("threeMonth", RatesPoints.THREEMONTH.value),
    ("oneMonth", RatesPoints.ONEMONTH.value),
]

_INCLUDE_POINTS_COMMODITIES = [
    # Commodities
    ("wti", CommoditiesPoints.WTI.value),
    ("brent", CommoditiesPoints.BRENT.value),
    ("natgas", CommoditiesPoints.NATGAS.value),
    ("heatoil", CommoditiesPoints.HEATOIL.value),
    ("jet", CommoditiesPoints.JET.value),
    ("diesel", CommoditiesPoints.DIESEL.value),
    ("gasreg", CommoditiesPoints.GASREG.value),
    ("gasmid", CommoditiesPoints.GASMID.value),
    ("gasprm", CommoditiesPoints.GASPRM.value),
    ("propane", CommoditiesPoints.PROPANE.value),
]

_INCLUDE_POINTS_ECONOMIC = [
    # Economic
    ("us30", EconomicPoints.US30.value),
    ("us15", EconomicPoints.US15.value),
    ("us5", EconomicPoints.US5.value),
    ("fedfunds", EconomicPoints.FEDFUNDS.value),
    ("creditcard", EconomicPoints.CREDITCARD.value),
    ("cdnj", EconomicPoints.CDNJ.value),
    ("cdj", EconomicPoints.CDJ.value),
    ("gdp", EconomicPoints.GDP.value),
    ("indpro", EconomicPoints.INDPRO.value),
    ("cpi", EconomicPoints.CPI.value),
    ("payroll", EconomicPoints.PAYROLL.value),
    ("housing", EconomicPoints.HOUSING.value),
    ("unemployment", EconomicPoints.UNEMPLOYMENT.value),
    ("vehicles", EconomicPoints.VEHICLES.value),
    ("recessionProb", EconomicPoints.RECESSION_PROB.value),
    ("initialClaims", EconomicPoints.INITIALCLAIMS.value),
    ("institutionalMoney", EconomicPoints.INSTITUTIONALMONEY.value),
    ("retailMoney", EconomicPoints.RETAILMONEY.value),
]

_INCLUDE_STUDIES = [
    ("peerCorrelation", peerCorrelation),
    ("peerCorrelationPlot", peerCorrelationPlot),
    ("returns", returns),
    ("dailyReturns", dailyReturns),
    # Cycle
    ("ht_dcperiod", ht_dcperiod),
    ("ht_dcphase", ht_dcphase),
    ("ht_phasor", ht_phasor),
    ("ht_sine", ht_sine),
    ("ht_trendmode", ht_trendmode),
    # Math
    ("acos", acos),
    ("asin", asin),
    ("atan", atan),
    ("ceil", ceil),
    ("cos", cos),
    ("cosh", cosh),
    ("exp", exp),
    ("floor", floor),
    ("ln", ln),
    ("log10", log10),
    ("sin", sin),
    ("sinh", sinh),
    ("sqrt", sqrt),
    ("tan", tan),
    ("tanh", tanh),
    ("add", add),
    ("div", div),
    ("max", max),
    ("maxindex", maxindex),
    ("min", min),
    ("minindex", minindex),
    ("minmax", minmax),
    ("minmaxindex", minmaxindex),
    ("mult", mult),
    ("sub", sub),
    ("sum", sum),
    # Momentum
    ("adx", adx),
    ("adxr", adxr),
    ("apo", apo),
    ("aroon", aroon),
    ("aroonosc", aroonosc),
    ("bop", bop),
    ("cci", cci),
    ("cmo", cmo),
    ("dx", dx),
    ("macd", macd),
    ("macdext", macdext),
    ("mfi", mfi),
    ("minus_di", minus_di),
    ("minus_dm", minus_dm),
    ("mom", mom),
    ("plus_di", plus_di),
    ("plus_dm", plus_dm),
    ("ppo", ppo),
    ("roc", roc),
    ("rocp", rocp),
    ("rocr", rocr),
    ("rocr100", rocr100),
    ("rsi", rsi),
    ("stoch", stoch),
    ("stochf", stochf),
    ("stochrsi", stochrsi),
    ("trix", trix),
    ("ultosc", ultosc),
    ("willr", willr),
    # Overlap
    ("bollinger", bollinger),
    ("dema", dema),
    ("ema", ema),
    ("ht_trendline", ht_trendline),
    ("kama", kama),
    ("mama", mama),
    ("mavp", mavp),
    ("midpoint", midpoint),
    ("midpice", midpice),
    ("sar", sar),
    ("sarext", sarext),
    ("sma", sma),
    ("t3", t3),
    ("tema", tema),
    ("trima", trima),
    ("wma", wma),
    # Pattern
    ("cdl2crows", cdl2crows),
    ("cdl3blackcrows", cdl3blackcrows),
    ("cdl3inside", cdl3inside),
    ("cdl3linestrike", cdl3linestrike),
    ("cdl3outside", cdl3outside),
    ("cdl3starsinsouth", cdl3starsinsouth),
    ("cdl3whitesoldiers", cdl3whitesoldiers),
    ("cdlabandonedbaby", cdlabandonedbaby),
    ("cdladvanceblock", cdladvanceblock),
    ("cdlbelthold", cdlbelthold),
    ("cdlbreakaway", cdlbreakaway),
    ("cdlclosingmarubozu", cdlclosingmarubozu),
    ("cdlconcealbabyswallow", cdlconcealbabyswallow),
    ("cdlcounterattack", cdlcounterattack),
    ("cdldarkcloudcover", cdldarkcloudcover),
    ("cdldoji", cdldoji),
    ("cdldojistar", cdldojistar),
    ("cdldragonflydoji", cdldragonflydoji),
    ("cdlengulfing", cdlengulfing),
    ("cdleveningdojistar", cdleveningdojistar),
    ("cdleveningstar", cdleveningstar),
    ("cdlgapsidesidewhite", cdlgapsidesidewhite),
    ("cdlgravestonedoji", cdlgravestonedoji),
    ("cdlhammer", cdlhammer),
    ("cdlhangingman", cdlhangingman),
    ("cdlharami", cdlharami),
    ("cdlharamicross", cdlharamicross),
    ("cdlhighwave", cdlhighwave),
    ("cdlhikkake", cdlhikkake),
    ("cdlhikkakemod", cdlhikkakemod),
    ("cdlhomingpigeon", cdlhomingpigeon),
    ("cdlidentical3crows", cdlidentical3crows),
    ("cdlinneck", cdlinneck),
    ("cdlinvertedhammer", cdlinvertedhammer),
    ("cdlkicking", cdlkicking),
    ("cdlkickingbylength", cdlkickingbylength),
    ("cdlladderbottom", cdlladderbottom),
    ("cdllongleggeddoji", cdllongleggeddoji),
    ("cdllongline", cdllongline),
    ("cdlmarubozu", cdlmarubozu),
    ("cdlmatchinglow", cdlmatchinglow),
    ("cdlmathold", cdlmathold),
    ("cdlmorningdojistar", cdlmorningdojistar),
    ("cdlmorningstar", cdlmorningstar),
    ("cdlonneck", cdlonneck),
    ("cdlpiercing", cdlpiercing),
    ("cdlrickshawman", cdlrickshawman),
    ("cdlrisefall3methods", cdlrisefall3methods),
    ("cdlseparatinglines", cdlseparatinglines),
    ("cdlshootingstar", cdlshootingstar),
    ("cdlshortline", cdlshortline),
    ("cdlspinningtop", cdlspinningtop),
    ("cdlstalledpattern", cdlstalledpattern),
    ("cdlsticksandwich", cdlsticksandwich),
    ("cdltakuri", cdltakuri),
    ("cdltasukigap", cdltasukigap),
    ("cdlthrusting", cdlthrusting),
    ("cdltristar", cdltristar),
    ("cdlunique3river", cdlunique3river),
    ("cdlxsidegap3methods", cdlxsidegap3methods),
    # Price
    ("avgprice", avgprice),
    ("medprice", medprice),
    ("typprice", typprice),
    ("wclprice", wclprice),
    # Statistic
    ("beta", beta),
    ("correl", correl),
    ("linearreg", linearreg),
    ("linearreg_angle", linearreg_angle),
    ("linearreg_intercept", linearreg_intercept),
    ("linearreg_slope", linearreg_slope),
    ("stddev", stddev),
    ("tsf", tsf),
    ("var", var),
    # Volatility
    ("atr", atr),
    ("natr", natr),
    ("trange", trange),
    # Volume
    ("ad", ad),
    ("adosc", adosc),
    ("obv", obv),
]


[docs]class Client(object):
    """IEX Cloud Client

    Client has access to all methods provided as standalone, but in an authenticated way

    Args:
        api_token (str): api token (can pickup from IEX_TOKEN environment variable)
        version (str): api version to use (defaults to v1)
                          set version to 'sandbox' to run against the IEX sandbox
        api_limit (int): cache calls in this interval
    """

    _api_limit = DEFAULT_API_LIMIT

    account = types.ModuleType("account")
    alternative = types.ModuleType("alternative")
    crypto = types.ModuleType("crypto")
    fx = types.ModuleType("fx")
    iex = types.ModuleType("iex")
    market = types.ModuleType("market")
    points = types.ModuleType("points")
    refdata = types.ModuleType("refdata")
    rules = types.ModuleType("rules")
    stats = types.ModuleType("stats")
    stocks = types.ModuleType("stocks")
    streaming = types.ModuleType("streaming")

    premium = types.ModuleType("premium")
    premium.files = types.ModuleType("premium.files")
    files = types.ModuleType("files")
    studies = types.ModuleType("studies")
    commodities = types.ModuleType("commodities")
    rates = types.ModuleType("rates")
    economic = types.ModuleType("economic")

    def __init__(self, api_token=None, version="v1", api_limit=DEFAULT_API_LIMIT):
        self._token = api_token or os.environ.get("IEX_TOKEN", "")
        if not self._token:
            raise PyEXception("API Token missing or not in environment (IEX_TOKEN)")

        if version not in ("beta", "stable", "v1", "sandbox"):
            raise PyEXception("Unrecognized api version: {}".format(version))

        if self._token.startswith("T") and version != "sandbox":
            warnings.warn(
                "Using test key but attempting to connect to non-sandbox environment. Switching to sandbox"
            )
            version = "sandbox"

        self._version = version
        self._api_limit = api_limit

        # rebind
        for name, method in _INCLUDE_FUNCTIONS_ACCOUNT:
            setattr(self, name, wraps(method)(partial(self.bind, meth=method)))
            getattr(self, name).__doc__ = method.__doc__
            # setattr(self.account, name, getattr(self, name))

        for name, method in _INCLUDE_FUNCTIONS_ALTERNATIVE:
            setattr(self, name, wraps(method)(partial(self.bind, meth=method)))
            getattr(self, name).__doc__ = method.__doc__
            setattr(self.alternative, name, getattr(self, name))

        for name, method in _INCLUDE_FUNCTIONS_CRYPTO:
            setattr(self, name, wraps(method)(partial(self.bind, meth=method)))
            getattr(self, name).__doc__ = method.__doc__
            setattr(self.crypto, name, getattr(self, name))

        for name, method in _INCLUDE_FUNCTIONS_FX:
            setattr(self, name, wraps(method)(partial(self.bind, meth=method)))
            getattr(self, name).__doc__ = method.__doc__
            setattr(self.fx, name, getattr(self, name))

        for name, method in _INCLUDE_FUNCTIONS_IEX:
            setattr(self, name, wraps(method)(partial(self.bind, meth=method)))
            getattr(self, name).__doc__ = method.__doc__
            setattr(self.iex, name, getattr(self, name))

        for name, method in _INCLUDE_FUNCTIONS_MARKET:
            setattr(self, name, wraps(method)(partial(self.bind, meth=method)))
            getattr(self, name).__doc__ = method.__doc__
            setattr(self.market, name, getattr(self, name))

        for name, method in _INCLUDE_FUNCTIONS_POINTS:
            setattr(self, name, wraps(method)(partial(self.bind, meth=method)))
            getattr(self, name).__doc__ = method.__doc__
            setattr(self.points, name, getattr(self, name))

        for name, method in _INCLUDE_FUNCTIONS_RULES:
            setattr(self, name, wraps(method)(partial(self.bind, meth=method)))
            getattr(self, name).__doc__ = method.__doc__
            # setattr(self.rules, name, getattr(self, name))

        for name, method in _INCLUDE_FUNCTIONS_REFDATA:
            setattr(self, name, wraps(method)(partial(self.bind, meth=method)))
            getattr(self, name).__doc__ = method.__doc__
            setattr(self.refdata, name, getattr(self, name))

        for name, method in _INCLUDE_FUNCTIONS_STATS:
            setattr(self, name, wraps(method)(partial(self.bind, meth=method)))
            getattr(self, name).__doc__ = method.__doc__
            setattr(self.stats, name, getattr(self, name))

        for name, method in _INCLUDE_FUNCTIONS_STOCKS:
            setattr(self, name, wraps(method)(partial(self.bind, meth=method)))
            getattr(self, name).__doc__ = method.__doc__
            setattr(self.stocks, name, getattr(self, name))

        for name, method in _INCLUDE_FUNCTIONS_STREAMING:
            setattr(self, name, wraps(method)(partial(self.bind, meth=method)))
            getattr(self, name).__doc__ = method.__doc__
            setattr(self.streaming, name, getattr(self, name))

        # rebind premium data
        for name, method in _INCLUDE_FUNCTIONS_PREMIUM:
            setattr(self.premium, name, wraps(method)(partial(self.bind, meth=method)))
            getattr(self.premium, name).__doc__ = method.__doc__

        # rebind commodities
        for name, key in _INCLUDE_POINTS_COMMODITIES:
            p = partial(self.bind, meth=points, key=key)
            p.__name__ = key
            setattr(self, name, wraps(points)(_interval(minutes=self._api_limit)(p)))
            getattr(self, name).__doc__ = points.__doc__
            setattr(
                self.commodities,
                name,
                wraps(points)(_interval(minutes=self._api_limit)(p)),
            )

        # rebind economic
        for name, key in _INCLUDE_POINTS_ECONOMIC:
            p = partial(self.bind, meth=points, key=key)
            p.__name__ = key
            setattr(self, name, wraps(points)(_interval(minutes=self._api_limit)(p)))
            getattr(self, name).__doc__ = points.__doc__
            setattr(
                self.economic,
                name,
                wraps(points)(_interval(minutes=self._api_limit)(p)),
            )

        # rebind rates
        for name, key in _INCLUDE_POINTS_RATES:
            p = partial(self.bind, meth=points, key=key)
            p.__name__ = key
            setattr(self, name, wraps(points)(_interval(minutes=self._api_limit)(p)))
            getattr(self, name).__doc__ = points.__doc__
            setattr(
                self.rates, name, wraps(points)(_interval(minutes=self._api_limit)(p))
            )

        # rebind files
        for name, method in _INCLUDE_FILES:
            setattr(self.files, name, wraps(method)(partial(self.bind, meth=method)))
            getattr(self.files, name).__doc__ = method.__doc__

        # rebind premium files
        for name, method in _INCLUDE_PREMIUM_FILES:
            setattr(
                self.premium.files, name, wraps(method)(partial(self.bind, meth=method))
            )
            getattr(self.premium.files, name).__doc__ = method.__doc__

        # rebind studies
        for name, method in _INCLUDE_STUDIES:
            if method:
                setattr(self.studies, name, method.__get__(self, self.__class__))

    def bind(self, *args, **kwargs):
        meth = kwargs.pop("meth")
        if not meth:
            raise PyEXception("Must provide method!")
        return meth(token=self._token, version=self._version, *args, **kwargs)

    def account(self, *args, **kwargs):
        return self.metadata(*args, **kwargs)



#############################
# for autodoc
for name, method in _INCLUDE_FUNCTIONS_ACCOUNT:
    setattr(Client, name, method)
    getattr(Client, name).__doc__ = method.__doc__
    # setattr(self.account, name, getattr(self, name))

for name, method in _INCLUDE_FUNCTIONS_ALTERNATIVE:
    setattr(Client, name, method)
    getattr(Client, name).__doc__ = method.__doc__
    setattr(Client.alternative, name, getattr(Client, name))

for name, method in _INCLUDE_FUNCTIONS_CRYPTO:
    setattr(Client, name, method)
    getattr(Client, name).__doc__ = method.__doc__
    setattr(Client.crypto, name, getattr(Client, name))

for name, method in _INCLUDE_FUNCTIONS_FX:
    setattr(Client, name, method)
    getattr(Client, name).__doc__ = method.__doc__
    setattr(Client.fx, name, getattr(Client, name))

for name, method in _INCLUDE_FUNCTIONS_IEX:
    setattr(Client, name, method)
    getattr(Client, name).__doc__ = method.__doc__
    setattr(Client.iex, name, getattr(Client, name))

for name, method in _INCLUDE_FUNCTIONS_MARKET:
    setattr(Client, name, method)
    getattr(Client, name).__doc__ = method.__doc__
    setattr(Client.market, name, getattr(Client, name))

for name, method in _INCLUDE_FUNCTIONS_POINTS:
    setattr(Client, name, method)
    getattr(Client, name).__doc__ = method.__doc__
    setattr(Client.points, name, getattr(Client, name))

for name, method in _INCLUDE_FUNCTIONS_RULES:
    setattr(Client, name, method)
    getattr(Client, name).__doc__ = method.__doc__
    # setattr(self.rules, name, getattr(self, name))

for name, method in _INCLUDE_FUNCTIONS_REFDATA:
    setattr(Client, name, method)
    getattr(Client, name).__doc__ = method.__doc__
    setattr(Client.refdata, name, getattr(Client, name))

for name, method in _INCLUDE_FUNCTIONS_STATS:
    setattr(Client, name, method)
    getattr(Client, name).__doc__ = method.__doc__
    setattr(Client.stats, name, getattr(Client, name))

for name, method in _INCLUDE_FUNCTIONS_STOCKS:
    setattr(Client, name, method)
    getattr(Client, name).__doc__ = method.__doc__
    setattr(Client.stocks, name, getattr(Client, name))

for name, method in _INCLUDE_FUNCTIONS_STREAMING:
    setattr(Client, name, method)
    getattr(Client, name).__doc__ = method.__doc__
    setattr(Client.streaming, name, getattr(Client, name))

for name, method in _INCLUDE_FUNCTIONS_PREMIUM:
    setattr(Client.premium, name, method)
    getattr(Client.premium, name).__doc__ = method.__doc__

for name, method in _INCLUDE_FILES:
    setattr(Client.files, name, method)
    getattr(Client.files, name).__doc__ = method.__doc__

for name, method in _INCLUDE_PREMIUM_FILES:
    setattr(Client.premium.files, name, method)
    getattr(Client.premium.files, name).__doc__ = method.__doc__

for name, key in (
    _INCLUDE_POINTS_COMMODITIES + _INCLUDE_POINTS_ECONOMIC + _INCLUDE_POINTS_RATES
):
    p = partial(Client.bind, meth=points, key=key)
    p.__name__ = key
    setattr(Client, name, wraps(points)(p))
    getattr(Client, name).__doc__ = points.__doc__

for name, method in _INCLUDE_STUDIES:
    if method:
        setattr(Client, name, method)
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  Source code for pyEX.metadata

# *****************************************************************************
#
# Copyright (c) 2022, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps
import pandas as pd
from ..common import _get


def queryMetadata(
    id="", key="", subkey="", token="", version="stable", filter="", format="json"
):
    """Get inventory of available time series endpoints

    Args:
        id (str): Timeseries ID
        key (str): Timeseries Key
        subkey (str): Timeseries Subkey
        token (str): Access token
        version (str): API version
        filter (str): https://iexcloud.io/docs/api/#filter-results
        format (str): output format
    """
    url = "metadata/time-series"
    if id:
        url += "/{}".format(id)
        if key:
            url += "/{}".format(key)
            if subkey:
                url += "/{}".format(subkey)
    return _get(url, token=token, version=version, filter=filter, format=format)


@wraps(queryMetadata)
def queryMetadataDF(*args, **kwargs):
    return pd.DataFrame(queryMetadata(*args, **kwargs))




          

      

      

    

  

  
    
    pyEX.rules
    

    
 
  

    
      
          
            
  Source code for pyEX.rules

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

from ..common import PyEXception, _delete, _get, _post, _raiseIfNotStr
from .engine import Rule  # noqa: F401


def lookup(lookup="", token="", version="stable", format="json"):
    """Pull the latest schema for data points, notification types, and operators used to construct rules.

    https://iexcloud.io/docs/api/#rules-schema

    Args:
        lookup (str): If a schema object has “isLookup”: true, pass the value key to /stable/rules/lookup/{value}. This returns all valid values for the rightValue of a condition.
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    _raiseIfNotStr(lookup)
    if lookup:
        return _get(
            "rules/lookup/{}".format(lookup),
            token=token,
            version=version,
            format=format,
        )
    return _get("rules/schema", token=token, version=version, format=format)


@wraps(lookup)
def schema(token="", version="stable", format="json"):
    return lookup(token=token, version=version, format=format)


def create(
    rule,
    ruleName,
    ruleSet,
    type="any",
    existingId=None,
    token="",
    version="stable",
    format="json",
):
    """This endpoint is used to both create and edit rules. Note that rules run be default after being created.

    Args:
        rule (Rule or dict): rule object to create
        ruleName (str): name for rule
        ruleSet (str): Valid US symbol or the string ANYEVENT. If the string ANYEVENT is passed, the rule will be triggered for any symbol in the system. The cool down period for alerts (frequency) is applied on a per symbol basis.
        type (str): Specify either any, where if any condition is true you get an alert, or all, where all conditions must be true to trigger an alert. any is the default value
        existingId (Optional[str]): The id of an existing rule only if you are editing the existing rule
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json
    """
    if type not in ("any", "all"):
        raise PyEXception("type must be in (any, all). got: {}".format(type))

    if isinstance(rule, Rule):
        rule = rule.toJson()

    rule["token"] = token
    rule["ruleSet"] = ruleSet
    rule["type"] = type
    rule["ruleName"] = ruleName

    # Conditions, outputs, and additionalKeys handled by rule object
    if "conditions" not in rule:
        raise PyEXception("rule is missing `conditions` key!")
    if "outputs" not in rule:
        raise PyEXception("rule is missing `outputs` key!")

    if existingId is not None:
        rule["id"] = existingId
    return _post(
        "rules/create",
        json=rule,
        token=token,
        version=version,
        token_in_params=False,
        format=format,
    )


def pause(ruleId, token="", version="stable", format="json"):
    """You can control the output of rules by pausing and resume per rule id.

    Args:
        ruleId (str): The id of an existing rule to puase
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json
    """
    return _post(
        "rules/pause",
        json={"ruleId": ruleId, "token": token},
        token=token,
        version=version,
        token_in_params=False,
        format=format,
    )


def resume(ruleId, token="", version="stable", format="json"):
    """You can control the output of rules by pausing and resume per rule id.

    Args:
        ruleId (str): The id of an existing rule to puase
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json
    """
    return _post(
        "rules/resume",
        json={"ruleId": ruleId, "token": token},
        token=token,
        version=version,
        token_in_params=False,
        format=format,
    )


def delete(ruleId, token="", version="stable", format="json"):
    """You can delete a rule by using an __HTTP DELETE__ request. This will stop rule executions and delete the rule from your dashboard. If you only want to temporarily stop a rule, use the pause/resume functionality instead.

    Args:
        ruleId (str): The id of an existing rule to puase
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json
    """
    return _delete(
        "rules/{}".format(ruleId), token=token, version=version, format=format
    )


def rule(ruleId, token="", version="stable", format="json"):
    """Rule information such as the current rule status and execution statistics.

    Args:
        ruleId (str): The id of an existing rule to puase
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json
    """
    return _get(
        "rules/info/{}".format(ruleId), token=token, version=version, format=format
    )


def rules(token="", version="stable", format="json"):
    """List all rules that are currently on your account. Each rule object returned will include the current rule status and execution statistics."""
    return _get("rules", token=token, version=version, format=format)


def output(ruleId, token="", version="stable", format="json"):
    """If you choose `logs` as your rule output method, IEX Cloud will save the output objects on our server. You can use this method to retrieve those data objects.

    Args:
        ruleId (str): The id of an existing rule to puase
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json
    """
    return _get(
        "rules/output/{}".format(ruleId), token=token, version=version, format=format
    )
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  Source code for pyEX.alternative.alternative

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import (
    _expire,
    _get,
    _raiseIfNotStr,
    _strOrDate,
    _toDatetime,
    json_normalize,
)


[docs]def sentiment(
    symbol,
    type="daily",
    date=None,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """This endpoint provides social sentiment data from StockTwits. Data can be viewed as a daily value, or by minute for a given date.

    https://iexcloud.io/docs/api/#social-sentiment
    Continuous

    Args:
        symbol (str): Ticker to request
        type (str): 'daily' or 'minute'
        date (str): date in YYYYMMDD or datetime
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    if date:
        date = _strOrDate(date)
        return _get(
            "stock/{symbol}/sentiment/{type}/{date}".format(
                symbol=symbol, type=type, date=date
            ),
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "stock/{symbol}/sentiment/{type}/".format(symbol=symbol, type=type),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(sentiment)
def sentimentDF(*args, **kwargs):
    ret = sentiment(*args, **kwargs)
    if type == "daily":
        ret = [ret]
    return _toDatetime(pd.DataFrame(ret))



[docs]@_expire(hour=1)
def ceoCompensation(symbol, token="", version="stable", filter="", format="json"):
    """This endpoint provides CEO compensation for a company by symbol.

    https://iexcloud.io/docs/api/#ceo-compensation
    1am daily

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/ceo-compensation".format(symbol=symbol), token, version, filter
    )



[docs]@wraps(ceoCompensation)
def ceoCompensationDF(*args, **kwargs):
    return _toDatetime(json_normalize(ceoCompensation(*args, **kwargs)))
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  Source code for pyEX.commodities.commodities

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from enum import Enum
from functools import lru_cache

from ..points import points


[docs]class CommoditiesPoints(Enum):
    """Commodities data points

    https://iexcloud.io/docs/api/#commodities

    Attributes:
        WTI; Crude oil West Texas Intermediate - in dollars per barrel, not seasonally adjusted
        BRENT; Crude oil Brent Europe - in dollars per barrel, not seasonally adjusted
        NATGAS; Henry Hub Natural Gas Spot Price - in dollars per million BTU, not seasonally adjusted
        HEATOIL; No. 2 Heating Oil New York Harbor - in dollars per gallon, not seasonally adjusted
        JET; Kerosense Type Jet Fuel US Gulf Coast - in dollars per gallon, not seasonally adjusted
        DIESEL; US Diesel Sales Price - in dollars per gallon, not seasonally adjusted
        GASREG; US Regular Conventional Gas Price - in dollars per gallon, not seasonally adjusted
        GASMID; US Midgrade Conventional Gas Price - in dollars per gallon, not seasonally adjusted
        GASPRM; US Premium Conventional Gas Price - in dollars per gallon, not seasonally adjusted
        PROPANE; Propane Prices Mont Belvieu Texas - in dollars per gallon, not seasonally adjusted
    """

    WTI = "DCOILWTICO"
    BRENT = "DCOILBRENTEU"
    NATGAS = "DHHNGSP"
    HEATOIL = "DHOILNYH"
    JET = "DJFUELUSGULF"
    DIESEL = "GASDESW"
    GASREG = "GASREGCOVW"
    GASMID = "GASMIDCOVW"
    GASPRM = "GASPRMCOVW"
    PROPANE = "DPROPANEMBTX"

    @staticmethod
    @lru_cache(1)
    def options():
        """Return a list of the available commodities points options"""
        return list(map(lambda c: c.value, CommoditiesPoints))



[docs]def wti(token="", version="stable"):
    """Commodities data points

    https://iexcloud.io/docs/api/#commodities

    WTI; Crude oil West Texas Intermediate - in dollars per barrel, not seasonally adjusted
    """
    return points("DCOILWTICO", token=token, version=version)



[docs]def brent(token="", version="stable"):
    """Commodities data points

    https://iexcloud.io/docs/api/#commodities

    BRENT; Crude oil Brent Europe - in dollars per barrel, not seasonally adjusted
    """
    return points("DCOILBRENTEU", token=token, version=version)



[docs]def natgas(token="", version="stable"):
    """Commodities data points

    https://iexcloud.io/docs/api/#commodities

    NATGAS; Henry Hub Natural Gas Spot Price - in dollars per million BTU, not seasonally adjusted
    """
    return points("DHHNGSP", token=token, version=version)



[docs]def heatoil(token="", version="stable"):
    """Commodities data points

    https://iexcloud.io/docs/api/#commodities

    HEATOIL; No. 2 Heating Oil New York Harbor - in dollars per gallon, not seasonally adjusted
    """
    return points("DHOILNYH", token=token, version=version)



[docs]def jet(token="", version="stable"):
    """Commodities data points

    https://iexcloud.io/docs/api/#commodities

    JET; Kerosense Type Jet Fuel US Gulf Coast - in dollars per gallon, not seasonally adjusted
    """
    return points("DJFUELUSGULF", token=token, version=version)



[docs]def diesel(token="", version="stable"):
    """Commodities data points

    https://iexcloud.io/docs/api/#commodities

    DIESEL; US Diesel Sales Price - in dollars per gallon, not seasonally adjusted
    """
    return points("GASDESW", token=token, version=version)



[docs]def gasreg(token="", version="stable"):
    """Commodities data points

    https://iexcloud.io/docs/api/#commodities

    GASREG; US Regular Conventional Gas Price - in dollars per gallon, not seasonally adjusted
    """
    return points("GASREGCOVW", token=token, version=version)



[docs]def gasmid(token="", version="stable"):
    """Commodities data points

    https://iexcloud.io/docs/api/#commodities

    GASMID; US Midgrade Conventional Gas Price - in dollars per gallon, not seasonally adjusted
    """
    return points("GASMIDCOVW", token=token, version=version)



[docs]def gasprm(token="", version="stable"):
    """Commodities data points

    https://iexcloud.io/docs/api/#commodities

    GASPRM; US Premium Conventional Gas Price - in dollars per gallon, not seasonally adjusted
    """
    return points("GASPRMCOVW", token=token, version=version)



[docs]def propane(token="", version="stable"):
    """Commodities data points

    https://iexcloud.io/docs/api/#commodities

    PROPANE; Propane Prices Mont Belvieu Texas - in dollars per gallon, not seasonally adjusted
    """
    return points("DPROPANEMBTX", token=token, version=version)
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  Source code for pyEX.common.exception

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#


[docs]class PyEXception(Exception):
    pass



class PyEXStopSSE(Exception):
    pass
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  Source code for pyEX.cryptocurrency.cryptocurrency

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import _get


[docs]def cryptoBook(symbol, token="", version="stable", filter="", format="json"):
    """This returns a current snapshot of the book for a specified cryptocurrency. For REST, you will receive a current snapshot of the current book for the specific cryptocurrency. For SSE Streaming, you will get a full representation of the book updated as often as the book changes. Examples of each are below:

    https://iexcloud.io/docs/api/#cryptocurrency-book
    continuous

    Args:
        symbol (str): cryptocurrency ticker
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get(
        "/crypto/{symbol}/book".format(symbol=symbol),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(cryptoBook)
def cryptoBookDF(*args, **kwargs):
    return pd.DataFrame(cryptoBook(*args, **kwargs))



[docs]def cryptoPrice(symbol, token="", version="stable", filter="", format="json"):
    """This returns the price for a specified cryptocurrency.

    https://iexcloud.io/docs/api/#cryptocurrency-price
    continuous

    Args:
        symbol (str): cryptocurrency ticker
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get(
        "/crypto/{symbol}/price".format(symbol=symbol),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(cryptoPrice)
def cryptoPriceDF(*args, **kwargs):
    return pd.DataFrame(cryptoPrice(*args, **kwargs))



[docs]def cryptoQuote(symbol, token="", version="stable", filter="", format="json"):
    """This returns the quote for a specified cryptocurrency. Quotes are available via REST and SSE Streaming.


    https://iexcloud.io/docs/api/#cryptocurrency-quote
    continuous

    Args:
        symbol (str): cryptocurrency ticker
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get(
        "/crypto/{symbol}/quote".format(symbol=symbol),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(cryptoQuote)
def cryptoQuoteDF(*args, **kwargs):
    return pd.DataFrame(cryptoQuote(*args, **kwargs))
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  Source code for pyEX.economic.economic

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from enum import Enum
from functools import lru_cache

from ..points import points


[docs]class EconomicPoints(Enum):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    Attributes:
        US0; US 30-Year fixed rate mortgage average
        US5; US 15-Year fixed rate mortgage average
        US; US 5/1-Year adjustable rate mortgage average
        FEDFUNDS; Effective federal funds rate
        CREDITCARD; Commercial bank credit card interest rate as a percent, not seasonally adjusted
        CDNJ; CD Rate Non-Jumbo less than $100,000 Money market
        CDJ; CD Rate Jumbo more than $100,000 Money market
        GDP; Real Gross Domestic Product
        INDPRO; Industrial Production Index
        CPI; Consumer Price Index All Urban Consumers
        PAYROLL; Total nonfarm employees in thousands of persons seasonally adjusted
        HOUSING; Total Housing Starts in thousands of units, seasonally adjusted annual rate
        UNEMPLOYMENT; Unemployment rate returned as a percent, seasonally adjusted
        VEHICLES; Total Vehicle Sales in millions of units
        RECESSION; US Recession Probabilities. Smoothed recession probabilities for the United States are obtained from a dynamic-factor markov-switching model applied to four monthly coincident variables. non-farm payroll employment, the index of industrial production, real personal income excluding transfer payments, and real manufacturing and trade sales.
        INITIALCLAIMS; Initial claims returned as a number, seasonally adjusted
        RETAILMONEY; Retail money funds returned as billions of dollars, seasonally adjusted
        INSTITUTIONALMONEY; Institutional money funds returned as billions of dollars, seasonally adjusted
    """

    US30 = "MORTGAGE30US"
    US15 = "MORTGAGE15US"
    US5 = "MORTGAGE5US"
    FEDFUNDS = "FEDFUNDS"
    CREDITCARD = "TERMCBCCALLNS"
    CDNJ = "MMNRNJ"
    CDJ = "MMNRJD"
    GDP = "A191RL1Q225SBEA"
    INDPRO = "INDPRO"
    CPI = "CPIAUCSL"
    PAYROLL = "PAYEMS"
    HOUSING = "HOUST"
    UNEMPLOYMENT = "UNRATE"
    VEHICLES = "TOTALSA"
    RECESSION_PROB = "RECPROUSM156N"
    INITIALCLAIMS = "IC4WSA"
    RETAILMONEY = "WRMFSL"
    INSTITUTIONALMONEY = "WIMFSL"

    @staticmethod
    @lru_cache(1)
    def options():
        """Return a list of the available economic points options"""
        return list(map(lambda c: c.value, EconomicPoints))



[docs]def us30(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    US0; US 30-Year fixed rate mortgage average
    """
    return points("MORTGAGE30US", token=token, version=version)



[docs]def us15(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    US5; US 15-Year fixed rate mortgage average
    """
    return points("MORTGAGE15US", token=token, version=version)



[docs]def us5(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    US; US 5/1-Year adjustable rate mortgage average
    """
    return points("MORTGAGE5US", token=token, version=version)



[docs]def fedfunds(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    FEDFUNDS; Effective federal funds rate
    """
    return points("FEDFUNDS", token=token, version=version)



[docs]def creditcard(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    CREDITCARD; Commercial bank credit card interest rate as a percent, not seasonally adjusted
    """
    return points("TERMCBCCALLNS", token=token, version=version)



[docs]def cdnj(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    CDNJ; CD Rate Non-Jumbo less than $100,000 Money market
    """
    return points("MMNRNJ", token=token, version=version)



[docs]def cdj(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    CDJ; CD Rate Jumbo more than $100,000 Money market
    """
    return points("MMNRJD", token=token, version=version)



[docs]def gdp(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    GDP; Real Gross Domestic Product
    """
    return points("A191RL1Q225SBEA", token=token, version=version)



[docs]def indpro(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    INDPRO; Industrial Production Index
    """
    return points("INDPRO", token=token, version=version)



[docs]def cpi(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    CPI; Consumer Price Index All Urban Consumers
    """
    return points("CPIAUCSL", token=token, version=version)



[docs]def payroll(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    PAYROLL; Total nonfarm employees in thousands of persons seasonally adjusted
    """
    return points("PAYEMS", token=token, version=version)



[docs]def housing(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    HOUSING; Total Housing Starts in thousands of units, seasonally adjusted annual rate
    """
    return points("HOUST", token=token, version=version)



[docs]def unemployment(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    UNEMPLOYMENT; Unemployment rate returned as a percent, seasonally adjusted
    """
    return points("UNRATE", token=token, version=version)



[docs]def vehicles(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    VEHICLES; Total Vehicle Sales in millions of units
    """
    return points("TOTALSA", token=token, version=version)



[docs]def recessionProb(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    RECESSION; US Recession Probabilities. Smoothed recession probabilities for the United States are obtained from a dynamic-factor markov-switching model applied to four monthly coincident variables. non-farm payroll employment, the index of industrial production, real personal income excluding transfer payments, and real manufacturing and trade sales.
    """
    return points("RECPROUSM156N", token=token, version=version)



[docs]def initialClaims(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    INITIALCLAIMS; Initial claims returned as a number, seasonally adjusted
    """
    return points("IC4WSA", token=token, version=version)



[docs]def institutionalMoney(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    INSTITUTIONALMONEY; Institutional money funds returned as billions of dollars, seasonally adjusted
    """
    return points("WRMFSL", token=token, version=version)



[docs]def retailMoney(token="", version="stable"):
    """Economic data points

    https://iexcloud.io/docs/api/#economic-data

    RETAILMONEY; Retail money funds returned as billions of dollars, seasonally adjusted
    """
    return points("WIMFSL", token=token, version=version)
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  Source code for pyEX.files.files

# *****************************************************************************
#
# Copyright (c) 2021, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from ..common import _get, _strOrDate


[docs]def files(id="", symbol="", date=None, token="", version="stable"):
    """The Files API allows users to download bulk data files, PDFs, etc.

    https://iexcloud.io/docs/api/#files

    Args:
        id (str): report ID
        symbol (str): symbol to use
        date (str): date of report to use
    """
    if id:
        if symbol and date:
            return _get(
                "files/download/{}?symbol={}&date={}".format(
                    id, symbol, _strOrDate(date)
                ),
                token=token,
                version=version,
                format="binary",
            )
        return _get("files/info/{}".format(id), token=token, version=version)

    return _get("files", token=token, version=version)



[docs]def download(id, symbol, date, token="", version="stable"):
    """The Files API allows users to download bulk data files, PDFs, etc.

    Example: c.download('VALUENGINE_REPORT', 'AAPL', '20200804')

    https://iexcloud.io/docs/api/#files

    Args:
        id (str): report ID
        symbol (str): symbol to use
        date (str): date of report to use
    """
    with open("{}-{}-{}.pdf".format(id, symbol, date), "wb") as fp:
        fp.write(files(id=id, symbol=symbol, date=date, token=token, version=version))
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  Source code for pyEX.fx.fx

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
import itertools
from functools import wraps

import pandas as pd

from ..common import _expire, _get, _reindex, _strOrDate


[docs]def latestFX(symbols=None, token="", version="stable", filter="", format="json"):
    """This endpoint returns real-time foreign currency exchange rates data updated every 250 milliseconds.

    https://iexcloud.io/docs/api/#latest-currency-rates
    5pm Sun-4pm Fri UTC

    Args:
        symbols (str): comma seperated list of symbols
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    if symbols:
        if isinstance(symbols, str):
            return _get(
                "/fx/latest?symbols={symbols}".format(symbols=symbols),
                token=token,
                version=version,
                filter=filter,
                format=format,
            )
        return _get(
            "/fx/latest?symbols={symbols}".format(symbols=",".join(symbols)),
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "/fx/latest", token=token, version=version, filter=filter, format=format
    )



[docs]@wraps(latestFX)
def latestFXDF(*args, **kwargs):
    return pd.DataFrame(latestFX(*args, **kwargs))



[docs]def convertFX(
    symbols=None,
    amount=None,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """This endpoint performs a conversion from one currency to another for a supplied amount of the base currency. If an amount isn’t provided, the latest exchange rate will be provided and the amount will be null.

    https://iexcloud.io/docs/api/#currency-conversion
    5pm Sun-4pm Fri UTC

    Args:
        symbols (str): comma seperated list of symbols
        amount (float): amount to convert
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    amount = amount or ""
    if symbols:
        if isinstance(symbols, str):
            return _get(
                "/fx/convert?symbols={symbols}&amount={amount}".format(
                    symbols=symbols, amount=amount
                ),
                token=token,
                version=version,
                filter=filter,
                format=format,
            )
        return _get(
            "/fx/convert?symbols={symbols}&amount={amount}".format(
                symbols=",".join(symbols), amount=amount
            ),
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "/fx/convert?amount={amount}".format(amount=amount),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(convertFX)
def convertFXDF(*args, **kwargs):
    return pd.DataFrame(convertFX(*args, **kwargs))



[docs]@_expire(hour=1)
def historicalFX(
    symbols=None,
    from_="",
    to_="",
    on="",
    last=0,
    first=0,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """This endpoint returns a daily value for the desired currency pair.

    https://iexcloud.io/docs/api/#historical-daily
    1am Mon-Sat UTC

    Args:
        symbols (str): comma seperated list of symbols
        from_ (str or datetime): Returns data on or after the given from date. Format YYYY-MM-DD
        to_ (str or datetime): Returns data on or before the given to date. Format YYYY-MM-DD
        on (str or datetime): Returns data on the given date. Format YYYY-MM-DD
        last (int): Returns the latest n number of records in the series
        first (int): Returns the first n number of records in the series
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    base_url = "/fx/historical?"

    if symbols:
        if isinstance(symbols, str):
            base_url += "symbols={symbols}&".format(symbols=symbols)
        else:
            base_url += "symbols={symbols}&".format(symbols=",".join(symbols))

    if from_:
        base_url += "from={}&".format(_strOrDate(from_))
    if to_:
        base_url += "to={}&".format(_strOrDate(to_))
    if on:
        base_url += "on={}&".format(_strOrDate(on))
    if last:
        base_url += "last={}&".format(str(last))
    if first:
        base_url += "first={}&".format(str(first))

    return list(
        itertools.chain.from_iterable(
            _get(base_url, token=token, version=version, filter=filter, format=format)
        )
    )



[docs]@wraps(historicalFX)
def historicalFXDF(*args, **kwargs):
    df = _reindex(pd.DataFrame(historicalFX(*args, **kwargs)), ["date", "symbol"])
    df.sort_index(inplace=True)
    return df
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  Source code for pyEX.markets.markets

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
import pandas as pd
from deprecation import deprecated

from ..common import _get, _toDatetime


[docs]@deprecated(details="Deprecated: IEX Cloud status unkown")
def markets(token="", version="stable", filter="", format="json"):
    return _get("market", token=token, version=version, format=format)



[docs]@deprecated(details="Deprecated: IEX Cloud status unkown")
def marketsDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(markets(*args, **kwargs)))
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  Source code for pyEX.options.options

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import _get, _raiseIfNotStr, _toDatetime


[docs]def optionExpirations(symbol, token="", version="stable", filter="", format="json"):
    """Returns end of day options data

    https://iexcloud.io/docs/api/#options
    9:30am-5pm ET Mon-Fri

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/" + symbol + "/options",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]def options(
    symbol,
    expiration,
    side="",
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Returns end of day options data

    https://iexcloud.io/docs/api/#options
    9:30am-5pm ET Mon-Fri

    Args:
        symbol (str): Ticker to request
        expiration (str): Expiration date
        side (str): Side (optional)
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    if side:
        return _get(
            "stock/{symbol}/options/{expiration}/{side}".format(
                symbol=symbol, expiration=expiration, side=side
            ),
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "stock/{symbol}/options/{expiration}/".format(
            symbol=symbol, expiration=expiration
        ),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(options)
def optionsDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(options(*args, **kwargs)), tcols=["date"])
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  Source code for pyEX.points.points

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import _get, _raiseIfNotStr, _toDatetime


[docs]def points(
    symbol="market",
    key="",
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Data points are available per symbol and return individual plain text values.
    Retrieving individual data points is useful for Excel and Google Sheet users, and applications where a single, lightweight value is needed.
    We also provide update times for some endpoints which allow you to call an endpoint only once it has new data.


    https://iexcloud.io/docs/api/#data-points

    Args:
        symbol (str): Ticker or market to query
        key (str): data point to fetch. If empty or none, will return available data points
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    if key:
        return _get(
            "data-points/{symbol}/{key}".format(symbol=symbol, key=key),
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "data-points/{symbol}".format(symbol=symbol),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(points)
def pointsDF(
    symbol="market",
    key="",
    token="",
    version="stable",
    filter="",
    format="json",
):
    _raiseIfNotStr(symbol)
    if key:
        return pd.DataFrame(
            [
                {
                    "symbol": symbol,
                    "key": key,
                    "value": points(symbol, key, token, version, filter, format),
                }
            ]
        )
    return _toDatetime(pd.DataFrame(points(symbol, key, token, version, filter)))
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  Source code for pyEX.premium.newconstructs

# *****************************************************************************
#
# Copyright (c) 2021, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from ...common import _EST, _expire
from ...files import files, download


[docs]@_expire(hour=10, tz=_EST)
def reportNewConstructs(symbol="", date=None, token="", version="stable"):
    """Powered by the best fundamental data in the world, New Constructs’ research provides unrivalled insights into the profitability and valuation of public and private companies.Our risk/reward ratings empower clients to make more informed investing decisions based on true, not reported or distorted, earnings. Research reports for 3,000+ stocks, 400+ ETFs, and 7,000+ mutual funds.
    https://iexcloud.io/docs/api/#new-constructs-report

    Args:
        symbol (str): symbol to use
        date (str): date to access
    """
    return files(
        id="NEW_CONSTRUCTS_REPORT",
        symbol=symbol,
        date=date,
        token=token,
        version=version,
    )



[docs]@_expire(hour=10, tz=_EST)
def downloadReportNewConstructs(symbol="", date=None, token="", version="stable"):
    """Powered by the best fundamental data in the world, New Constructs’ research provides unrivalled insights into the profitability and valuation of public and private companies.Our risk/reward ratings empower clients to make more informed investing decisions based on true, not reported or distorted, earnings. Research reports for 3,000+ stocks, 400+ ETFs, and 7,000+ mutual funds.
    https://iexcloud.io/docs/api/#new-constructs-report

    Args:
        symbol (str): symbol to use
        date (str): date to access
    """
    return download(
        id="NEW_CONSTRUCTS_REPORT",
        symbol=symbol,
        date=date,
        token=token,
        version=version,
    )
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  Source code for pyEX.premium.stocktwits

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

from ...common import (
    PyEXception,
    _get,
    _raiseIfNotStr,
    _strOrDate,
    _toDatetime,
    json_normalize,
)


[docs]def socialSentimentStockTwits(
    symbol, type="daily", date="", token="", version="stable", filter="", format="json"
):
    """This endpoint provides social sentiment data from StockTwits. Data can be viewed as a daily value, or by minute for a given date.

    https://iexcloud.io/docs/api/#social-sentiment

    Args:
        symbol (str): Symbol to look up
        type (Optional[str]): Can only be daily or minute. Default is daily.
        date (Optional[str]): Format YYYYMMDD date to fetch sentiment data. Default is today.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)

    if type not in ("daily", "minute"):
        raise PyEXception("`type` must be in (daily, minute). Got: {}".format(type))
    base_url = "stock/{}/sentiment/{}".format(symbol, type)

    if date:
        date = _strOrDate(date)
        base_url += "/{}".format(date)
    return _get(base_url, token, version, filter)



[docs]@wraps(socialSentimentStockTwits)
def socialSentimentStockTwitsDF(*args, **kwargs):
    df = json_normalize(socialSentimentStockTwits(*args, **kwargs))
    _toDatetime(df)
    return df
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  Source code for pyEX.premium.valuengine

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from ...common import _EST, _expire
from ...files import files, download


[docs]@_expire(hour=10, tz=_EST)
def stockResearchReportValuEngine(symbol="", date=None, token="", version="stable"):
    """ValuEngine provides research on over 5,000 stocks with stock valuations, Buy/Hold/Sell recommendations, and forecasted target prices, so that you the individual investor can make informed decisions. Every ValuEngine Valuation and Forecast model for the U.S. equities markets has been extensively back-tested. ValuEngine’s performance exceeds that of many well-known stock-picking styles. Reports available since March 19th, 2020.
    https://iexcloud.io/docs/api/#valuengine-stock-research-report

    Args:
        symbol (str): symbol to use
        date (str): date to access
    """
    return files(
        id="VALUENGINE_REPORT", symbol=symbol, date=date, token=token, version=version
    )



[docs]@_expire(hour=10, tz=_EST)
def downloadStockResearchReportValuEngine(
    symbol="", date=None, token="", version="stable"
):
    """ValuEngine provides research on over 5,000 stocks with stock valuations, Buy/Hold/Sell recommendations, and forecasted target prices, so that you the individual investor can make informed decisions. Every ValuEngine Valuation and Forecast model for the U.S. equities markets has been extensively back-tested. ValuEngine’s performance exceeds that of many well-known stock-picking styles. Reports available since March 19th, 2020.
    https://iexcloud.io/docs/api/#valuengine-stock-research-report

    Args:
        symbol (str): symbol to use
        date (str): date to access
    """
    return download(
        id="VALUENGINE_REPORT", symbol=symbol, date=date, token=token, version=version
    )





          

      

      

    

  

  
    
    pyEX.rates.rates
    

    
 
  

    
      
          
            
  Source code for pyEX.rates.rates

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from enum import Enum
from functools import lru_cache

from ..points import points


[docs]class RatesPoints(Enum):
    """Rates data points

    https://iexcloud.io/docs/api/#treasuries

    Attributes:
        THIRTY; 30 Year constant maturity rate
        TWENTY; 20 Year constant maturity rate
        TEN; 10 Year constant maturity rate
        FIVE; 5 Year constant maturity rate
        TWO; 2 Year constant maturity rate
        ONE; 1 Year constant maturity rate
        SIXMONTH; 6 Month constant maturity rate
        THREEMONTH; 3 Month constant maturity rate
        ONEMONTH; 1 Month constant maturity rate
    """

    THIRTY = "DGS30"
    TWENTY = "DGS20"
    TEN = "DGS10"
    FIVE = "DGS5"
    TWO = "DGS2"
    ONE = "DGS1"
    SIXMONTH = "DGS6MO"
    THREEMONTH = "DGS3MO"
    ONEMONTH = "DGS1MO"

    @staticmethod
    @lru_cache(1)
    def options():
        """Return a list of the available rates points options"""
        return list(map(lambda c: c.value, RatesPoints))



[docs]def thirtyYear(token="", version="stable"):
    """Rates data points

    https://iexcloud.io/docs/api/#treasuries

    THIRTY; 30 Year constant maturity rate
    """
    return points("DGS30", token=token, version=version)



[docs]def twentyYear(token="", version="stable"):
    """Rates data points

    https://iexcloud.io/docs/api/#treasuries

    TWENTY; 20 Year constant maturity rate
    """
    return points("DGS20", token=token, version=version)



[docs]def tenYear(token="", version="stable"):
    """Rates data points

    https://iexcloud.io/docs/api/#treasuries

    TEN; 10 Year constant maturity rate
    """
    return points("DGS10", token=token, version=version)



[docs]def fiveYear(token="", version="stable"):
    """Rates data points

    https://iexcloud.io/docs/api/#treasuries

    FIVE; 5 Year constant maturity rate
    """
    return points("DGS5", token=token, version=version)



[docs]def twoYear(token="", version="stable"):
    """Rates data points

    https://iexcloud.io/docs/api/#treasuries

    TWO; 2 Year constant maturity rate
    """
    return points("DGS2", token=token, version=version)



[docs]def oneYear(token="", version="stable"):
    """Rates data points

    https://iexcloud.io/docs/api/#treasuries

    ONE; 1 Year constant maturity rate
    """
    return points("DGS1", token=token, version=version)



[docs]def sixMonth(token="", version="stable"):
    """Rates data points

    https://iexcloud.io/docs/api/#treasuries

    SIXMONTH; 6 Month constant maturity rate
    """
    return points("DGS6MO", token=token, version=version)



[docs]def threeMonth(token="", version="stable"):
    """Rates data points

    https://iexcloud.io/docs/api/#treasuries

    THREEMONTH; 3 Month constant maturity rate
    """
    return points("DGS3MO", token=token, version=version)



[docs]def oneMonth(token="", version="stable"):
    """Rates data points

    https://iexcloud.io/docs/api/#treasuries

    ONEMONTH; 1 Month constant maturity rate
    """
    return points("DGS1MO", token=token, version=version)
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  Source code for pyEX.refdata.calendar

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import _expire, _get, _strOrDate, _toDatetime


[docs]@_expire(hour=8)
def calendar(
    type="holiday",
    direction="next",
    last=1,
    startDate=None,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """This call allows you to fetch a number of trade dates or holidays from a given date. For example, if you want the next trading day, you would call /ref-data/us/dates/trade/next/1.

    https://iexcloud.io/docs/api/#u-s-exchanges
    8am, 9am, 12pm, 1pm UTC daily

    Args:
        type (str): "holiday" or "trade"
        direction (str): "next" or "last"
        last (int): number to move in direction
        startDate (date): start date for next or last, YYYYMMDD
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    if startDate:
        return _get(
            "ref-data/us/dates/{type}/{direction}/{last}/{date}".format(
                type=type, direction=direction, last=last, date=_strOrDate(startDate)
            ),
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "ref-data/us/dates/" + type + "/" + direction + "/" + str(last),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(calendar)
def calendarDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(calendar(*args, **kwargs)))



[docs]@_expire(hour=8)
def holidays(
    direction="next",
    last=1,
    startDate=None,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """This call allows you to fetch a number of trade dates or holidays from a given date. For example, if you want the next trading day, you would call /ref-data/us/dates/trade/next/1.

    https://iexcloud.io/docs/api/#u-s-exchanges
    8am, 9am, 12pm, 1pm UTC daily

    Args:
        direction (str): "next" or "last"
        last (int): number to move in direction
        startDate (date): start date for next or last, YYYYMMDD
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return calendar(
        "holiday",
        direction,
        last,
        startDate,
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(holidays)
def holidaysDF(*args, **kwargs):
    return calendarDF(*args, **kwargs)
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  Source code for pyEX.refdata.exchanges

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import _expire, _get


@_expire(hour=8)
def exchanges(token="", version="stable", filter="", format="json"):
    """Returns an array of U.S. exchanges.

    https://iexcloud.io/docs/api/#u-s-exchanges
    8am, 9am, 12pm, 1pm UTC daily

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get(
        "ref-data/market/us/exchanges",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )


@wraps(exchanges)
def exchangesDF(*args, **kwargs):
    return pd.DataFrame(exchanges(*args, **kwargs))


@_expire(hour=8)
def internationalExchanges(token="", version="stable", filter="", format="json"):
    """Returns an array of exchanges.

    https://iexcloud.io/docs/api/#international-exchanges
    8am, 9am, 12pm, 1pm UTC daily

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get(
        "ref-data/exchanges", token=token, version=version, filter=filter, format=format
    )


@wraps(internationalExchanges)
def internationalExchangesDF(*args, **kwargs):
    return pd.DataFrame(internationalExchanges(*args, **kwargs))
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  Source code for pyEX.refdata.figi

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import _get, _raiseIfNotStr


def figi(figi_=None, token="", version="stable", format="json"):
    """Helper call to convert FIGI to IEX Cloud symbols. Note that due to licensing restrictions we are unable to return the FIGI.

    https://iexcloud.io/docs/api/#figi-mapping

    Args:
        figi_ (str): figi to lookup
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(figi_)
    return _get(
        "ref-data/figi?figi={}".format(figi_),
        token=token,
        version=version,
        format=format,
    )


@wraps(figi)
def figiDF(*args, **kwargs):
    return pd.DataFrame(figi(*args, **kwargs))
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  Source code for pyEX.refdata.refdata

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd
from deprecation import deprecated

from ..common import _get, _strOrDate, _toDatetime


@deprecated(details="Deprecated: IEX Cloud status unkown")
def corporateActions(date=None, token="", version="stable", filter="", format="json"):
    """

    Args:
        date (datetime): Effective date
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    if date:
        date = _strOrDate(date)
        return _get(
            "ref-data/daily-list/corporate-actions/" + date,
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "ref-data/daily-list/corporate-actions",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )


@wraps(corporateActions)
@deprecated(details="Deprecated: IEX Cloud status unkown")
def corporateActionsDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(corporateActions(*args, **kwargs)))


@deprecated(details="Deprecated: IEX Cloud status unkown")
def dividends(date=None, token="", version="stable", filter="", format="json"):
    """

    Args:
        date (datetime): Effective date
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    if date:
        date = _strOrDate(date)
        return _get(
            "ref-data/daily-list/dividends/" + date,
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "ref-data/daily-list/dividends",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )


@wraps(dividends)
@deprecated(details="Deprecated: IEX Cloud status unkown")
def dividendsDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(dividends(*args, **kwargs)))


@deprecated(details="Deprecated: IEX Cloud status unkown")
def nextDayExtDate(date=None, token="", version="stable", filter="", format="json"):
    """

    Args:
        date (datetime): Effective date
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    if date:
        date = _strOrDate(date)
        return _get(
            "ref-data/daily-list/next-day-ex-date/" + date,
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "ref-data/daily-list/next-day-ex-date",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )


@wraps(nextDayExtDate)
@deprecated(details="Deprecated: IEX Cloud status unkown")
def nextDayExtDateDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(nextDayExtDate(*args, **kwargs)))


@deprecated(details="Deprecated: IEX Cloud status unkown")
def directory(date=None, token="", version="stable", filter="", format="json"):
    """

    Args:
        date (datetime): Effective date
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    if date:
        date = _strOrDate(date)
        return _get(
            "ref-data/daily-list/symbol-directory/" + date,
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "ref-data/daily-list/symbol-directory",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )


@wraps(directory)
@deprecated(details="Deprecated: IEX Cloud status unkown")
def directoryDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(directory(*args, **kwargs)))
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  Source code for pyEX.refdata.search

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import _get, _interval, _quoteSymbols


@_interval(hours=24)  # TODO make this smaller?
def search(fragment, token="", version="stable", filter="", format="json"):
    """Returns an array of symbols up to the top 10 matches. Results will be sorted for relevancy. Search currently defaults to equities only, where the symbol returned is supported by endpoints listed under the Stocks category.

    https://iexcloud.io/docs/api/#search

    Args:
        fragment (str): URL encoded search string. Currently search by symbol or security name.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    fragment = _quoteSymbols(fragment)
    return _get(
        "search/{}".format(fragment),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )


@wraps(search)
def searchDF(*args, **kwargs):
    return pd.DataFrame(search(*args, **kwargs))
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  Source code for pyEX.refdata.sectors

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import _expire, _get


@_expire(hour=8)
def sectors(token="", version="stable", filter="", format="json"):
    """Returns an array of sectors.

    https://iexcloud.io/docs/api/#sectors

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get(
        "ref-data/sectors", token=token, version=version, filter=filter, format=format
    )


@wraps(sectors)
def sectorsDF(*args, **kwargs):
    return pd.DataFrame(sectors(*args, **kwargs))


@_expire(hour=8)
def tags(token="", version="stable", filter="", format="json"):
    """Returns an array of tags.

    https://iexcloud.io/docs/api/#tags

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get(
        "ref-data/tags", token=token, version=version, filter=filter, format=format
    )


@wraps(tags)
def tagsDF(*args, **kwargs):
    return pd.DataFrame(tags(*args, **kwargs))
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  Source code for pyEX.refdata.symbols

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import _UTC, _expire, _get, _reindex, _toDatetime, json_normalize


@_expire(hour=8, tz=_UTC)
def symbols(token="", version="stable", filter="", format="json"):
    """This call returns an array of symbols that IEX Cloud supports for API calls.

    https://iexcloud.io/docs/api/#symbols
    8am, 9am, 12pm, 1pm UTC daily

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame or list: result
    """
    return _get(
        "ref-data/symbols", token=token, version=version, filter=filter, format=format
    )


@_expire(hour=8, tz=_UTC)
def iexSymbols(token="", version="stable", filter="", format="json"):
    """This call returns an array of symbols the Investors Exchange supports for trading.
    This list is updated daily as of 7:45 a.m. ET. Symbols may be added or removed by the Investors Exchange after the list was produced.

    https://iexcloud.io/docs/api/#iex-symbols
    8am, 9am, 12pm, 1pm UTC daily

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame or list: result
    """
    return _get(
        "ref-data/iex/symbols",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )


@_expire(hour=8, tz=_UTC)
def mutualFundSymbols(token="", version="stable", filter="", format="json"):
    """This call returns an array of mutual fund symbols that IEX Cloud supports for API calls.

    https://iexcloud.io/docs/api/#mutual-fund-symbols
    8am, 9am, 12pm, 1pm UTC daily

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame or list: result
    """
    return _get(
        "ref-data/mutual-funds/symbols",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )


@_expire(hour=8, tz=_UTC)
def otcSymbols(token="", version="stable", filter="", format="json"):
    """This call returns an array of OTC symbols that IEX Cloud supports for API calls.

    https://iexcloud.io/docs/api/#otc-symbols
    8am, 9am, 12pm, 1pm UTC daily

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame or list: result
    """
    return _get(
        "ref-data/otc/symbols",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )


@_expire(hour=8, tz=_UTC)
def internationalSymbols(
    region="",
    exchange="",
    token="",
    version="stable",
    filter="",
    format="json",
):
    """This call returns an array of international symbols that IEX Cloud supports for API calls.

    https://iexcloud.io/docs/api/#international-symbols
    8am, 9am, 12pm, 1pm UTC daily

    Args:
        region (str): region, 2 letter case insensitive string of country codes using ISO 3166-1 alpha-2
        exchange (str): Case insensitive string of Exchange using IEX Supported Exchanges list
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame or list: result
    """
    if region:
        return _get(
            "ref-data/region/{region}/symbols".format(region=region),
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    elif exchange:
        return _get(
            "ref-data/exchange/{exchange}/symbols".format(exchange=exchange),
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "ref-data/region/us/symbols",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )


@_expire(hour=8, tz=_UTC)
def fxSymbols(token="", version="stable", filter="", format="json"):
    """This call returns a list of supported currencies and currency pairs.

    https://iexcloud.io/docs/api/#fx-symbols
    7am, 9am, UTC daily

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame or list: result
    """
    return _get(
        "ref-data/fx/symbols",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )


@_expire(hour=8, tz=_UTC)
def optionsSymbols(token="", version="stable", filter="", format="json"):
    """This call returns an object keyed by symbol with the value of each symbol being an array of available contract dates.

    https://iexcloud.io/docs/api/#options-symbols
    9:30am ET Tue-Sat

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame or list: result
    """
    return _get(
        "ref-data/options/symbols",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )


@_expire(hour=8, tz=_UTC)
def cryptoSymbols(token="", version="stable", filter="", format="json"):
    """This provides a full list of supported cryptocurrencies by IEX Cloud.

    https://iexcloud.io/docs/api/#cryptocurrency-symbols
    8am ET Tue-Sat

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame or list: result
    """
    return _get(
        "ref-data/crypto/symbols",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )


@wraps(symbols)
def symbolsDF(*args, **kwargs):
    df = pd.DataFrame(symbols(*args, **kwargs))
    _toDatetime(df)
    _reindex(df, "symbol")
    df.sort_index(inplace=True)
    return df


@wraps(iexSymbols)
def iexSymbolsDF(*args, **kwargs):
    df = _reindex(_toDatetime(pd.DataFrame(iexSymbols(*args, **kwargs))), "symbol")
    df.sort_index(inplace=True)
    return df


@wraps(mutualFundSymbols)
def mutualFundSymbolsDF(*args, **kwargs):
    df = _reindex(
        _toDatetime(pd.DataFrame(mutualFundSymbols(*args, **kwargs))), "symbol"
    )
    df.sort_index(inplace=True)
    return df


@wraps(otcSymbols)
def otcSymbolsDF(*args, **kwargs):
    df = _reindex(_toDatetime(pd.DataFrame(otcSymbols(*args, **kwargs))), "symbol")
    df.sort_index(inplace=True)
    return df


@wraps(internationalSymbols)
def internationalSymbolsDF(*args, **kwargs):
    df = _reindex(
        _toDatetime(pd.DataFrame(internationalSymbols(*args, **kwargs))), "symbol"
    )
    df.sort_index(inplace=True)
    return df


@wraps(fxSymbols)
def fxSymbolsDF(token="", version="stable"):
    fx = fxSymbols(token, version)
    df1 = pd.DataFrame(fx["currencies"])
    df2 = pd.DataFrame(fx["pairs"])
    _reindex(df1, "code")
    df1.sort_index(inplace=True)
    df2.sort_index(inplace=True)
    return [df1, df2]


@wraps(optionsSymbols)
def optionsSymbolsDF(*args, **kwargs):
    df = json_normalize(optionsSymbols(*args, **kwargs))
    df = df.T
    df.columns = ["expirations"]
    df.sort_index(inplace=True)
    return df


@wraps(cryptoSymbols)
def cryptoSymbolsDF(*args, **kwargs):
    df = _reindex(_toDatetime(pd.DataFrame(cryptoSymbols(*args, **kwargs))), "symbol")
    df.sort_index(inplace=True)
    return df


@wraps(symbols)
def symbolsList(*args, **kwargs):
    kwargs["filter"] = "symbol"
    return sorted([x["symbol"] for x in symbols(*args, **kwargs)])


@wraps(iexSymbols)
def iexSymbolsList(*args, **kwargs):
    kwargs["filter"] = "symbol"
    return sorted([x["symbol"] for x in iexSymbols(*args, **kwargs)])


@wraps(mutualFundSymbols)
def mutualFundSymbolsList(*args, **kwargs):
    kwargs["filter"] = "symbol"
    return sorted([x["symbol"] for x in mutualFundSymbols(*args, **kwargs)])


@wraps(otcSymbols)
def otcSymbolsList(*args, **kwargs):
    kwargs["filter"] = "symbol"
    return sorted([x["symbol"] for x in otcSymbols(*args, **kwargs)])


@wraps(internationalSymbols)
def internationalSymbolsList(*args, **kwargs):
    kwargs["filter"] = "symbol"
    return sorted([x["symbol"] for x in internationalSymbols(*args, **kwargs)])


@wraps(fxSymbols)
def fxSymbolsList(*args, **kwargs):
    fx = fxSymbols(*args, **kwargs)
    ret = [[], []]
    for c in fx["currencies"]:
        ret[0].append(c["code"])
    for p in fx["pairs"]:
        ret[1].append(p["fromCurrency"] + p["toCurrency"])
    return sorted(ret)


@wraps(optionsSymbols)
def optionsSymbolsList(*args, **kwargs):
    kwargs["filter"] = "symbol"
    symbols = optionsSymbols(*args, **kwargs)
    ret = []
    for ticker, dates in symbols.items():
        for date in dates:
            ret.append("{}-{}".format(ticker, date))
    return ret


@wraps(cryptoSymbols)
def cryptoSymbolsList(*args, **kwargs):
    kwargs["filter"] = "symbol"
    return sorted([x["symbol"] for x in cryptoSymbols(*args, **kwargs)])


def isinLookup(isin, token="", version="stable", filter="", format="json"):
    """This call returns an array of symbols that IEX Cloud supports for API calls.

    https://iexcloud.io/docs/api/#isin-mapping
    8am, 9am, 12pm, 1pm UTC daily

    Args:
        isin (str): isin to lookup
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame or list: result
    """
    return _get(
        "ref-data/isin?isin={}".format(isin),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )


@wraps(isinLookup)
def isinLookupDF(*args, **kwargs):
    return pd.DataFrame(isinLookup(*args, **kwargs))
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  Source code for pyEX.stats.stats

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from datetime import datetime
from functools import wraps

import pandas as pd

from ..common import PyEXception, _expire, _get, _reindex, _strOrDate, _toDatetime


[docs]def stats(token="", version="stable", filter="", format="json"):
    """https://iexcloud.io/docs/api/#stats-intraday

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get(
        "stats/intraday", token=token, version=version, filter=filter, format=format
    )



[docs]@wraps(stats)
def statsDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(stats(*args, **kwargs)))



[docs]def recent(token="", version="stable", filter="", format="json"):
    """https://iexcloud.io/docs/api/#stats-recent

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get(
        "stats/recent", token=token, version=version, filter=filter, format=format
    )



[docs]@wraps(recent)
def recentDF(*args, **kwargs):
    return _reindex(_toDatetime(pd.DataFrame(recent(*args, **kwargs))), "date")



[docs]def records(token="", version="stable", filter="", format="json"):
    """https://iexcloud.io/docs/api/#stats-records

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get(
        "stats/records", token=token, version=version, filter=filter, format=format
    )



[docs]@wraps(records)
def recordsDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(records(*args, **kwargs)))



[docs]@_expire(hour=0)
def summary(date=None, token="", version="stable", filter="", format="json"):
    """https://iexcloud.io/docs/api/#stats-historical-summary

    Args:
        date (Optional[str]): Format YYYYMMDD date to fetch sentiment data. Default is today.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    if date:
        if isinstance(date, str):
            return _get(
                "stats/historical?date=" + date,
                token=token,
                version=version,
                filter=filter,
                format=format,
            )
        elif isinstance(date, datetime):
            return _get(
                "stats/historical?date=" + date.strftime("%Y%m"),
                token=token,
                version=version,
                filter=filter,
                format=format,
            )
        else:
            raise PyEXception("Can't handle type : {}".format(str(type(date))))
    return _get(
        "stats/historical", token=token, version=version, filter=filter, format=format
    )



[docs]@wraps(summary)
def summaryDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(summary(*args, **kwargs)))



[docs]@_expire(hour=0)
def daily(
    date=None,
    last="",
    token="",
    version="stable",
    filter="",
    format="json",
):
    """https://iexcloud.io/docs/api/#stats-historical-daily

    Args:
        date (Optional[str]): Format YYYYMMDD date to fetch sentiment data. Default is today.
        last (Optional[int]): Optional last number to include
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    if date:
        date = _strOrDate(date)
        return _get(
            "stats/historical/daily?date=" + date,
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    elif last:
        return _get(
            "stats/historical/daily?last=" + last,
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "stats/historical/daily",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(daily)
def dailyDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(daily(*args, **kwargs)))
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  Source code for pyEX.stocks.batch

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
import itertools
from multiprocessing.pool import ThreadPool

import pandas as pd

from ..common import (
    _BATCH_TYPES,
    _TIMEFRAME_CHART,
    PyEXception,
    _get,
    _quoteSymbols,
    _raiseIfNotStr,
    _strOrDate,
    _toDatetime,
    json_normalize,
)
from .fundamentals import _dividendsToDF, _earningsToDF, _financialsToDF, _splitsToDF
from .news import _newsToDF
from .prices import _bookToDF, _chartToDF, chart
from .profiles import _companyToDF, _peersToDF
from .research import _statsToDF

_MAPPING = {
    "book": _bookToDF,
    "chart": _chartToDF,
    "company": _companyToDF,
    "dividends": _dividendsToDF,
    "earnings": _earningsToDF,
    "financials": _financialsToDF,
    "stats": _statsToDF,
    "news": _newsToDF,
    "peers": _peersToDF,
    "splits": _splitsToDF,
}


[docs]def batch(
    symbols,
    fields=None,
    range_="1m",
    last=10,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Batch several data requests into one invocation. If no `fields` passed in, will default to `quote`

    https://iexcloud.io/docs/api/#batch-requests


    Args:
        symbols (str or list): List of tickers to request
        fields (str or list): List of fields to request
        range_ (str): Date range for chart
        last (int):
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict: results in json
    """
    fields = fields or "quote"

    if not isinstance(symbols, [].__class__) and not isinstance(symbols, str):
        raise PyEXception(
            "batch expects string or list of strings for symbols argument"
        )

    if isinstance(fields, str) and "," not in fields:
        fields = [fields]
    elif isinstance(fields, str):
        fields = fields.split(",")

    for field in fields:
        if field not in _BATCH_TYPES:
            raise PyEXception("Unrecognized batch request field: {}".format(field))

    if range_ not in _TIMEFRAME_CHART:
        raise PyEXception("Range must be in %s" % str(_TIMEFRAME_CHART))

    symbols = _quoteSymbols(symbols)
    if len(symbols.split(",")) > 100:
        raise PyEXception("IEX will only handle up to 100 symbols at a time!")

    if "," not in symbols:
        route = "stock/{}/batch?types={}&range={}&last={}".format(
            symbols, ",".join(fields), range_, last
        )
    else:
        route = "stock/market/batch?symbols={}&types={}&range={}&last={}".format(
            symbols, ",".join(fields), range_, last
        )

    return _get(route, token=token, version=version, filter=filter, format=format)



[docs]def batchDF(
    symbols,
    fields=None,
    range_="1m",
    last=10,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Batch several data requests into one invocation

    https://iexcloud.io/docs/api/#batch-requests


    Args:
        symbols (list): List of tickers to request
        fields (list): List of fields to request
        range_ (str): Date range for chart
        last (int):
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        DataFrame: results in json
    """
    symbols = _quoteSymbols(symbols)
    x = batch(
        symbols,
        fields,
        range_,
        last,
        token=token,
        version=version,
        filter=filter,
        format=format,
    )

    ret = {}

    if "," not in symbols:
        # one level json, break down
        for field in x.keys():
            ret[field] = _MAPPING.get(field, json_normalize)(x[field])
    else:
        # two level json
        for symbol in x.keys():
            for field in x[symbol].keys():
                if field not in ret:
                    ret[field] = pd.DataFrame()

                dat = x[symbol][field]
                dat = _MAPPING.get(field, json_normalize)(dat)
                dat["symbol"] = symbol

                ret[field] = pd.concat([ret[field], dat], sort=True)
    return ret



[docs]def bulkBatch(
    symbols,
    fields=None,
    range_="1m",
    last=10,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Optimized batch to fetch as much as possible at once

    https://iexcloud.io/docs/api/#batch-requests


    Args:
        symbols (list): List of tickers to request
        fields (list): List of fields to request
        range_ (str): Date range for chart
        last (int):
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict: results in json
    """
    fields = fields or _BATCH_TYPES
    args = []
    empty_data = []
    list_orig = empty_data.__class__

    if not isinstance(symbols, list_orig):
        raise PyEXception("Symbols must be of type list")

    for i in range(0, len(symbols), 99):
        args.append(
            (symbols[i : i + 99], fields, range_, last, token, version, filter, format)
        )

    pool = ThreadPool(20)
    rets = pool.starmap(batch, args)
    pool.close()

    ret = {}

    for i, d in enumerate(rets):
        symbols_subset = args[i][0]
        if len(d) != len(symbols_subset):
            empty_data.extend(list_orig(set(symbols_subset) - set(d.keys())))
        ret.update(d)

    for k in empty_data:
        if k not in ret:
            if isinstance(fields, str):
                ret[k] = {}
            else:
                ret[k] = {x: {} for x in fields}
    return ret



[docs]def bulkBatchDF(
    symbols,
    fields=None,
    range_="1m",
    last=10,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Optimized batch to fetch as much as possible at once

    https://iexcloud.io/docs/api/#batch-requests


    Args:
        symbols (list): List of tickers to request
        fields (list): List of fields to request
        range_ (str): Date range for chart
        last (int):
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        DataFrame: results in json
    """
    dat = bulkBatch(
        symbols,
        fields,
        range_,
        last,
        token=token,
        version=version,
        filter=filter,
        format=format,
    )
    ret = {}
    for symbol in dat:
        for field in dat[symbol]:
            if field not in ret:
                ret[field] = pd.DataFrame()

            d = dat[symbol][field]
            d = _MAPPING[field](d)
            d["symbol"] = symbol
            ret[field] = pd.concat([ret[field], d], sort=True)

    return ret



[docs]def bulkMinuteBars(symbol, dates, token="", version="stable", filter="", format="json"):
    """fetch many dates worth of minute-bars for a given symbol"""
    _raiseIfNotStr(symbol)
    dates = [_strOrDate(date) for date in dates]
    list_orig = dates.__class__

    args = []
    for date in dates:
        args.append((symbol, "1d", date, token, version, filter, format))

    pool = ThreadPool(20)
    rets = pool.starmap(chart, args)
    pool.close()

    return list_orig(itertools.chain(*rets))



[docs]def bulkMinuteBarsDF(
    symbol, dates, token="", version="stable", filter="", format="json"
):
    """fetch many dates worth of minute-bars for a given symbol"""
    data = bulkMinuteBars(
        symbol, dates, token=token, version=version, filter=filter, format=format
    )
    df = pd.DataFrame(data)
    if df.empty:
        return df
    _toDatetime(df)
    df.set_index(["date", "minute"], inplace=True)
    return df
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  Source code for pyEX.stocks.corporateActions

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import _quoteSymbols, _raiseIfNotStr, _timeseriesWrapper
from .timeseries import timeSeries


[docs]def bonusIssue(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
    **timeseries_kwargs
):
    """Bonus Issue Obtain up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

    Updated at 5am, 10am, 8pm UTC daily

    https://iexcloud.io/docs/api/#bonus-issue

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

        Supports all kwargs from `pyEX.stocks.timeseries.timeSeries`

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _timeseriesWrapper(timeseries_kwargs)
    return timeSeries(
        id="advanced_bonus",
        key=symbol,
        subkey=refid,
        token=token,
        version=version,
        filter=filter,
        format=format,
        **timeseries_kwargs
    )



[docs]@wraps(bonusIssue)
def bonusIssueDF(*args, **kwargs):
    return pd.DataFrame(bonusIssue(*args, **kwargs))



[docs]def distribution(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
    **timeseries_kwargs
):
    """Distribution Obtain up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

    Updated at 5am, 10am, 8pm UTC daily

    https://iexcloud.io/docs/api/#distribution

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

        Supports all kwargs from `pyEX.stocks.timeseries.timeSeries`

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _timeseriesWrapper(timeseries_kwargs)
    return timeSeries(
        id="advanced_distribution",
        key=symbol,
        subkey=refid,
        token=token,
        version=version,
        filter=filter,
        format=format,
        **timeseries_kwargs
    )



[docs]@wraps(distribution)
def distributionDF(*args, **kwargs):
    return pd.DataFrame(distribution(*args, **kwargs))



[docs]def dividends(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
    **timeseries_kwargs
):
    """Obtain up-to-date and detailed information on all new dividend announcements, as well as 12+ years of historical dividend records. This endpoint covers over 39,000 US equities, mutual funds, ADRs, and ETFs.
    You’ll be provided with:
        Detailed information on both cash and stock dividends including record, payment, ex, and announce dates
        Gross and net amounts
        Details of all currencies in which a dividend can be paid
        Tax information
        The ability to keep up with the growing number of complex dividend distributions

    Updated at 5am, 10am, 8pm UTC daily

    https://iexcloud.io/docs/api/#dividends

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

        Supports all kwargs from `pyEX.stocks.timeseries.timeSeries`

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _timeseriesWrapper(timeseries_kwargs)
    return timeSeries(
        id="advanced_dividends",
        key=symbol,
        subkey=refid,
        token=token,
        version=version,
        filter=filter,
        format=format,
        **timeseries_kwargs
    )



[docs]@wraps(dividends)
def dividendsDF(*args, **kwargs):
    return pd.DataFrame(dividends(*args, **kwargs))



[docs]def returnOfCapital(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
    **timeseries_kwargs
):
    """Return of capital up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

    Updated at 5am, 10am, 8pm UTC daily

    https://iexcloud.io/docs/api/#return-of-capital

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _timeseriesWrapper(timeseries_kwargs)
    return timeSeries(
        id="advanced_return_of_capital",
        key=symbol,
        subkey=refid,
        token=token,
        version=version,
        filter=filter,
        format=format,
        **timeseries_kwargs
    )



[docs]@wraps(returnOfCapital)
def returnOfCapitalDF(*args, **kwargs):
    return pd.DataFrame(returnOfCapital(*args, **kwargs))



[docs]def rightsIssue(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
    **timeseries_kwargs
):
    """Rights issue up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

    Updated at 5am, 10am, 8pm UTC daily

    https://iexcloud.io/docs/api/#rights-issue

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

        Supports all kwargs from `pyEX.stocks.timeseries.timeSeries`

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _timeseriesWrapper(timeseries_kwargs)
    return timeSeries(
        id="advanced_rights",
        key=symbol,
        subkey=refid,
        token=token,
        version=version,
        filter=filter,
        format=format,
        **timeseries_kwargs
    )



[docs]@wraps(rightsIssue)
def rightsIssueDF(*args, **kwargs):
    return pd.DataFrame(rightsIssue(*args, **kwargs))



[docs]def rightToPurchase(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
    **timeseries_kwargs
):
    """Right to purchase up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

    Updated at 5am, 10am, 8pm UTC daily

    https://iexcloud.io/docs/api/#right-to-purchase

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

        Supports all kwargs from `pyEX.stocks.timeseries.timeSeries`

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _timeseriesWrapper(timeseries_kwargs)
    return timeSeries(
        id="advanced_right_to_purchase",
        key=symbol,
        subkey=refid,
        token=token,
        version=version,
        filter=filter,
        format=format,
        **timeseries_kwargs
    )



[docs]@wraps(rightToPurchase)
def rightToPurchaseDF(*args, **kwargs):
    return pd.DataFrame(rightToPurchase(*args, **kwargs))



[docs]def securityReclassification(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
    **timeseries_kwargs
):
    """Security reclassification up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

    Updated at 5am, 10am, 8pm UTC daily

    https://iexcloud.io/docs/api/#security-reclassification

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

        Supports all kwargs from `pyEX.stocks.timeseries.timeSeries`

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _timeseriesWrapper(timeseries_kwargs)
    return timeSeries(
        id="advanced_security_reclassification",
        key=symbol,
        subkey=refid,
        token=token,
        version=version,
        filter=filter,
        format=format,
        **timeseries_kwargs
    )



[docs]@wraps(securityReclassification)
def securityReclassificationDF(*args, **kwargs):
    return pd.DataFrame(securityReclassification(*args, **kwargs))



[docs]def securitySwap(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
    **timeseries_kwargs
):
    """Security Swap up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

    Updated at 5am, 10am, 8pm UTC daily

    https://iexcloud.io/docs/api/#security-swap

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

        Supports all kwargs from `pyEX.stocks.timeseries.timeSeries`

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _timeseriesWrapper(timeseries_kwargs)
    return timeSeries(
        id="advanced_security_swap",
        key=symbol,
        subkey=refid,
        token=token,
        version=version,
        filter=filter,
        format=format,
        **timeseries_kwargs
    )



[docs]@wraps(securitySwap)
def securitySwapDF(*args, **kwargs):
    return pd.DataFrame(securitySwap(*args, **kwargs))



[docs]def spinoff(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
    **timeseries_kwargs
):
    """Security spinoff up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

    Updated at 5am, 10am, 8pm UTC daily

    https://iexcloud.io/docs/api/#spinoff

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

        Supports all kwargs from `pyEX.stocks.timeseries.timeSeries`

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _timeseriesWrapper(timeseries_kwargs)
    return timeSeries(
        id="advanced_spinoff",
        key=symbol,
        subkey=refid,
        token=token,
        version=version,
        filter=filter,
        format=format,
        **timeseries_kwargs
    )



[docs]@wraps(spinoff)
def spinoffDF(*args, **kwargs):
    return pd.DataFrame(spinoff(*args, **kwargs))



[docs]def splits(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
    **timeseries_kwargs
):
    """Security splits up-to-date and detailed information on all new announcements, as well as 12+ years of historical records.

    Updated at 5am, 10am, 8pm UTC daily

    https://iexcloud.io/docs/api/#splits

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

        Supports all kwargs from `pyEX.stocks.timeseries.timeSeries`

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _timeseriesWrapper(timeseries_kwargs)
    return timeSeries(
        id="advanced_splits",
        key=symbol,
        subkey=refid,
        token=token,
        version=version,
        filter=filter,
        format=format,
        **timeseries_kwargs
    )



[docs]@wraps(splits)
def splitsDF(*args, **kwargs):
    return pd.DataFrame(splits(*args, **kwargs))
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  Source code for pyEX.stocks.fundamentals

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import numpy as np
import pandas as pd

from ..common import (
    _TIMEFRAME_DIVSPLIT,
    _UTC,
    PyEXception,
    _checkPeriodLast,
    _expire,
    _get,
    _quoteSymbols,
    _raiseIfNotStr,
    _reindex,
    _toDatetime,
)


[docs]@_expire(hour=8, tz=_UTC)
def balanceSheet(
    symbol,
    period="quarter",
    last=1,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Pulls balance sheet data. Available quarterly (4 quarters) and annually (4 years)

    https://iexcloud.io/docs/api/#balance-sheet
    Updates at 8am, 9am UTC daily


    Args:
        symbol (str): Ticker to request
        period (str): Period, either 'annual' or 'quarter'
        last (int): Number of records to fetch, up to 12 for 'quarter' and 4 for 'annual'
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _checkPeriodLast(period, last)
    return _get(
        "stock/{}/balance-sheet?period={}&last={}".format(symbol, period, last),
        token=token,
        version=version,
        filter=filter,
        format=format,
    ).get("balancesheet", [])



[docs]@wraps(balanceSheet)
def balanceSheetDF(*args, **kwargs):
    return _reindex(
        _toDatetime(pd.DataFrame(balanceSheet(*args, **kwargs))), "reportDate"
    )



[docs]@_expire(hour=8, tz=_UTC)
def cashFlow(
    symbol,
    period="quarter",
    last=1,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Pulls cash flow data. Available quarterly (4 quarters) or annually (4 years).

    https://iexcloud.io/docs/api/#cash-flow
    Updates at 8am, 9am UTC daily


    Args:
        symbol (str): Ticker to request
        period (str): Period, either 'annual' or 'quarter'
        last (int): Number of records to fetch, up to 12 for 'quarter' and 4 for 'annual'
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _checkPeriodLast(period, last)
    return _get(
        "stock/{}/cash-flow?period={}&last={}".format(symbol, period, last),
        token=token,
        version=version,
        filter=filter,
        format=format,
    ).get("cashflow", [])



[docs]@wraps(cashFlow)
def cashFlowDF(*args, **kwargs):
    df = _reindex(
        _toDatetime(pd.DataFrame(cashFlow(*args, **kwargs))),
        "reportDate",
    )
    df.replace(to_replace=[None], value=np.nan, inplace=True)
    return df



[docs]@_expire(hour=9, tz=_UTC)
def dividends(
    symbol,
    timeframe="ytd",
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Dividend history

    https://iexcloud.io/docs/api/#dividends
    Updated at 9am UTC every day

    Args:
        symbol (str): Ticker to request
        timeframe (str): timeframe for data
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    if timeframe not in _TIMEFRAME_DIVSPLIT:
        raise PyEXception("Range must be in %s" % str(_TIMEFRAME_DIVSPLIT))
    return _get(
        "stock/" + symbol + "/dividends/" + timeframe,
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



def _dividendsToDF(d):
    return _reindex(_toDatetime(pd.DataFrame(d)), "exDate")


[docs]@wraps(dividends)
def dividendsDF(*args, **kwargs):
    return _dividendsToDF(dividends(*args, **kwargs))



[docs]@_expire(hour=9, tz=_UTC)
def earnings(
    symbol,
    period="quarter",
    last=1,
    field="",
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Earnings data for a given company including the actual EPS, consensus, and fiscal period. Earnings are available quarterly (last 4 quarters) and annually (last 4 years).

    https://iexcloud.io/docs/api/#earnings
    Updates at 9am, 11am, 12pm UTC every day

    Args:
        symbol (str): Ticker to request
        period (str): Period, either 'annual' or 'quarter'
        last (int): Number of records to fetch, up to 12 for 'quarter' and 4 for 'annual'
        field (str): Subfield to fetch
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _checkPeriodLast(period, last)
    if not field:
        return _get(
            "stock/{}/earnings?period={}&last={}".format(symbol, period, last),
            token=token,
            version=version,
            filter=filter,
            format=format,
        ).get("earnings", [])
    return _get(
        "stock/{}/earnings/{}/{}?period={}".format(symbol, last, field, period),
        token=token,
        version=version,
        filter=filter,
        format=format,
    ).get("earnings", [])



def _earningsToDF(e):
    """internal"""
    if e:
        df = _reindex(_toDatetime(pd.DataFrame(e)), "EPSReportDate")
    else:
        df = pd.DataFrame()
    return df


[docs]@wraps(earnings)
def earningsDF(*args, **kwargs):
    return _earningsToDF(earnings(*args, **kwargs))



[docs]@_expire(hour=8, tz=_UTC)
def financials(
    symbol, period="quarter", token="", version="stable", filter="", format="json"
):
    """Pulls income statement, balance sheet, and cash flow data from the four most recent reported quarters.

    https://iexcloud.io/docs/api/#financials
    Updates at 8am, 9am UTC daily

    Args:
        symbol (str): Ticker to request
        period (str): Period, either 'annual' or 'quarter'
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _checkPeriodLast(period, 1)
    return _get(
        "stock/{}/financials?period={}".format(symbol, period),
        token=token,
        version=version,
        filter=filter,
        format=format,
    ).get("financials", [])



def _financialsToDF(f):
    """internal"""
    if f:
        df = _reindex(_toDatetime(pd.DataFrame(f)), "reportDate")
    else:
        df = pd.DataFrame()
    return df


[docs]@wraps(financials)
def financialsDF(*args, **kwargs):
    return _financialsToDF(financials(*args, **kwargs))



[docs]@_expire(hour=8, tz=_UTC)
def fundamentals(
    symbol, period="quarter", token="", version="stable", filter="", format="json"
):
    """Pulls fundamentals data.

    https://iexcloud.io/docs/api/#advanced-fundamentals
    Updates at 8am, 9am UTC daily

    Args:
        symbol (str): Ticker to request
        period (str): Period, either 'annual' or 'quarter'
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _checkPeriodLast(period, 1)
    return _get(
        "stock/{}/fundamentals?period={}".format(symbol, period),
        token=token,
        version=version,
        filter=filter,
        format=format,
    ).get("fundamentals", [])



def _fundamentalsToDF(f):
    """internal"""
    if f:
        df = _reindex(_toDatetime(pd.DataFrame(f)), "reportDate")
    else:
        df = pd.DataFrame()
    return df


[docs]@wraps(fundamentals)
def fundamentalsDF(*args, **kwargs):
    return _fundamentalsToDF(fundamentals(*args, **kwargs))



[docs]@_expire(hour=8, tz=_UTC)
def incomeStatement(
    symbol,
    period="quarter",
    last=1,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Pulls income statement data. Available quarterly (4 quarters) or annually (4 years).

    https://iexcloud.io/docs/api/#income-statement
    Updates at 8am, 9am UTC daily

    Args:
        symbol (str): Ticker to request
        period (str): Period, either 'annual' or 'quarter'
        last (int): Number of records to fetch, up to 12 for 'quarter' and 4 for 'annual'
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    _checkPeriodLast(period, last)
    return _get(
        "stock/{}/income?period={}&last={}".format(symbol, period, last),
        token,
        version,
        filter,
    ).get("income", [])



[docs]@wraps(incomeStatement)
def incomeStatementDF(*args, **kwargs):
    return _reindex(
        _toDatetime(pd.DataFrame(incomeStatement(*args, **kwargs))), "reportDate"
    )



[docs]@_expire(hour=9, tz=_UTC)
def stockSplits(
    symbol, timeframe="ytd", token="", version="stable", filter="", format="json"
):
    """Stock split history

    https://iexcloud.io/docs/api/#splits
    Updated at 9am UTC every day

    Args:
        symbol (str): Ticker to request
        timeframe (str): timeframe for data
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    if timeframe not in _TIMEFRAME_DIVSPLIT:
        raise PyEXception("Range must be in %s" % str(_TIMEFRAME_DIVSPLIT))
    return _get(
        "stock/" + symbol + "/splits/" + timeframe,
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



def _splitsToDF(d):
    return _reindex(_toDatetime(pd.DataFrame(d)), "exDate")


[docs]@wraps(stockSplits)
def stockSplitsDF(*args, **kwargs):
    return _splitsToDF(stockSplits(*args, **kwargs))
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  Source code for pyEX.stocks.iex

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import (
    _get,
    _getAsync,
    _raiseIfNotStr,
    _reindex,
    _strOrDate,
    _strToList,
    _toDatetime,
    json_normalize,
)


[docs]def iexTops(symbols=None, token="", version="stable", format="json"):
    """TOPS provides IEX’s aggregated best quoted bid and offer position in near real time for all securities on IEX’s displayed limit order book.
    TOPS is ideal for developers needing both quote and trade data.

    https://iexcloud.io/docs/api/#tops

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    symbols = _strToList(symbols)
    if symbols:
        return _get(
            "tops?symbols=" + ",".join(symbols) + "%2b",
            token=token,
            version=version,
            format=format,
        )
    return _get("tops", token=token, version=version, format=format)



[docs]@wraps(iexTops)
async def iexTopsAsync(symbols=None, token="", version="stable", format="json"):
    symbols = _strToList(symbols)
    if symbols:
        return await _getAsync(
            "tops?symbols=" + ",".join(symbols) + "%2b",
            token=token,
            version=version,
            format=format,
        )
    return await _getAsync("tops", token=token, version=version, format=format)



[docs]@wraps(iexTops)
def iexTopsDF(*args, **kwargs):
    return _reindex(_toDatetime(json_normalize(iexTops(*args, **kwargs))), "symbol")



[docs]def iexLast(symbols=None, token="", version="stable", format="json"):
    """Last provides trade data for executions on IEX. It is a near real time, intraday API that provides IEX last sale price, size and time.
    Last is ideal for developers that need a lightweight stock quote.

    https://iexcloud.io/docs/api/#last

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    symbols = _strToList(symbols)
    if symbols:
        return _get(
            "tops/last?symbols=" + ",".join(symbols) + "%2b",
            token=token,
            version=version,
            format=format,
        )
    return _get("tops/last", token=token, version=version, format=format)



[docs]@wraps(iexLast)
async def iexLastAsync(symbols=None, token="", version="stable", format="json"):
    symbols = _strToList(symbols)
    if symbols:
        return await _getAsync(
            "tops/last?symbols=" + ",".join(symbols) + "%2b",
            token=token,
            version=version,
            format=format,
        )
    return await _getAsync("tops/last", token=token, version=version, format=format)



[docs]@wraps(iexLast)
def iexLastDF(*args, **kwargs):
    return _reindex(_toDatetime(json_normalize(iexLast(*args, **kwargs))), "symbol")



[docs]def iexDeep(symbol=None, token="", version="stable", format="json"):
    """DEEP is used to receive real-time depth of book quotations direct from IEX.
    The depth of book quotations received via DEEP provide an aggregated size of resting displayed orders at a price and side,
    and do not indicate the size or number of individual orders at any price level.
    Non-displayed orders and non-displayed portions of reserve orders are not represented in DEEP.

    DEEP also provides last trade price and size information. Trades resulting from either displayed or non-displayed orders matching on IEX will be reported. Routed executions will not be reported.

    https://iexcloud.io/docs/api/#deep

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    _raiseIfNotStr(symbol)
    if symbol:
        return _get(
            "deep?symbols=" + symbol, token=token, version=version, format=format
        )
    return _get("deep", token=token, version=version, format=format)



[docs]@wraps(iexDeep)
async def iexDeepAsync(symbol=None, token="", version="stable", format="json"):
    _raiseIfNotStr(symbol)
    if symbol:
        return await _getAsync(
            "deep?symbols=" + symbol, token=token, version=version, format=format
        )
    return await _getAsync("deep", token=token, version=version, format=format)



[docs]@wraps(iexDeep)
def iexDeepDF(*args, **kwargs):
    return _toDatetime(json_normalize(iexDeep(*args, **kwargs)))



[docs]def iexAuction(symbol=None, token="", version="stable", format="json"):
    """DEEP broadcasts an Auction Information Message every one second between the Lock-in Time and the auction match for Opening and Closing Auctions,
    and during the Display Only Period for IPO, Halt, and Volatility Auctions. Only IEX listed securities are eligible for IEX Auctions.

    https://iexcloud.io/docs/api/#deep-auction

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    _raiseIfNotStr(symbol)
    if symbol:
        return _get(
            "deep/auction?symbols=" + symbol,
            token=token,
            version=version,
            format=format,
        )
    return _get("deep/auction", token=token, version=version, format=format)



[docs]@wraps(iexAuction)
async def iexAuctionAsync(symbol=None, token="", version="stable", format="json"):
    _raiseIfNotStr(symbol)
    if symbol:
        return await _getAsync(
            "deep/auction?symbols=" + symbol,
            token=token,
            version=version,
            format=format,
        )
    return await _getAsync("deep/auction", token=token, version=version, format=format)



[docs]@wraps(iexAuction)
def iexAuctionDF(*args, **kwargs):
    return _toDatetime(json_normalize(iexAuction(*args, **kwargs)))



[docs]def iexBook(symbol=None, token="", version="stable", format="json"):
    """Book shows IEX’s bids and asks for given symbols.

    https://iexcloud.io/docs/api/#deep-book

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    _raiseIfNotStr(symbol)
    if symbol:
        return _get(
            "deep/book?symbols=" + symbol, token=token, version=version, format=format
        )
    return _get("deep/book", token=token, version=version, format=format)



[docs]@wraps(iexBook)
async def iexBookAsync(symbol=None, token="", version="stable", format="json"):
    _raiseIfNotStr(symbol)
    if symbol:
        return await _getAsync(
            "deep/book?symbols=" + symbol, token=token, version=version, format=format
        )
    return await _getAsync("deep/book", token=token, version=version, format=format)



[docs]@wraps(iexBook)
def iexBookDF(*args, **kwargs):
    x = iexBook(*args, **kwargs)
    data = []
    for key in x:
        d = x[key]
        d["symbol"] = key
        data.append(d)
    return _toDatetime(json_normalize(data))



[docs]def iexOpHaltStatus(symbol=None, token="", version="stable", format="json"):
    """The Exchange may suspend trading of one or more securities on IEX for operational reasons and indicates such operational halt using the Operational halt status message.

    IEX disseminates a full pre-market spin of Operational halt status messages indicating the operational halt status of all securities.
    In the spin, IEX will send out an Operational Halt Message with “N” (Not operationally halted on IEX) for all securities that are eligible for trading at the start of the Pre-Market Session.
    If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System at the start of the Pre-Market Session.

    After the pre-market spin, IEX will use the Operational halt status message to relay changes in operational halt status for an individual security.

    https://iexcloud.io/docs/api/#deep-operational-halt-status

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    _raiseIfNotStr(symbol)
    if symbol:
        return _get(
            "deep/op-halt-status?symbols=" + symbol,
            token=token,
            version=version,
            format=format,
        )
    return _get("deep/op-halt-status", token=token, version=version, format=format)



[docs]@wraps(iexOpHaltStatus)
async def iexOpHaltStatusAsync(symbol=None, token="", version="stable", format="json"):
    _raiseIfNotStr(symbol)
    if symbol:
        return await _getAsync(
            "deep/op-halt-status?symbols=" + symbol,
            token=token,
            version=version,
            format=format,
        )
    return await _getAsync(
        "deep/op-halt-status", token=token, version=version, format=format
    )



[docs]@wraps(iexOpHaltStatus)
def iexOpHaltStatusDF(*args, **kwargs):
    x = iexOpHaltStatus(*args, **kwargs)
    data = []
    for key in x:
        d = x[key]
        d["symbol"] = key
        data.append(d)
    return _toDatetime(pd.DataFrame(data))



[docs]def iexOfficialPrice(symbol=None, token="", version="stable", format="json"):
    """The Official Price message is used to disseminate the IEX Official Opening and Closing Prices.

    These messages will be provided only for IEX Listed Securities.

    https://iexcloud.io/docs/api/#deep-official-price

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    _raiseIfNotStr(symbol)
    if symbol:
        return _get(
            "deep/official-price?symbols=" + symbol,
            token=token,
            version=version,
            format=format,
        )
    return _get("deep/official-price", token=token, version=version, format=format)



[docs]@wraps(iexOfficialPrice)
async def iexOfficialPriceAsync(symbol=None, token="", version="stable", format="json"):
    _raiseIfNotStr(symbol)
    if symbol:
        return await _getAsync(
            "deep/official-price?symbols=" + symbol,
            token=token,
            version=version,
            format=format,
        )
    return await _getAsync(
        "deep/official-price", token=token, version=version, format=format
    )



[docs]@wraps(iexOfficialPrice)
def iexOfficialPriceDF(*args, **kwargs):
    return _toDatetime(json_normalize(iexOfficialPrice(*args, **kwargs)))



[docs]def iexSecurityEvent(symbol=None, token="", version="stable", format="json"):
    """The Security event message is used to indicate events that apply to a security. A Security event message will be sent whenever such event occurs

    https://iexcloud.io/docs/api/#deep-security-event

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    _raiseIfNotStr(symbol)
    if symbol:
        return _get(
            "deep/security-event?symbols=" + symbol,
            token=token,
            version=version,
            format=format,
        )
    return _get("deep/security-event", token=token, version=version, format=format)



[docs]@wraps(iexSecurityEvent)
async def iexSecurityEventAsync(symbol=None, token="", version="stable", format="json"):
    _raiseIfNotStr(symbol)
    if symbol:
        return await _getAsync(
            "deep/security-event?symbols=" + symbol,
            token=token,
            version=version,
            format=format,
        )
    return await _getAsync(
        "deep/security-event", token=token, version=version, format=format
    )



[docs]@wraps(iexSecurityEvent)
def iexSecurityEventDF(*args, **kwargs):
    x = iexSecurityEvent(*args, **kwargs)
    data = []
    for key in x:
        d = x[key]
        d["symbol"] = key
        data.append(d)
    return _toDatetime(pd.DataFrame(data))



[docs]def iexSsrStatus(symbol=None, token="", version="stable", format="json"):
    """In association with Rule 201 of Regulation SHO, the Short Sale Price Test Message is used to indicate when a short sale price test restriction is in effect for a security.

    IEX disseminates a full pre-market spin of Short sale price test status messages indicating the Rule 201 status of all securities.
     After the pre-market spin, IEX will use the Short sale price test status message in the event of an intraday status change.

    The IEX Trading System will process orders based on the latest short sale price test restriction status.

    https://iexcloud.io/docs/api/#deep-short-sale-price-test-status

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    _raiseIfNotStr(symbol)
    if symbol:
        return _get(
            "deep/ssr-status?symbols=" + symbol,
            token=token,
            version=version,
            format=format,
        )
    return _get("deep/ssr-status", token=token, version=version, format=format)



[docs]@wraps(iexSsrStatus)
async def iexSsrStatusAsync(symbol=None, token="", version="stable", format="json"):
    _raiseIfNotStr(symbol)
    if symbol:
        return await _getAsync(
            "deep/ssr-status?symbols=" + symbol,
            token=token,
            version=version,
            format=format,
        )
    return await _getAsync(
        "deep/ssr-status", token=token, version=version, format=format
    )



[docs]@wraps(iexSsrStatus)
def iexSsrStatusDF(*args, **kwargs):
    x = iexSsrStatus(*args, **kwargs)
    data = []
    for key in x:
        d = x[key]
        d["symbol"] = key
        data.append(d)
    return _toDatetime(pd.DataFrame(data))



[docs]def iexSystemEvent(token="", version="stable", format="json"):
    """The System event message is used to indicate events that apply to the market or the data feed.

    There will be a single message disseminated per channel for each System Event type within a given trading session.

    https://iexcloud.io/docs/api/#deep-system-event

    Args:
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    return _get("deep/system-event", token=token, version=version, format=format)



[docs]@wraps(iexSystemEvent)
async def iexSystemEventAsync(token="", version="stable", format="json"):
    return await _getAsync(
        "deep/system-event", token=token, version=version, format=format
    )



[docs]@wraps(iexSystemEvent)
def iexSystemEventDF(*args, **kwargs):
    return _toDatetime(json_normalize(iexSystemEvent(*args, **kwargs)))



[docs]def iexTrades(symbol=None, token="", version="stable", format="json"):
    """Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

    https://iexcloud.io/docs/api/#deep-trades

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    _raiseIfNotStr(symbol)
    if symbol:
        return _get(
            "deep/trades?symbols=" + symbol, token=token, version=version, format=format
        )
    return _get("deep/trades", token=token, version=version, format=format)



[docs]@wraps(iexTrades)
async def iexTradesAsync(symbol=None, token="", version="stable", format="json"):
    _raiseIfNotStr(symbol)
    if symbol:
        return await _getAsync(
            "deep/trades?symbols=" + symbol, token=token, version=version, format=format
        )
    return await _getAsync("deep/trades", token=token, version=version, format=format)



[docs]@wraps(iexTrades)
def iexTradesDF(*args, **kwargs):
    x = iexTrades(*args, **kwargs)
    data = []
    for key in x:
        dat = x[key]
        for d in dat:
            d["symbol"] = key
            data.append(d)
    return _toDatetime(pd.DataFrame(data))



[docs]def iexTradeBreak(symbol=None, token="", version="stable", format="json"):
    """Trade break messages are sent when an execution on IEX is broken on that same trading day. Trade breaks are rare and only affect applications that rely upon IEX execution based data.

    https://iexcloud.io/docs/api/#deep-trade-break


    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    _raiseIfNotStr(symbol)
    if symbol:
        return _get(
            "deep/trade-breaks?symbols=" + symbol,
            token=token,
            version=version,
            format=format,
        )
    return _get("deep/trade-breaks", token=token, version=version, format=format)



[docs]@wraps(iexTradeBreak)
async def iexTradeBreakAsync(symbol=None, token="", version="stable", format="json"):
    _raiseIfNotStr(symbol)
    if symbol:
        return await _getAsync(
            "deep/trade-breaks?symbols=" + symbol,
            token=token,
            version=version,
            format=format,
        )
    return await _getAsync(
        "deep/trade-breaks", token=token, version=version, format=format
    )



[docs]@wraps(iexTradeBreak)
def iexTradeBreakDF(*args, **kwargs):
    return _toDatetime(json_normalize(iexTradeBreak(*args, **kwargs)))



[docs]def iexTradingStatus(symbol=None, token="", version="stable", format="json"):
    """The Trading status message is used to indicate the current trading status of a security.
     For IEX-listed securities, IEX acts as the primary market and has the authority to institute a trading halt or trading pause in a security due to news dissemination or regulatory reasons.
     For non-IEX-listed securities, IEX abides by any regulatory trading halts and trading pauses instituted by the primary or listing market, as applicable.

    IEX disseminates a full pre-market spin of Trading status messages indicating the trading status of all securities.
     In the spin, IEX will send out a Trading status message with “T” (Trading) for all securities that are eligible for trading at the start of the Pre-Market Session.
     If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System.


    After the pre-market spin, IEX will use the Trading status message to relay changes in trading status for an individual security. Messages will be sent when a security is:

    Halted
    Paused*
    Released into an Order Acceptance Period*
    Released for trading
    *The paused and released into an Order Acceptance Period status will be disseminated for IEX-listed securities only. Trading pauses on non-IEX-listed securities will be treated simply as a halt.

    https://iexcloud.io/docs/api/#deep-trading-status

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    _raiseIfNotStr(symbol)
    if symbol:
        return _get(
            "deep/trading-status?symbols=" + symbol,
            token=token,
            version=version,
            format=format,
        )
    return _get("deep/trading-status", token=token, version=version, format=format)



[docs]@wraps(iexTradingStatus)
async def iexTradingStatusAsync(symbol=None, token="", version="stable", format="json"):
    _raiseIfNotStr(symbol)
    if symbol:
        return await _getAsync(
            "deep/trading-status?symbols=" + symbol,
            token=token,
            version=version,
            format=format,
        )
    return await _get(
        "deep/trading-status", token=token, version=version, format=format
    )



[docs]@wraps(iexTradingStatus)
def iexTradingStatusDF(*args, **kwargs):
    x = iexTradingStatus(*args, **kwargs)
    data = []
    for key in x:
        d = x[key]
        d["symbol"] = key
        data.append(d)
    return _toDatetime(pd.DataFrame(data))



[docs]def iexHist(date=None, token="", version="stable", format="json"):
    """
    Args:
        date (datetime): Effective date
        token (str): Access token
        version (str): API version
        format (str): return format, defaults to json

    Returns:
        dict: result
    """

    if date is None:
        return _get("hist", token=token, version=version, format=format)
    else:
        date = _strOrDate(date)
        return _get("hist?date=" + date, token=token, version=version, format=format)



[docs]@wraps(iexHist)
async def iexHistAsync(date=None, token="", version="stable", format="json"):
    if date is None:
        return await _get("hist", token=token, version=version, format=format)
    else:
        date = _strOrDate(date)
        return await _getAsync(
            "hist?date=" + date, token=token, version=version, format=format
        )



[docs]@wraps(iexHist)
def iexHistDF(*args, **kwargs):
    x = iexHist(*args, **kwargs)
    data = []
    for key in x:
        dat = x[key]
        for item in dat:
            item["date"] = key
            data.append(item)
    return _reindex(_toDatetime(pd.DataFrame(data)), "date")





          

      

      

    

  

  
    
    pyEX.stocks.marketInfo
    

    
 
  

    
      
          
            
  Source code for pyEX.stocks.marketInfo

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import (
    _COLLECTION_TAGS,
    _EST,
    _LIST_OPTIONS,
    _UTC,
    PyEXception,
    _expire,
    _get,
    _quoteSymbols,
    _raiseIfNotStr,
    _reindex,
    _strOrDate,
    _toDatetime,
    json_normalize,
)


[docs]@_expire(hour=0)
def collections(
    tag,
    collectionName,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Returns an array of quote objects for a given collection type. Currently supported collection types are sector, tag, and list


    https://iexcloud.io/docs/api/#collections

    Args:
        tag (str):  Sector, Tag, or List
        collectionName (str):  Associated name for tag
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    if tag not in _COLLECTION_TAGS:
        raise PyEXception("Tag must be in %s" % str(_COLLECTION_TAGS))
    return _get(
        "stock/market/collection/" + tag + "?collectionName=" + collectionName,
        token,
        version,
        filter,
    )



[docs]@wraps(collections)
def collectionsDF(*args, **kwargs):
    return _reindex(_toDatetime(pd.DataFrame(collections(*args, **kwargs))), "symbol")



[docs]@_expire(minute=0)
def earningsToday(token="", version="stable", filter="", format="json"):
    """Returns earnings that will be reported today as two arrays: before the open bto and after market close amc.
    Each array contains an object with all keys from earnings, a quote object, and a headline key.

    https://iexcloud.io/docs/api/#earnings-today
    Updates at 9am, 11am, 12pm UTC daily


    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get("stock/market/today-earnings", token, version, filter)



[docs]@wraps(earningsToday)
def earningsTodayDF(*args, **kwargs):
    x = earningsToday(*args, **kwargs)
    z = []
    for k in x:
        ds = x[k]
        for d in ds:
            d["when"] = k
            z.extend(ds)
    df = json_normalize(z)

    if not df.empty:
        df.drop_duplicates(inplace=True)
    return _reindex(_toDatetime(df), "symbol")



[docs]@_expire(hour=10, tz=_UTC)
def ipoToday(token="", version="stable", filter="", format="json"):
    """This returns a list of upcoming or today IPOs scheduled for the current and next month. The response is split into two structures:
    rawData and viewData. rawData represents all available data for an IPO. viewData represents data structured for display to a user.

    https://iexcloud.io/docs/api/#ipo-calendar
    10am, 10:30am UTC daily

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get("stock/market/today-ipos", token, version, filter)



[docs]@wraps(ipoToday)
def ipoTodayDF(*args, **kwargs):
    val = ipoToday(*args, **kwargs)
    if val:
        df = _reindex(_toDatetime(json_normalize(val, "rawData")), "symbol")
    else:
        df = pd.DataFrame()
    return df



[docs]@_expire(hour=10)
def ipoUpcoming(token="", version="stable", filter="", format="json"):
    """This returns a list of upcoming or today IPOs scheduled for the current and next month. The response is split into two structures:
    rawData and viewData. rawData represents all available data for an IPO. viewData represents data structured for display to a user.

    https://iexcloud.io/docs/api/#ipo-calendar
    10am, 10:30am UTC daily

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get("stock/market/upcoming-ipos", token, version, filter)



[docs]@wraps(ipoUpcoming)
def ipoUpcomingDF(*args, **kwargs):
    val = ipoUpcoming(*args, **kwargs)
    if val:
        df = _reindex(_toDatetime(json_normalize(val, "rawData")), "symbol")
    else:
        df = pd.DataFrame()
    return df



[docs]def list(
    option="mostactive",
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Returns an array of quotes for the top 10 symbols in a specified list.


    https://iexcloud.io/docs/api/#list
    Updated intraday

    Args:
        option (str): Option to query
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    if option not in _LIST_OPTIONS:
        raise PyEXception("Option must be in %s" % str(_LIST_OPTIONS))
    return _get("stock/market/list/" + option, token, version, filter)



[docs]@wraps(list)
def listDF(*args, **kwargs):
    return _reindex(_toDatetime(pd.DataFrame(list(*args, **kwargs))), "symbol")



[docs]def marketVolume(token="", version="stable", filter="", format="json"):
    """This endpoint returns real time traded volume on U.S. markets.

    https://iexcloud.io/docs/api/#market-volume-u-s
    7:45am-5:15pm ET Mon-Fri

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get("market/", token, version, filter)



[docs]@wraps(marketVolume)
def marketVolumeDF(token="", version="stable", filter="", format="json"):
    df = pd.DataFrame(marketVolume())
    _toDatetime(df, cols=[], tcols=["lastUpdated"])
    return df



[docs]def marketOhlc(token="", version="stable", filter="", format="json"):
    """Returns the official open and close for whole market.

    https://iexcloud.io/docs/api/#news
    9:30am-5pm ET Mon-Fri

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get("stock/market/ohlc", token, version, filter)



[docs]@wraps(marketOhlc)
def marketOhlcDF(*args, **kwargs):
    x = marketOhlc(*args, **kwargs)
    data = []
    for key in x:
        data.append(x[key])
        data[-1]["symbol"] = key
    return _reindex(_toDatetime(json_normalize(data)), "symbol")



[docs]@_expire(hour=4, tz=_UTC)
def marketYesterday(token="", version="stable", filter="", format="json"):
    """This returns previous day adjusted price data for whole market

    https://iexcloud.io/docs/api/#previous-day-prices
    Available after 4am ET Tue-Sat

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get("stock/market/previous", token, version, filter)



marketPrevious = marketYesterday


[docs]@wraps(marketYesterday)
def marketYesterdayDF(*args, **kwargs):
    x = marketYesterday(*args, **kwargs)
    data = []
    for key in x:
        data.append(x[key])
        data[-1]["symbol"] = key
    return _reindex(_toDatetime(pd.DataFrame(data)), "symbol")



marketPreviousDF = marketYesterdayDF


[docs]def sectorPerformance(token="", version="stable", filter="", format="json"):
    """This returns an array of each sector and performance for the current trading day. Performance is based on each sector ETF.

    https://iexcloud.io/docs/api/#sector-performance
    8am-5pm ET Mon-Fri

    Args:
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    return _get("stock/market/sector-performance", token, version, filter)



[docs]@wraps(sectorPerformance)
def sectorPerformanceDF(*args, **kwargs):
    return _reindex(
        _toDatetime(
            pd.DataFrame(sectorPerformance(*args, **kwargs)),
            cols=[],
            tcols=["lastUpdated"],
        ),
        "name",
    )



[docs]@_expire(hour=16, tz=_EST)
def marketShortInterest(
    date=None, token="", version="stable", filter="", format="json"
):
    """The consolidated market short interest positions in all IEX-listed securities are included in the IEX Short Interest Report.

    The report data will be published daily at 4:00pm ET.

    https://iexcloud.io/docs/api/#listed-short-interest-list-in-dev

    Args:
        date (datetime): Effective Datetime
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    if date:
        date = _strOrDate(date)
        return _get("stock/market/short-interest/" + date, token, version, filter)
    return _get("stock/market/short-interest", token, version, filter)



[docs]@wraps(marketShortInterest)
def marketShortInterestDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(marketShortInterest(*args, **kwargs)))



[docs]def upcomingEvents(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
):
    """This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

    https://iexcloud.io/docs/api/#upcoming-events

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result

    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    if symbol:
        return _get("stock/" + symbol + "/upcoming-events", token, version, filter)
    return _get("stock/market/upcoming-events", token, version, filter)



def _upcomingToDF(upcoming):
    dfs = {}
    for k, v in upcoming.items():
        dfs[k] = _toDatetime(pd.DataFrame(v))
    return dfs


[docs]@wraps(upcomingEvents)
def upcomingEventsDF(*args, **kwargs):
    return _upcomingToDF(upcomingEvents(*args, **kwargs))



[docs]def upcomingEarnings(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
):
    """This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

    https://iexcloud.io/docs/api/#upcoming-events

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result

    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    if symbol:
        return _get("stock/" + symbol + "/upcoming-earnings", token, version, filter)
    return _get("stock/market/upcoming-earnings", token, version, filter)



[docs]@wraps(upcomingEarnings)
def upcomingEarningsDF(*args, **kwargs):
    return json_normalize(upcomingEarnings(*args, **kwargs))



[docs]def upcomingDividends(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
):
    """This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

    https://iexcloud.io/docs/api/#upcoming-events

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result

    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    if symbol:
        return _get("stock/" + symbol + "/upcoming-dividends", token, version, filter)
    return _get("stock/market/upcoming-dividends", token, version, filter)



[docs]@wraps(upcomingDividends)
def upcomingDividendsDF(*args, **kwargs):
    return json_normalize(upcomingDividends(*args, **kwargs))



[docs]def upcomingSplits(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
):
    """This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

    https://iexcloud.io/docs/api/#upcoming-events

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result

    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    if symbol:
        return _get("stock/" + symbol + "/upcoming-splits", token, version, filter)
    return _get("stock/market/upcoming-splits", token, version, filter)



[docs]@wraps(upcomingSplits)
def upcomingSplitsDF(*args, **kwargs):
    return json_normalize(upcomingSplits(*args, **kwargs))



[docs]def upcomingIPOs(
    symbol="",
    refid="",
    token="",
    version="stable",
    filter="",
    format="json",
):
    """This will return all upcoming estimates, dividends, splits for a given symbol or the market. If market is passed for the symbol, IPOs will also be included.

    https://iexcloud.io/docs/api/#upcoming-events

    Args:
        symbol (str): Symbol to look up
        refid (str): Optional. Id that matches the refid field returned in the response object. This allows you to pull a specific event for a symbol.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result

    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    if symbol:
        return _get("stock/" + symbol + "/upcoming-ipos", token, version, filter)
    return _get("stock/market/upcoming-ipos", token, version, filter)



[docs]@wraps(upcomingIPOs)
def upcomingIPOsDF(*args, **kwargs):
    return json_normalize(upcomingIPOs(*args, **kwargs))
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  Source code for pyEX.stocks.news

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import _get, _quoteSymbols, _raiseIfNotStr, _reindex, _toDatetime


[docs]def news(
    symbol,
    count=10,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """News about company

    https://iexcloud.io/docs/api/#news
    Continuous

    Args:
        symbol (str): Ticker to request
        count (int): limit number of results
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
        dict: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    return _get("stock/" + symbol + "/news/last/" + str(count), token, version, filter)



def _newsToDF(n):
    """internal"""
    return _reindex(_toDatetime(pd.DataFrame(n), reformatcols=["datetime"]), "datetime")


[docs]@wraps(news)
def newsDF(*args, **kwargs):
    return _newsToDF(news(*args, **kwargs))



[docs]def marketNews(count=10, token="", version="stable", filter="", format="json"):
    """News about market

    https://iexcloud.io/docs/api/#news
    Continuous

    Args:
        count (int): limit number of results
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
        dict: result
    """
    return _get(
        "stock/market/news/last/" + str(count),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(marketNews)
def marketNewsDF(*args, **kwargs):
    return _reindex(_toDatetime(pd.DataFrame(marketNews(*args, **kwargs))), "datetime")
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  Source code for pyEX.stocks.prices

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import (
    _EST,
    _TIMEFRAME_CHART,
    PyEXception,
    _expire,
    _get,
    _quoteSymbols,
    _raiseIfNotStr,
    _reindex,
    _strOrDate,
    _toDatetime,
    json_normalize,
)


[docs]def book(symbol, token="", version="stable", filter="", format="json"):
    """Book data

    https://iextrading.com/developer/docs/#book
    realtime during Investors Exchange market hours

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    return _get(
        "stock/{symbol}/book".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



def _bookToDF(b):
    """internal"""
    quote = b.get("quote", [])
    asks = b.get("asks", [])
    bids = b.get("bids", [])
    trades = b.get("trades", [])

    df1 = json_normalize(quote)
    df1["type"] = "quote"

    df2 = json_normalize(asks)
    df2["symbol"] = quote["symbol"]
    df2["type"] = "ask"

    df3 = json_normalize(bids)
    df3["symbol"] = quote["symbol"]
    df3["type"] = "bid"

    df4 = json_normalize(trades)
    df4["symbol"] = quote["symbol"]
    df3["type"] = "trade"

    df = pd.concat([df1, df2, df3, df4], sort=True)
    _toDatetime(df)
    return df


[docs]@wraps(book)
def bookDF(*args, **kwargs):
    return _bookToDF(book(*args, **kwargs))



[docs]@_expire(hour=4, tz=_EST)
def chart(
    symbol,
    timeframe="1m",
    date=None,
    exactDate=None,
    last=-1,
    closeOnly=False,
    byDay=False,
    simplify=False,
    interval=-1,
    changeFromClose=False,
    displayPercent=False,
    sort="desc",
    includeToday=False,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Historical price/volume data, daily and intraday

    https://iexcloud.io/docs/api/#historical-prices
    Data Schedule
    1d: -9:30-4pm ET Mon-Fri on regular market trading days
        -9:30-1pm ET on early close trading days
    All others:
        -Prior trading day available after 4am ET Tue-Sat

    Args:
        symbol (str): Ticker to request
        timeframe (str): Timeframe to request e.g. 1m
        date (datetime): date, if requesting intraday
        exactDate (str): Same as `date`, takes precedence
        last (int): If passed, chart data will return the last N elements from the time period defined by the range parameter
        closeOnly (bool): Will return adjusted data only with keys date, close, and volume.
        byDay (bool): Used only when range is date to return OHLCV data instead of minute bar data.
        simplify (bool) If true, runs a polyline simplification using the Douglas-Peucker algorithm. This is useful if plotting sparkline charts.
        interval (int) If passed, chart data will return every Nth element as defined by chartInterval
        changeFromClose (bool): If true, changeOverTime and marketChangeOverTime will be relative to previous day close instead of the first value.
        displayPercent (bool): If set to true, all percentage values will be multiplied by a factor of 100 (Ex: /stock/twtr/chart?displayPercent=true)
        range (str): Same format as the path parameter. This can be used for batch calls.
        sort (str): Can be "asc" or "desc" to sort results by date. Defaults to "desc"
        includeToday (bool): If true, current trading day data is appended
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)

    base_url = "stock/{}/chart/{}?".format(_quoteSymbols(symbol), timeframe)

    # exactDate takes precedence
    date = exactDate or date
    if date:
        date = _strOrDate(date)

    if timeframe is not None and timeframe != "1d":
        if timeframe not in _TIMEFRAME_CHART:
            raise PyEXception("Range must be in {}".format(_TIMEFRAME_CHART))

    # Assemble params
    params = {}

    # TODO need these?
    # if date:
    #     params["exactDate"] = date
    # if range:
    #     params["range"] = range

    if last > 0:
        params["chartLast"] = last

    if closeOnly:
        params["chartCloseOnly"] = closeOnly

    if byDay:
        params["chartByDay"] = byDay

    if simplify:
        params["chartSimplify"] = simplify

    if interval > 0:
        params["chartInterval"] = interval

    if changeFromClose:
        params["changeFromClose"] = changeFromClose

    if displayPercent:
        params["displayPercent"] = displayPercent

    if exactDate:
        params["exactDate"] = exactDate

    if sort:
        if sort.lower() not in (
            "asc",
            "desc",
        ):
            raise PyEXception("Sort must be in (asc, desc), got: {}".format(sort))

        params["sort"] = sort.lower()

    if includeToday:
        params["includeToday"] = includeToday

    if date:
        base_url = "stock/{}/chart/date/{}?".format(_quoteSymbols(symbol), date)

        if params:
            base_url += "&".join("{}={}".format(k, v) for k, v in params.items())
        return _get(
            base_url, token=token, version=version, filter=filter, format=format
        )

    if params:
        base_url += "&".join("{}={}".format(k, v) for k, v in params.items())

    return _get(base_url, token=token, version=version, filter=filter, format=format)



def _chartToDF(c):
    """internal"""
    return _reindex(_toDatetime(pd.DataFrame(c)), "date")


[docs]@wraps(chart)
def chartDF(
    symbol,
    timeframe="1m",
    date=None,
    exactDate=None,
    last=-1,
    closeOnly=False,
    byDay=False,
    simplify=False,
    interval=-1,
    changeFromClose=False,
    displayPercent=False,
    sort="desc",
    includeToday=False,
    token="",
    version="stable",
    filter="",
    format="json",
):
    c = chart(
        symbol=symbol,
        timeframe=timeframe,
        date=date,
        exactDate=exactDate,
        last=last,
        closeOnly=closeOnly,
        byDay=byDay,
        simplify=simplify,
        interval=interval,
        changeFromClose=changeFromClose,
        displayPercent=displayPercent,
        sort=sort,
        includeToday=includeToday,
        token=token,
        version=version,
        filter=filter,
        format=format,
    )
    df = _toDatetime(pd.DataFrame(c))
    if timeframe is not None and timeframe != "1d":
        _reindex(df, "date")
    else:
        if not df.empty and "date" in df.columns and "minute" in df.columns:
            df.set_index(["date", "minute"], inplace=True)
        elif not df.empty and "date" in df.columns:
            _reindex(df, "date")
        elif not df.empty:
            # Nothing to do
            ...
        else:
            df = pd.DataFrame()
    return df



[docs]@_expire(second=0)
def delayedQuote(symbol, token="", version="stable", filter="", format="json"):
    """This returns the 15 minute delayed market quote.

    https://iexcloud.io/docs/api/#delayed-quote
    15min delayed
    4:30am - 8pm ET M-F when market is open

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/delayed-quote".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(delayedQuote)
def delayedQuoteDF(*args, **kwargs):
    return _reindex(
        _toDatetime(json_normalize(delayedQuote(*args, **kwargs))), "symbol"
    )



[docs]def intraday(
    symbol,
    date="",
    exactDate="",
    last=-1,
    IEXOnly=False,
    reset=False,
    simplify=False,
    interval=-1,
    changeFromClose=False,
    IEXWhenNull=False,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """This endpoint will return aggregated intraday prices in one minute buckets

    https://iexcloud.io/docs/api/#intraday-prices
    9:30-4pm ET Mon-Fri on regular market trading days
    9:30-1pm ET on early close trading days

    Args:
        symbol (str): Ticker to request
        date (str): Formatted as YYYYMMDD. This can be used for batch calls when range is 1d or date. Currently supporting trailing 30 calendar days of minute bar data.
        exactDate (str): Same as `date`, takes precedence
        last (number): If passed, chart data will return the last N elements
        IEXOnly (bool): Limits the return of intraday prices to IEX only data.
        reset (bool): If true, chart will reset at midnight instead of the default behavior of 9:30am ET.
        simplify (bool): If true, runs a polyline simplification using the Douglas-Peucker algorithm. This is useful if plotting sparkline charts.
        interval (number): If passed, chart data will return every Nth element as defined by chartInterval
        changeFromClose (bool): If true, changeOverTime and marketChangeOverTime will be relative to previous day close instead of the first value.
        IEXWhenNull (bool): By default, all market prefixed fields are 15 minute delayed, meaning the most recent 15 objects will be null. If this parameter is passed as true, all market prefixed fields that are null will be populated with IEX data if available.
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)

    # exactDate takes precedence
    date = exactDate or date
    if date:
        date = _strOrDate(date)

    # Assemble params
    params = {}

    if date:
        params["exactDate"] = date

    if last > 0:
        params["chartLast"] = last

    if IEXOnly:
        params["chartIEXOnly"] = IEXOnly

    if reset:
        params["chartReset"] = reset

    if simplify:
        params["chartSimplify"] = simplify

    if interval > 0:
        params["chartInterval"] = interval

    if changeFromClose:
        params["changeFromClose"] = changeFromClose

    if IEXWhenNull:
        params["chartIEXWhenNull"] = IEXWhenNull

    base_url = "stock/{}/intraday-prices?".format(symbol)

    if params:
        base_url += "&".join("{}={}".format(k, v) for k, v in params.items())
    return _get(base_url, token=token, version=version, filter=filter, format=format)



[docs]@wraps(intraday)
def intradayDF(*args, **kwargs):
    val = intraday(*args, **kwargs)
    df = _toDatetime(pd.DataFrame(val))
    if not df.empty and "date" in df.columns and "minute" in df.columns:
        df.set_index(["date", "minute"], inplace=True)
    elif not df.empty and "date" in df.columns:
        _reindex(df, "date")
    else:
        df = pd.DataFrame()
    return df



[docs]def largestTrades(symbol, token="", version="stable", filter="", format="json"):
    """This returns 15 minute delayed, last sale eligible trades.

    https://iexcloud.io/docs/api/#largest-trades
    9:30-4pm ET M-F during regular market hours

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/largest-trades".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(largestTrades)
def largestTradesDF(*args, **kwargs):
    return _reindex(_toDatetime(pd.DataFrame(largestTrades(*args, **kwargs))), "time")



[docs]def ohlc(symbol, token="", version="stable", filter="", format="json"):
    """Returns the official open and close for a give symbol.

    https://iexcloud.io/docs/api/#ohlc
    9:30am-5pm ET Mon-Fri

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/ohlc".format(symbol=_quoteSymbols(symbol)) + symbol + "/ohlc",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(ohlc)
def ohlcDF(*args, **kwargs):
    o = ohlc(*args, **kwargs)
    if o:
        df = json_normalize(o)
        _toDatetime(df)
    else:
        df = pd.DataFrame()
    return df



[docs]@_expire(hour=4, tz=_EST)
def yesterday(symbol, token="", version="stable", filter="", format="json"):
    """This returns previous day adjusted price data for one or more stocks

    https://iexcloud.io/docs/api/#previous-day-prices
    Available after 4am ET Tue-Sat

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/previous".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



previous = yesterday


[docs]@wraps(yesterday)
def yesterdayDF(*args, **kwargs):
    y = yesterday(*args, **kwargs)
    if y:
        df = _reindex(_toDatetime(json_normalize(y)), "symbol")
    else:
        df = pd.DataFrame()
    return df



previousDF = yesterdayDF


[docs]def price(symbol, token="", version="stable", filter="", format="json"):
    """Price of ticker

    https://iexcloud.io/docs/api/#price
    4:30am-8pm ET Mon-Fri

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/price".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(price)
def priceDF(*args, **kwargs):
    return _toDatetime(json_normalize({"price": price(*args, **kwargs)}))



[docs]def quote(symbol, token="", version="stable", filter="", format="json"):
    """Get quote for ticker

    https://iexcloud.io/docs/api/#quote
    4:30am-8pm ET Mon-Fri


    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/quote".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(quote)
def quoteDF(*args, **kwargs):
    q = quote(*args, **kwargs)
    if q:
        df = _reindex(_toDatetime(json_normalize(q)), "symbol")
    else:
        df = pd.DataFrame()
    return df



[docs]@_expire(hour=8, tz=_EST)
def spread(symbol, token="", version="stable", filter="", format="json"):
    """This returns an array of effective spread, eligible volume, and price improvement of a stock, by market.
    Unlike volume-by-venue, this will only return a venue if effective spread is not ‘N/A’. Values are sorted in descending order by effectiveSpread.
    Lower effectiveSpread and higher priceImprovement values are generally considered optimal.

    Effective spread is designed to measure marketable orders executed in relation to the market center’s
    quoted spread and takes into account hidden and midpoint liquidity available at each market center.
    Effective Spread is calculated by using eligible trade prices recorded to the consolidated tape and
    comparing those trade prices to the National Best Bid and Offer (“NBBO”) at the time of the execution.

    View the data disclaimer at the bottom of the stocks app for more information about how these values are calculated.

    8am ET M-F

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/effective-spread".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(spread)
def spreadDF(*args, **kwargs):
    return _reindex(_toDatetime(pd.DataFrame(spread(*args, **kwargs))), "venue")



[docs]def volumeByVenue(symbol, token="", version="stable", filter="", format="json"):
    """This returns 15 minute delayed and 30 day average consolidated volume percentage of a stock, by market.
    This call will always return 13 values, and will be sorted in ascending order by current day trading volume percentage.

    https://iexcloud.io/docs/api/#volume-by-venue
    Updated during regular market hours 9:30am-4pm ET


    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/volume-by-venue".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(volumeByVenue)
def volumeByVenueDF(*args, **kwargs):
    return _reindex(_toDatetime(pd.DataFrame(volumeByVenue(*args, **kwargs))), "venue")
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  Source code for pyEX.stocks.profiles

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps
from io import BytesIO

import pandas as pd
import requests
from deprecation import deprecated
from IPython.display import Image as ImageI
from PIL import Image as ImageP

from ..common import (
    _UTC,
    _expire,
    _get,
    _quoteSymbols,
    _raiseIfNotStr,
    _reindex,
    _toDatetime,
    json_normalize,
)


[docs]@_expire(hour=4, tz=_UTC)
def company(symbol, token="", version="stable", filter="", format="json"):
    """Company reference data

    https://iexcloud.io/docs/api/#company
    Updates at 4am and 5am UTC every day

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/company".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



def _companyToDF(d):
    return _reindex(_toDatetime(json_normalize(d)), "symbol")


[docs]@wraps(company)
def companyDF(*args, **kwargs):
    return _companyToDF(company(*args, **kwargs))



[docs]@_expire(hour=5, tz=_UTC)
def insiderRoster(symbol, token="", version="stable", filter="", format="json"):
    """Returns the top 10 insiders, with the most recent information.

    https://iexcloud.io/docs/api/#insider-roster
    Updates at 5am, 6am ET every day

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/insider-roster".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(insiderRoster)
def insiderRosterDF(*args, **kwargs):
    return _toDatetime(
        pd.DataFrame(insiderRoster(*args, **kwargs)), cols=[], tcols=["reportDate"]
    )



[docs]@_expire(hour=5, tz=_UTC)
def insiderSummary(symbol, token="", version="stable", filter="", format="json"):
    """Returns aggregated insiders summary data for the last 6 months.

    https://iexcloud.io/docs/api/#insider-summary
    Updates at 5am, 6am ET every day

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/insider-summary".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(insiderSummary)
def insiderSummaryDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(insiderSummary(*args, **kwargs)))



[docs]@_expire(hour=5, tz=_UTC)
def insiderTransactions(symbol, token="", version="stable", filter="", format="json"):
    """Returns insider transactions.

    https://iexcloud.io/docs/api/#insider-transactions
    Updates at UTC every day

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/insider-transactions".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(insiderTransactions)
def insiderTransactionsDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(insiderTransactions(*args, **kwargs)))



[docs]@_expire(hour=0, tz=_UTC)
def logo(symbol, token="", version="stable", filter="", format="json"):
    """This is a helper function, but the google APIs url is standardized.

    https://iexcloud.io/docs/api/#logo
    8am UTC daily

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/logo".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@_expire(hour=0, tz=_UTC)
def logoPNG(symbol, token="", version="stable"):
    """This is a helper function, but the google APIs url is standardized.

    https://iexcloud.io/docs/api/#logo
    8am UTC daily

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version

    Returns:
        image: result as png
    """
    _raiseIfNotStr(symbol)
    response = requests.get(
        logo(
            _quoteSymbols(symbol),
            token=token,
            version=version,
            filter=filter,
            format=format,
        )["url"]
    )
    return ImageP.open(BytesIO(response.content))



[docs]@_expire(hour=0, tz=_UTC)
def logoNotebook(symbol, token="", version="stable"):
    """This is a helper function, but the google APIs url is standardized.

    https://iexcloud.io/docs/api/#logo
    8am UTC daily

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version

    Returns:
        image: result
    """
    _raiseIfNotStr(symbol)
    url = logo(_quoteSymbols(symbol), token, version)["url"]
    return ImageI(url=url)



[docs]@_expire(hour=8, tz=_UTC)
def peers(symbol, token="", version="stable", filter="", format="json"):
    """Peers of ticker

    https://iexcloud.io/docs/api/#peers
    8am UTC daily

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/peers".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



def _peersToDF(d):
    df = _reindex(_toDatetime(pd.DataFrame(d, columns=["symbol"])), "symbol")
    df["peer"] = df.index
    return df


[docs]@wraps(peers)
def peersDF(*args, **kwargs):
    return _peersToDF(peers(*args, **kwargs))



[docs]@_expire(hour=8, tz=_UTC)
@deprecated(details="Deprecated: IEX Cloud status unkown")
def relevant(symbol, token="", version="stable", filter="", format="json"):
    """Same as peers

    https://iexcloud.io/docs/api/#relevant
    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/relevant".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(relevant)
@deprecated(details="Deprecated: IEX Cloud status unkown")
def relevantDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(relevant(*args, **kwargs)))
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  Source code for pyEX.stocks.research

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import (
    _EST,
    _INDICATOR_RETURNS,
    _INDICATORS,
    _KEY_STATS,
    _TIMEFRAME_CHART,
    _UTC,
    PyEXception,
    _checkPeriodLast,
    _expire,
    _get,
    _quoteSymbols,
    _raiseIfNotStr,
    _reindex,
    _toDatetime,
    json_normalize,
)
from .prices import _chartToDF


[docs]@_expire(hour=4, tz=_EST)
def advancedStats(symbol, token="", version="stable", filter="", format="json"):
    """Returns everything in key stats plus additional advanced stats such as EBITDA, ratios, key financial data, and more.

    https://iexcloud.io/docs/api/#advanced-stats
    4am, 5am ET

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/advanced-stats".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(advancedStats)
def advancedStatsDF(*args, **kwargs):
    return _toDatetime(json_normalize(advancedStats(*args, **kwargs)))



[docs]@_expire(hour=9, tz=_UTC)
def analystRecommendations(
    symbol, token="", version="stable", filter="", format="json"
):
    """Pulls data from the last four months.

    https://iexcloud.io/docs/api/#analyst-recommendations
    Updates at 9am, 11am, 12pm UTC every day

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/recommendation-trends".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(analystRecommendations)
def analystRecommendationsDF(*args, **kwargs):
    return _toDatetime(json_normalize(analystRecommendations(*args, **kwargs)))



[docs]def estimates(
    symbol,
    period="quarter",
    last=1,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Provides the latest consensus estimate for the next fiscal period

    https://iexcloud.io/docs/api/#estimates
    Updates at 9am, 11am, 12pm UTC every day

    Args:
        symbol (str): Ticker to request
        period (str): Period, either 'annual' or 'quarter'
        last (int): Number of records to fetch, up to 12 for 'quarter' and 4 for 'annual'
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    _checkPeriodLast(period, last)
    return _get(
        "stock/{}/estimates?period={}&last={}".format(
            _quoteSymbols(symbol), period, last
        ),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



def _estimatesToDF(f):
    """internal"""
    if f:
        df = _reindex(
            _toDatetime(json_normalize(f, "estimates", "symbol")), "fiscalEndDate"
        )
    else:
        df = pd.DataFrame()
    return df


[docs]@wraps(estimates)
def estimatesDF(*args, **kwargs):
    return _estimatesToDF(estimates(*args, **kwargs))



[docs]@_expire(hour=5, tz=_EST)
def fundOwnership(symbol, token="", version="stable", filter="", format="json"):
    """Returns the top 10 fund holders, meaning any firm not defined as buy-side or sell-side such as mutual funds,
       pension funds, endowments, investment firms, and other large entities that manage funds on behalf of others.

    https://iexcloud.io/docs/api/#fund-ownership
    Updates at 5am, 6am ET every day

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/fund-ownership".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(fundOwnership)
def fundOwnershipDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(fundOwnership(*args, **kwargs)))



[docs]@_expire(hour=5, tz=_EST)
def institutionalOwnership(
    symbol, token="", version="stable", filter="", format="json"
):
    """Returns the top 10 institutional holders, defined as buy-side or sell-side firms.

    https://iexcloud.io/docs/api/#institutional-ownership
    Updates at 5am, 6am ET every day

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/institutional-ownership".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(institutionalOwnership)
def institutionalOwnershipDF(*args, **kwargs):
    return _toDatetime(
        pd.DataFrame(institutionalOwnership(*args, **kwargs)),
        cols=[],
        tcols=["reportDate"],
    )



[docs]@_expire(hour=8, tz=_EST)
def keyStats(symbol, stat="", token="", version="stable", filter="", format="json"):
    """Key Stats about company

    https://iexcloud.io/docs/api/#key-stats
    8am, 9am ET

    Args:
        symbol (str): Ticker to request
        stat   (Optiona[str]): specific stat to request, in:
                                companyName
                                marketcap
                                week52high
                                week52low
                                week52change
                                sharesOutstanding
                                float
                                avg10Volume
                                avg30Volume
                                day200MovingAvg
                                day50MovingAvg
                                employees
                                ttmEPS
                                ttmDividendRate
                                dividendYield
                                nextDividendDate
                                exDividendDate
                                nextEarningsDate
                                peRatio
                                beta
                                maxChangePercent
                                year5ChangePercent
                                year2ChangePercent
                                year1ChangePercent
                                ytdChangePercent
                                month6ChangePercent
                                month3ChangePercent
                                month1ChangePercent
                                day30ChangePercent
                                day5ChangePercent
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    if stat:
        if stat not in _KEY_STATS:
            raise PyEXception("Stat must be in {}".format(_KEY_STATS))
        return _get(
            "stock/{}/stats/{}".format(_quoteSymbols(symbol), stat),
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "stock/{}/stats".format(_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



def _statsToDF(s):
    """internal"""
    if s:
        df = _reindex(_toDatetime(json_normalize(s)), "symbol")
    else:
        df = pd.DataFrame()
    return df


[docs]@wraps(keyStats)
def keyStatsDF(*args, **kwargs):
    return _statsToDF(keyStats(*args, **kwargs))



[docs]def priceTarget(symbol, token="", version="stable", filter="", format="json"):
    """Provides the latest avg, high, and low analyst price target for a symbol.

    https://iexcloud.io/docs/api/#price-target
    Updates at 10am, 11am, 12pm UTC every day

    Args:
        symbol (str): Ticker to request
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    return _get(
        "stock/{symbol}/price-target".format(symbol=_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(priceTarget)
def priceTargetDF(*args, **kwargs):
    return _toDatetime(json_normalize(priceTarget(*args, **kwargs)))



[docs]@_expire(hour=4, tz=_EST)
def technicals(
    symbol,
    indicator,
    range="1m",
    input1=None,
    input2=None,
    input3=None,
    input4=None,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """Technical indicators are available for any historical or intraday range.

    This endpoint calls the historical or intraday price endpoints for the given range, and the associated indicator for the price range.

    https://iexcloud.io/docs/api/#technical-indicators
    Data Timing: On Demand

    Args:
        symbol (str): Ticker to request
        indicator (str): Technical indicator to request, in:
            Indicator   Description                              Inputs                       Defaults         Outputs
            -------------------------------------------------------------------------------------------------------------
            abs         Vector Absolute Value                                                                   abs
            acos        Vector Arccosine                                                                        acos
            ad          Accumulation/Distribution Line                                                          ad
            add         Vector Addition                                                                          add
            adosc       Accumulation/Distribution Oscillator    short period,long period        2,5             adosc
            adx         Average Directional Movement Index      period                          5               dx
            adxr        Average Directional Movement Rating     period                          5               dx
            ao          Awesome Oscillator                                                                      ao
            apo         Absolute Price Oscillator               short period,long period        2,5             apo
            aroon       Aroon                                   period                          5               aroon_down,aroon_up
            aroonosc    Aroon Oscillator                        period                          5               aroonosc
            asin        Vector Arcsine                                                                          asin
            atan        Vector Arctangent                                                                       atan
            atr         Average True Range                      period                          5               atr
            avgprice    Average Price                                                                           avgprice
            bbands      Bollinger Bands                         period,stddev                   20,2            bbands_lower,bbands_middle,bbands_upper
            bop         Balance of Power
            cci         Commodity Channel Index                 period                          5               cci
            ceil        Vector Ceiling                                                                          ceil
            cmo         Chande Momentum Oscillator              period                          5               cmo
            cos         Vector Cosine                                                                           cos
            cosh        Vector Hyperbolic Cosine                                                                cosh
            crossany    Crossany                                                                                crossany
            crossover   Crossover                                                                               crossover
            cvi         Chaikins Volatility                     period                          5               cvi
            decay       Linear Decay                            period                          5               decay
            dema        Double Exponential Moving Average       period                          5               dema
            di          Directional Indicator                   period                          5               plus_di,minus_di
            div         Vector Division                                                                         div
            dm          Directional Movement                    period                          5               plus_dm,minus_dm
            dpo         Detrended Price Oscillator              period                          5               dpo
            dx          Directional Movement Index              period                          5               dx
            edecay      Exponential Decay                       period                          5               edecay
            ema         Exponential Moving Average              period                          5               ema
            emv         Ease of Movement                                                                        emv
            exp         Vector Exponential                                                                      exp
            fisher      Fisher Transform                        period                          5               fisher,fisher_signal
            floor       Vector Floor                                                                            floor
            fosc        Forecast Oscillator                     period                          5               fosc
            hma         Hull Moving Average                     period                          5               hma
            kama        Kaufman Adaptive Moving Average         period                          5               kama
            kvo         Klinger Volume Oscillator               short period,long period        2,5             kvo
            lag         Lag                                     period                          5               lag
            linreg      Linear Regression                       period                          5               linreg
            linregintercept     Linear Regression Intercept     period                          5               linregintercept
            linregslope         Linear Regression Slope         period                          5               linregslope
            ln          Vector Natural  Log                                                                     ln
            log10       Vector Base-10 Log                                                                      log10
            macd        Moving Average Conv/Div                 short per,long per,signal per   12,26,9         macd,macd_signal,macd_histogram
            marketfi    Market Facilitation Index                                                               marketfi
            mass        Mass Index                              period                          5               mass
            max         Maximum In Period                       period                          5               max
            md          Mean Deviation Over Period              period                          5               md
            medprice    Median Price                                                                            medprice
            mfi         Money Flow Index                        period                          5               mfi
            min         Minimum In Period                       period                          5               min
            mom         Momentum                                period                          5               mom
            msw         Mesa Sine Wave                          period                          5               msw_sine,msw_lead
            mul         Vector Multiplication                                                                   mul
            natr        Normalized Average True Range           period                          5               natr
            nvi         Negative Volume Index                                                                   nvi
            obv         On Balance Volume                                                                       obv
            ppo         Percentage Price Oscillator             short period,long period        2,5             ppo
            psar        Parabolic SAR                           accelfactor step,accel factor max    .2,2       psar
            pvi         Positive Volume Index                                                                   pvi
            qstick      Qstick                                  period                          5               qstick
            roc         Rate of Change                          period                          5               roc
            rocr        Rate of Change Ratio                    period                          5               rocr
            round       Vector Round                                                                            round
            rsi         Relative Strength Index                 period                          5               rsi
            sin         Vector Sine                                                                             sin
            sinh        Vector Hyperbolic Sine                                                                  sinh
            sma         Simple Moving Average                   period                          5               sma
            sqrt        Vector Square Root                                                                      sqrt
            stddev      Standard Deviation Over Period          period                          5               stddev
            stderr      Standard Error Over Period              period                          5               stderr
            stoch       Stochastic Oscillator                   k per,k slowing per,d per       5,3,3           stoch_k,stoch_d
            stochrsi    Stochastic RSI                          period                          5               stochrsi
            sub         Vector Subtraction                                                                      sub
            sum         Sum Over Period                         period                          5               sum
            tan         Vector Tangent                                                                          tan
            tanh        Vector Hyperbolic Tangent                                                               tanh
            tema        Triple Exponential Moving Average       period                          5               tema
            todeg       Vector Degree Conversion                                                                degrees
            torad       Vector Radian Conversion                                                                radians
            tr          True Range                                                                              tr
            trima       Triangular Moving Average               period                          5               trima
            trix        Trix                                    period                          5               trix
            trunc       Vector Truncate                                                                         trunc
            tsf         Time Series Forecast                    period                          5               tsf
            typprice    Typical Price                                                                           typprice
            ultosc      Ultimate Oscillator                     short per,med per,long per      2,3,5           ultosc
            var         Variance Over Period                    period                          5               var
            vhf         Vertical Horizontal Filter              period                          5               vhf
            vidya       Variable Index Dynamic Average          short period,long period,alpha  2,5,.2          vidya
            volatility  Annualized Historical Volatility        period                          5               volatility
            vosc        Volume Oscillator                       short period,long period        2,5             vosc
            vwma        Volume Weighted Moving Average          period                          5               vwma
            wad         Williams Accumulation/Distribution                                                      wad
            wcprice     Weighted Close Price                                                                    wcprice
            wilders     Wilders Smoothing                       period                          5               wilders
            willr       Williams %R    period
            wma         Weighted Moving Average                 period                          5               wma
            zlema       Zero-Lag Exponential Moving Average     period                          5               zlema

        range (str): Timeframe to request e.g. 1m
        input1 (str): input1 to technicals (see docs)
        input2 (str): input2 to technicals (see docs)
        input3 (str): input3 to technicals (see docs)
        input4 (str): input4 to technicals (see docs)
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    symbol = _quoteSymbols(symbol)
    if indicator not in _INDICATORS:
        raise PyEXception("indicator must be in {}".format(_INDICATORS))

    if range != "1d":
        if range not in _TIMEFRAME_CHART:
            raise PyEXception("Range must be in {}".format(_TIMEFRAME_CHART))

    base_url = "stock/{}/indicator/{}?range={}".format(symbol, indicator, range)

    # no argument
    if indicator in (
        "abs",
        "acos",
        "ad",
        "add",
        "ao",
        "asin",
        "atan",
        "avgprice",
        "bop",
        "ceil",
        "cos",
        "cosh",
        "crossany",
        "crossover",
        "div",
        "emv",
        "exp",
        "floor",
        "ln",
        "log10",
        "marketfi",
        "medprice",
        "mul",
        "nvi",
        "obv",
        "pvi",
        "round",
        "sin",
        "sinh",
        "sqrt",
        "sub",
        "tan",
        "tanh",
        "todeg",
        "torad",
        "tr",
        "trunc",
        "typprice",
        "wad",
        "wcprice",
        "willr",
    ):
        if input1 or input2 or input3 or input4:
            raise PyEXception("Indicator {} takes no arguments".format(indicator))

    # 1 argument
    if indicator in (
        "aroon",
        "aroonosc",
        "atr",
        "adx",
        "adxr",
        "cci",
        "cmo",
        "cvi",
        "decay",
        "dema",
        "di",
        "dm",
        "dpo",
        "dx",
        "edecay",
        "ema",
        "fisher",
        "fosc",
        "hma",
        "kama",
        "lag",
        "linreg",
        "linregintercept",
        "linregslope",
        "mass",
        "max",
        "md",
        "mfi",
        "min",
        "mom",
        "msw",
        "natr",
        "qstick",
        "roc",
        "rocr",
        "rsi",
        "sma",
        "stddev",
        "stderr",
        "stochrsi",
        "sum",
        "tema",
        "trima",
        "trix",
        "tsf",
        "var",
        "vhf",
        "volatility",
        "vwma",
        "wilders",
        "wma",
        "zlema",
    ):
        if input2 or input3 or input4:
            raise PyEXception("Indicator {} takes at most 1 argument".format(indicator))
        if input1:
            base_url += "&input1={}".format(input1)

    # 2 argument
    if indicator in ("adosc", "apo", "bbands", "kvo", "ppo", "psar", "vosc"):
        if input3 or input4:
            raise PyEXception("Indicator {} takes at most 2 argument".format(indicator))
        if input1:
            base_url += "&input1={}".format(input1)
        if input2:
            base_url += "&input2={}".format(input2)

    # 3 argument
    if indicator in ("macd", "stoch", "ultosc", "vidya"):
        if input4:
            raise PyEXception("Indicator {} takes at most 3 argument".format(indicator))
        if input1:
            base_url += "&input1={}".format(input1)
        if input2:
            base_url += "&input2={}".format(input2)
        if input3:
            base_url += "&input3={}".format(input3)

    return _get(base_url, token=token, version=version, filter=filter, format=format)



[docs]@wraps(technicals)
def technicalsDF(
    symbol,
    indicator,
    range="1m",
    input1=None,
    input2=None,
    input3=None,
    input4=None,
    token="",
    version="stable",
    filter="",
    format="json",
):
    json = technicals(
        symbol,
        indicator,
        range,
        input1,
        input2,
        input3,
        input4,
        token=token,
        version=version,
        filter=filter,
        format=format,
    )
    chart = json["chart"]
    seriess = json["indicator"]
    df = _chartToDF(chart)

    for series in seriess:
        for name in _INDICATOR_RETURNS[indicator]:
            df[name] = series
    return df





          

      

      

    

  

  
    
    pyEX.stocks.stocks
    

    
 
  

    
      
          
            
  Source code for pyEX.stocks.stocks

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

import pandas as pd

from ..common import (
    _EST,
    _expire,
    _get,
    _quoteSymbols,
    _raiseIfNotStr,
    _strOrDate,
    _toDatetime,
)


[docs]def threshold(date=None, token="", version="stable", filter="", format="json"):
    """The following are IEX-listed securities that have an aggregate fail to deliver position for five consecutive settlement days at a registered clearing agency, totaling 10,000 shares or more and equal to at least 0.5% of the issuer’s total shares outstanding (i.e., “threshold securities”).
    The report data will be published to the IEX website daily at 8:30 p.m. ET with data for that trading day.

    https://iexcloud.io/docs/api/#listed-regulation-sho-threshold-securities-list-in-dev

    Args:
        date (datetime): Effective Datetime
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    if date:
        date = _strOrDate(date)
        return _get(
            "stock/market/threshold-securities/" + date,
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "stock/market/threshold-securities",
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(threshold)
def thresholdDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(threshold(*args, **kwargs)))



[docs]@_expire(hour=16, tz=_EST)
def shortInterest(
    symbol,
    date=None,
    token="",
    version="stable",
    filter="",
    format="json",
):
    """The consolidated market short interest positions in all IEX-listed securities are included in the IEX Short Interest Report.

    The report data will be published daily at 4:00pm ET.

    https://iexcloud.io/docs/api/#listed-short-interest-list-in-dev

    Args:
        symbol (str): Ticker to request
        date (datetime): Effective Datetime
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result
    """
    _raiseIfNotStr(symbol)
    if date:
        date = _strOrDate(date)
        return _get(
            "stock/{}/short-interest/{}".format(_quoteSymbols(symbol), date),
            token=token,
            version=version,
            filter=filter,
            format=format,
        )
    return _get(
        "stock/{}/short-interest".format(_quoteSymbols(symbol)),
        token=token,
        version=version,
        filter=filter,
        format=format,
    )



[docs]@wraps(shortInterest)
def shortInterestDF(*args, **kwargs):
    return _toDatetime(pd.DataFrame(shortInterest(*args, **kwargs)))
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  Source code for pyEX.stocks.timeseries

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from functools import wraps

from ..common import (
    _dateRange,
    _get,
    _quoteSymbols,
    _strOrDate,
    _toDatetime,
    json_normalize,
)


[docs]def timeSeriesInventory(token="", version="stable", filter="", format="json"):
    """Get inventory of available time series endpoints
    Returns:
        result (dict)
    """
    return _get(
        "time-series/", token=token, version=version, filter=filter, format=format
    )



[docs]@wraps(timeSeriesInventory)
def timeSeriesInventoryDF(*args, **kwargs):
    return json_normalize(timeSeriesInventory(*args, **kwargs))



[docs]def timeSeries(
    id="",
    key="",
    subkey="",
    range=None,
    calendar=False,
    limit=1,
    subattribute="",
    dateField=None,
    from_=None,
    to_=None,
    on=None,
    last=0,
    first=0,
    token="",
    version="stable",
    filter="",
    format="json",
    **extra_params,
):
    """Time series is the most common type of data available, and consists of a collection of data points over a period of time. Time series data is indexed by a single date field, and can be retrieved by any portion of time.

    https://iexcloud.io/docs/api/#time-series

    Args:
        id (str): ID used to identify a time series dataset.
        key (str): Key used to identify data within a dataset. A common example is a symbol such as AAPL.
        subkey (str): The optional subkey can used to further refine data for a particular key if available.
        range (str): Returns data for a given range. Supported ranges described below.
        calendar (bool): Used in conjunction with range to return data in the future.
        limit (int): Limits the number of results returned. Defaults to 1.
        subattribute (str): Allows you to query time series by any field in the result set. All time series data is stored by ID, then key, then subkey. If you want to query by any other field in the data, you can use subattribute.
                            For example, news may be stored as /news/{symbol}/{newsId}, and the result data returns the keys id, symbol, date, sector, hasPaywall
                            By default you can only query by symbol or id. Maybe you want to query all news where the sector is Technology. Your query would be:
                            /time-series/news?subattribute=source|WSJ
                            The syntax is subattribute={keyName}|{value}. Both the key name and the value are case sensitive. A pipe symbol is used to represent ‘equal to’.
        dateField (str or datetime): All time series data is stored by a single date field, and that field is used for any range or date parameters. You may want to query time series data by a different date in the result set. To change the date field used by range queries, pass the case sensitive field name with this parameter.
                                     For example, corporate buy back data may be stored by announce date, but also contains an end date which you’d rather query by. To query by end date you would use dateField=endDate&range=last-week
        from_ (str or datetime): Returns data on or after the given from date. Format YYYY-MM-DD
        to_ (str or datetime): Returns data on or before the given to date. Format YYYY-MM-DD
        on (str or datetime): Returns data on the given date. Format YYYY-MM-DD
        last (int): Returns the latest n number of records in the series
        first (int): Returns the first n number of records in the series
        token (str): Access token
        version (str): API version
        filter (str): filters: https://iexcloud.io/docs/api/#filter-results
        format (str): return format, defaults to json

    Returns:
        dict or DataFrame: result

    Date Ranges:
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | today        | Returns data for today                                                                                                                     |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | yesterday    | Returns data for yesterday                                                                                                                 |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | ytd          | Returns data for the current year                                                                                                          |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | last-week    | Returns data for Sunday-Saturday last week                                                                                                 |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | last-month   | Returns data for the last month                                                                                                            |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | last-quarter | Returns data for the last quarter                                                                                                          |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | d            | Use the short hand d to return a number of days. Example: 2d returns 2 days. If calendar=true, data is returned from today forward.        |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | w            | Use the short hand w to return a number of weeks. Example: 2w returns 2 weeks. If calendar=true, data is returned from today forward.      |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | m            | Use the short hand m to return a number of months. Example: 2m returns 2 months. If calendar=true, data is returned from today forward.    |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | q            | Use the short hand q to return a number of quarters. Example: 2q returns 2 quarters. If calendar=true, data is returned from today forward.|
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | y            | Use the short hand y to return a number of years. Example: 2y returns 2 years. If calendar=true, data is returned from today forward.      |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | tomorrow     | Calendar data for tomorrow. Requires calendar=true                                                                                         |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | this-week    | Calendar data for Sunday-Saturday this week. Requires calendar=true                                                                        |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | this-month   | Calendar data for current month. Requires calendar=true                                                                                    |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | this-quarter | Calendar data for current quarter. Requires calendar=true                                                                                  |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | next-week    | Calendar data for Sunday-Saturday next week. Requires calendar=true                                                                        |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | next-month   | Calendar data for next month. Requires calendar=true                                                                                       |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
        | next-quarter | Calendar data for next quarter. Requires calendar=true                                                                                     |
        +--------------+--------------------------------------------------------------------------------------------------------------------------------------------+
    """
    if not id:
        return timeSeriesInventory(
            token=token, version=version, filter=filter, format=format
        )

    base_url = "time-series/{}".format(id)
    if key:
        key = _quoteSymbols(key)
        base_url += "/{}".format(key)
    if subkey:
        subkey = _quoteSymbols(subkey)
        base_url += "/{}".format(subkey)
    base_url += "?"

    if range:
        range = _dateRange(range)
        base_url += "range={}&".format(range)

    # TODO https://github.com/iexcloud/pyEX/issues/164
    # base_url += "calendar={}&".format(str(calendar))
    if not last:
        base_url += "limit={}&".format(str(limit))

    if subattribute:
        base_url += "subattribute={}&".format(subattribute)
    if dateField:
        base_url += "dateField={}&".format(dateField)

    if from_:
        base_url += "from={}&".format(_strOrDate(from_))
    if to_:
        base_url += "to={}&".format(_strOrDate(to_))
    if on:
        base_url += "on={}&".format(_strOrDate(on))
    if last:
        base_url += "last={}&".format(str(last))
    if first:
        base_url += "first={}&".format(str(first))
    if extra_params:
        base_url += "&".join("{}={}".format(k, v) for k, v in extra_params.items())

    return _get(base_url, token=token, version=version, filter=filter, format=format)



[docs]@wraps(timeSeries)
def timeSeriesDF(*args, **kwargs):
    return _toDatetime(json_normalize(timeSeries(*args, **kwargs)))



[docs]@wraps(timeSeries)
def tenQ(symbol, **kwargs):
    kwargs.pop("id")
    kwargs.pop("key")
    kwargs.pop("subkey")
    return timeSeries(id="REPORTED_FINANCIALS", key=symbol, subkey="10-Q", **kwargs)



[docs]@wraps(timeSeries)
def tenK(symbol, **kwargs):
    kwargs.pop("id")
    kwargs.pop("key")
    kwargs.pop("subkey")
    return timeSeries(id="REPORTED_FINANCIALS", key=symbol, subkey="10-K", **kwargs)
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  Source code for pyEX.streaming.cryptocurrency

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from enum import Enum

from .sse import _runSSE, _runSSEAsync


[docs]class CryptoSSE(Enum):
    BOOK = "cryptoBook"
    EVENTS = "cryptoEvents"
    QUOTES = "cryptoQuotes"

    @staticmethod
    def options():
        return list(map(lambda c: c.value, CryptoSSE))



[docs]def cryptoBookSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    """This returns a current snapshot of the book for a specified cryptocurrency. For REST, you will receive a current snapshot of the current book for the specific cryptocurrency. For SSE Streaming, you will get a full representation of the book updated as often as the book changes. Examples of each are below:

    https://iexcloud.io/docs/api/#cryptocurrency-book

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    return _runSSE(
        "cryptoBook",
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
    )



[docs]async def cryptoBookSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """This returns a current snapshot of the book for a specified cryptocurrency. For REST, you will receive a current snapshot of the current book for the specific cryptocurrency. For SSE Streaming, you will get a full representation of the book updated as often as the book changes. Examples of each are below:

    https://iexcloud.io/docs/api/#cryptocurrency-book

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version
    """
    async for item in _runSSEAsync(
        "cryptoBook", symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item



[docs]def cryptoEventsSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    """This returns a streaming list of event updates such as new and canceled orders.

    https://iexcloud.io/docs/api/#cryptocurrency-events

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    return _runSSE(
        "cryptoEvents",
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
    )



[docs]async def cryptoEventsSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """This returns a streaming list of event updates such as new and canceled orders.

    https://iexcloud.io/docs/api/#cryptocurrency-events

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version
    """
    async for item in _runSSEAsync(
        "cryptoEvents", symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item



[docs]def cryptoQuotesSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    """This returns the quote for a specified cryptocurrency. Quotes are available via REST and SSE Streaming.

    https://iexcloud.io/docs/api/#cryptocurrency-quote

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    return _runSSE(
        "cryptoQuotes",
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
    )



[docs]async def cryptoQuotesSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """This returns the quote for a specified cryptocurrency. Quotes are available via REST and SSE Streaming.

    https://iexcloud.io/docs/api/#cryptocurrency-quote

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version
    """
    async for item in _runSSEAsync(
        "cryptoQuotes", symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item
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  Source code for pyEX.streaming.fx

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from enum import Enum
from functools import wraps

from .sse import _runSSE, _runSSEAsync


[docs]class FXSSE(Enum):
    FOREX = "forex"
    FOREX1SECOND = "forex1Second"
    FOREX5SECOND = "forex5Second"
    FOREX1MINUTE = "forex1Minute"

    @staticmethod
    def options():
        return list(map(lambda c: c.value, FXSSE))



[docs]def fxSSE(
    symbols=None, on_data=None, exit=None, token="", version="stable", name="forex"
):
    """This endpoint streams real-time foreign currency exchange rates.

    https://iexcloud.io/docs/api/#forex-currencies

    Args:
        symbols (str): Tickers to request, if None then firehose
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    return _runSSE(
        name, symbols=symbols, on_data=on_data, exit=exit, token=token, version=version
    )



[docs]async def fxSSEAsync(symbols=None, exit=None, token="", version="stable", name="forex"):
    """This endpoint streams real-time foreign currency exchange rates.

    https://iexcloud.io/docs/api/#forex-currencies

    Args:
        symbols (str): Tickers to request, if None then firehose
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version
    """
    async for item in _runSSEAsync(
        name, symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item



[docs]@wraps(fxSSE)
def forex1SecondSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    return fxSSE(
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
        name="forex1Second",
    )



[docs]@wraps(fxSSEAsync)
def forex1SecondSSEAsync(symbols=None, exit=None, token="", version="stable"):
    for item in fxSSEAsync(
        symbols=symbols, exit=exit, token=token, version=version, name="forex1Second"
    ):
        yield item



[docs]@wraps(fxSSE)
def forex5SecondSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    return fxSSE(
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
        name="forex5Second",
    )



[docs]@wraps(fxSSEAsync)
def forex5SecondSSEAsync(symbols=None, exit=None, token="", version="stable"):
    for item in fxSSEAsync(
        symbols=symbols, exit=exit, token=token, version=version, name="forex5Second"
    ):
        yield item



[docs]@wraps(fxSSE)
def forex1MinuteSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    return fxSSE(
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
        name="forex1Minute",
    )



[docs]@wraps(fxSSEAsync)
def forex1MinuteSSEAsync(symbols=None, exit=None, token="", version="stable"):
    for item in fxSSEAsync(
        symbols=symbols, exit=exit, token=token, version=version, name="forex1Minute"
    ):
        yield item
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  Source code for pyEX.streaming.news

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from .sse import _runSSE, _runSSEAsync


[docs]def newsSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    """Stream news

    https://iexcloud.io/docs/api/#sse-streaming

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version
    """
    return _runSSE(
        "news-stream",
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
    )



[docs]async def newsSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """Stream news

    https://iexcloud.io/docs/api/#sse-streaming

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version
    """
    async for item in _runSSEAsync(
        "news-stream", symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item
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  Source code for pyEX.streaming.sentiment

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from .sse import _runSSE, _runSSEAsync


[docs]def sentimentSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    """Stream social sentiment

    https://iexcloud.io/docs/api/#sse-streaming

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version
    """
    return _runSSE(
        "sentiment",
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
    )



[docs]async def sentimentSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """Stream social sentiment

    https://iexcloud.io/docs/api/#sse-streaming

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version
    """
    async for item in _runSSEAsync(
        "sentiment", symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item
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  Source code for pyEX.streaming.sse

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from enum import Enum

import pyEX.common.urls as pcu

from ..common import PyEXception, _strCommaSeparatedString, _streamSSE, _streamSSEAsync


[docs]class DeepChannelsSSE(Enum):
    TRADINGSTATUS = "tradingstatus"
    AUCTION = "auction"
    OPHALTSTATUS = "op-halt-status"
    SSR = "ssr-status"
    SECURITYEVENT = "security-event"
    TRADEBREAK = "trade-breaks"
    TRADES = "trades"
    BOOK = "book"
    SYSTEMEVENT = "system-event"
    ALL = "deep"

    @staticmethod
    def options():
        return list(map(lambda c: c.value, DeepChannelsSSE))



def _runSSE(
    method="", symbols=None, on_data=None, exit=None, token="", version="stable"
):
    if method == "":
        raise PyEXception("method cannot be blank!")
    if symbols:
        symbols = _strCommaSeparatedString(symbols)
        if version == "sandbox":
            return _streamSSE(
                pcu._SSE_URL_PREFIX_SANDBOX.format(
                    channel=method, symbols=symbols, token=token, version=version
                ),
                on_data=on_data,
                exit=exit,
            )
        return _streamSSE(
            pcu._SSE_URL_PREFIX.format(
                channel=method, symbols=symbols, token=token, version=version
            ),
            on_data=on_data,
            exit=exit,
        )
    if version == "sandbox":
        return _streamSSE(
            pcu._SSE_URL_PREFIX_ALL_SANDBOX.format(
                channel=method, symbols=symbols, token=token, version=version
            ),
            on_data=on_data,
            exit=exit,
        )
    return _streamSSE(
        pcu._SSE_URL_PREFIX_ALL.format(
            channel=method, symbols=symbols, token=token, version=version
        ),
        on_data=on_data,
        exit=exit,
    )


async def _runSSEAsync(method="", symbols=None, exit=None, token="", version="stable"):
    if method == "":
        raise PyEXception("method cannot be blank!")
    if symbols:
        symbols = _strCommaSeparatedString(symbols)
        if version == "sandbox":
            async for item in _streamSSEAsync(
                pcu._SSE_URL_PREFIX_SANDBOX.format(
                    channel=method, symbols=symbols, token=token, version=version
                ),
                exit=exit,
            ):
                yield item
            return
        async for item in _streamSSEAsync(
            pcu._SSE_URL_PREFIX.format(
                channel=method, symbols=symbols, token=token, version=version
            ),
            exit=exit,
        ):
            yield item
        return
    if version == "sandbox":
        async for item in _streamSSEAsync(
            pcu._SSE_URL_PREFIX_ALL_SANDBOX.format(
                channel=method, symbols=symbols, token=token, version=version
            ),
            exit=exit,
        ):
            yield item
        return
    async for item in _streamSSEAsync(
        pcu._SSE_URL_PREFIX_ALL.format(
            channel=method, symbols=symbols, token=token, version=version
        ),
        exit=exit,
    ):
        yield item


[docs]def iexTopsSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    """TOPS provides IEX’s aggregated best quoted bid and offer position in near real time for all securities on IEX’s displayed limit order book.
    TOPS is ideal for developers needing both quote and trade data.

    https://iexcloud.io/docs/api/#tops

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version
    """
    return _runSSE("tops", symbols, on_data, token, version)



[docs]async def iexTopsSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """TOPS provides IEX’s aggregated best quoted bid and offer position in near real time for all securities on IEX’s displayed limit order book.
    TOPS is ideal for developers needing both quote and trade data.

    https://iexcloud.io/docs/api/#tops

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version
    """
    async for item in _runSSEAsync("tops", symbols, token, version):
        yield item



[docs]def iexLastSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    """Last provides trade data for executions on IEX. It is a near real time, intraday API that provides IEX last sale price, size and time.
    Last is ideal for developers that need a lightweight stock quote.

    https://iexcloud.io/docs/api/#last

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    return _runSSE("last", symbols, on_data, token, version)



[docs]async def iexLastSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """Last provides trade data for executions on IEX. It is a near real time, intraday API that provides IEX last sale price, size and time.
    Last is ideal for developers that need a lightweight stock quote.

    https://iexcloud.io/docs/api/#last

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    async for item in _runSSEAsync("last", symbols, token, version):
        yield item



[docs]def iexDeepSSE(
    symbols=None, channels=None, on_data=None, exit=None, token="", version="stable"
):
    """DEEP is used to receive real-time depth of book quotations direct from IEX.
    The depth of book quotations received via DEEP provide an aggregated size of resting displayed orders at a price and side,
    and do not indicate the size or number of individual orders at any price level.
    Non-displayed orders and non-displayed portions of reserve orders are not represented in DEEP.

    DEEP also provides last trade price and size information. Trades resulting from either displayed or non-displayed orders matching on IEX will be reported. Routed executions will not be reported.

    https://iexcloud.io/docs/api/#deep

    Args:
        symbols (str): Tickers to request
        channels (List[str]): Deep channels to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    symbols = _strCommaSeparatedString(symbols)

    if not channels:
        raise PyEXception("Must specify channels for deepSSE endpoint")

    channels = channels or []

    if isinstance(channels, str):
        if channels not in DeepChannelsSSE.options():
            raise PyEXception("Channel not recognized: %s", type(channels))
        channels = [channels]
    elif isinstance(channels, DeepChannelsSSE):
        channels = [channels.value]
    elif isinstance(channels, list):
        for i, c in enumerate(channels):
            if isinstance(c, DeepChannelsSSE):
                channels[i] = c.value
            elif (
                not isinstance(c, str)
                or isinstance(c, str)
                and c not in DeepChannelsSSE.options()
            ):
                raise PyEXception("Channel not recognized: %s", c)

    channels = _strCommaSeparatedString(channels)

    if version == "sandbox":
        return _streamSSE(
            pcu._SSE_DEEP_URL_PREFIX_SANDBOX.format(
                symbols=symbols, channels=channels, token=token, version=version
            ),
            on_data,
        )
    return _streamSSE(
        pcu._SSE_DEEP_URL_PREFIX.format(
            symbols=symbols, channels=channels, token=token, version=version
        ),
        on_data,
    )



[docs]async def iexDeepSSEAsync(
    symbols=None, channels=None, exit=None, token="", version="stable"
):
    """DEEP is used to receive real-time depth of book quotations direct from IEX.
    The depth of book quotations received via DEEP provide an aggregated size of resting displayed orders at a price and side,
    and do not indicate the size or number of individual orders at any price level.
    Non-displayed orders and non-displayed portions of reserve orders are not represented in DEEP.

    DEEP also provides last trade price and size information. Trades resulting from either displayed or non-displayed orders matching on IEX will be reported. Routed executions will not be reported.

    https://iexcloud.io/docs/api/#deep

    Args:
        symbols (str): Tickers to request
        channels (List[str]): Deep channels to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    symbols = _strCommaSeparatedString(symbols)

    if not channels:
        raise PyEXception("Must specify channels for deepSSE endpoint")

    channels = channels or []

    if isinstance(channels, str):
        if channels not in DeepChannelsSSE.options():
            raise PyEXception("Channel not recognized: %s", type(channels))
        channels = [channels]
    elif isinstance(channels, DeepChannelsSSE):
        channels = [channels.value]
    elif isinstance(channels, list):
        for i, c in enumerate(channels):
            if isinstance(c, DeepChannelsSSE):
                channels[i] = c.value
            elif (
                not isinstance(c, str)
                or isinstance(c, str)
                and c not in DeepChannelsSSE.options()
            ):
                raise PyEXception("Channel not recognized: %s", c)

    channels = _strCommaSeparatedString(channels)

    if version == "sandbox":
        async for item in _streamSSEAsync(
            pcu._SSE_DEEP_URL_PREFIX_SANDBOX.format(
                symbols=symbols, channels=channels, token=token, version=version
            )
        ):
            yield item
    else:
        async for item in _streamSSEAsync(
            pcu._SSE_DEEP_URL_PREFIX.format(
                symbols=symbols, channels=channels, token=token, version=version
            )
        ):
            yield item



[docs]def iexTradesSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    """Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

    https://iexcloud.io/docs/api/#deep-trades

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    symbols = _strCommaSeparatedString(symbols)
    if version == "sandbox":
        return _streamSSE(
            pcu._SSE_DEEP_URL_PREFIX_SANDBOX.format(
                symbols=symbols, channels="trades", token=token, version=version
            ),
            on_data,
        )
    return _streamSSE(
        pcu._SSE_DEEP_URL_PREFIX.format(
            symbols=symbols, channels="trades", token=token, version=version
        ),
        on_data,
    )



[docs]async def iexTradesSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

    https://iexcloud.io/docs/api/#deep-trades

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    symbols = _strCommaSeparatedString(symbols)
    if version == "sandbox":
        async for item in _streamSSEAsync(
            pcu._SSE_DEEP_URL_PREFIX_SANDBOX.format(
                symbols=symbols, channels="trades", token=token, version=version
            )
        ):
            yield item
    else:
        async for item in _streamSSEAsync(
            pcu._SSE_DEEP_URL_PREFIX.format(
                symbols=symbols, channels="trades", token=token, version=version
            )
        ):
            yield item



[docs]def iexAuctionSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    """DEEP broadcasts an Auction Information Message every one second between the Lock-in Time and the auction match for Opening and Closing Auctions,
    and during the Display Only Period for IPO, Halt, and Volatility Auctions. Only IEX listed securities are eligible for IEX Auctions.

    https://iexcloud.io/docs/api/#deep-auction

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    return _runSSE(
        "auction",
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
    )



[docs]async def iexAuctionSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """DEEP broadcasts an Auction Information Message every one second between the Lock-in Time and the auction match for Opening and Closing Auctions,
    and during the Display Only Period for IPO, Halt, and Volatility Auctions. Only IEX listed securities are eligible for IEX Auctions.

    https://iexcloud.io/docs/api/#deep-auction

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    async for item in _runSSEAsync(
        "auction", symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item



[docs]def iexBookSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    """Book shows IEX’s bids and asks for given symbols.

    https://iexcloud.io/docs/api/#deep-book

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    return _runSSE(
        "book",
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
    )



[docs]async def iexBookSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """Book shows IEX’s bids and asks for given symbols.

    https://iexcloud.io/docs/api/#deep-book

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    async for item in _runSSEAsync(
        "book", symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item



[docs]def iexOpHaltStatusSSE(
    symbols=None, on_data=None, exit=None, token="", version="stable"
):
    """The Exchange may suspend trading of one or more securities on IEX for operational reasons and indicates such operational halt using the Operational halt status message.

    IEX disseminates a full pre-market spin of Operational halt status messages indicating the operational halt status of all securities.
    In the spin, IEX will send out an Operational Halt Message with “N” (Not operationally halted on IEX) for all securities that are eligible for trading at the start of the Pre-Market Session.
    If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System at the start of the Pre-Market Session.

    After the pre-market spin, IEX will use the Operational halt status message to relay changes in operational halt status for an individual security.

    https://iexcloud.io/docs/api/#deep-operational-halt-status

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    return _runSSE(
        "op-halt-status",
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
    )



[docs]async def iexOpHaltStatusSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """The Exchange may suspend trading of one or more securities on IEX for operational reasons and indicates such operational halt using the Operational halt status message.

    IEX disseminates a full pre-market spin of Operational halt status messages indicating the operational halt status of all securities.
    In the spin, IEX will send out an Operational Halt Message with “N” (Not operationally halted on IEX) for all securities that are eligible for trading at the start of the Pre-Market Session.
    If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System at the start of the Pre-Market Session.

    After the pre-market spin, IEX will use the Operational halt status message to relay changes in operational halt status for an individual security.

    https://iexcloud.io/docs/api/#deep-operational-halt-status

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    async for item in _runSSEAsync(
        "op-halt-status", symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item



[docs]def iexOfficialPriceSSE(
    symbols=None, on_data=None, exit=None, token="", version="stable"
):
    """The Official Price message is used to disseminate the IEX Official Opening and Closing Prices.

    These messages will be provided only for IEX Listed Securities.

    https://iexcloud.io/docs/api/#deep-official-price

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    return _runSSE(
        "official-price",
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
    )



[docs]async def iexOfficialPriceSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """The Official Price message is used to disseminate the IEX Official Opening and Closing Prices.

    These messages will be provided only for IEX Listed Securities.

    https://iexcloud.io/docs/api/#deep-official-price

    Args:
        symbols (str): Tickers to request
        token (str): Access token
        version (str): API version
    """
    async for item in _runSSEAsync(
        "official-price", symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item



[docs]def iexSecurityEventSSE(
    symbols=None, on_data=None, exit=None, token="", version="stable"
):
    """The Security event message is used to indicate events that apply to a security. A Security event message will be sent whenever such event occurs

    https://iexcloud.io/docs/api/#deep-security-event

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    return _runSSE(
        "security-event",
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
    )



[docs]async def iexSecurityEventSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """The Security event message is used to indicate events that apply to a security. A Security event message will be sent whenever such event occurs

    https://iexcloud.io/docs/api/#deep-security-event

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version
    """
    async for item in _runSSEAsync(
        "security-event", symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item



[docs]def iexSsrStatusSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    """In association with Rule 201 of Regulation SHO, the Short Sale Price Test Message is used to indicate when a short sale price test restriction is in effect for a security.

    IEX disseminates a full pre-market spin of Short sale price test status messages indicating the Rule 201 status of all securities. After the pre-market spin, IEX will use the Short sale price test status message in the event of an intraday status change.

    The IEX Trading System will process orders based on the latest short sale price test restriction status.

    https://iexcloud.io/docs/api/#deep-short-sale-price-test-status

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    return _runSSE(
        "ssr-status",
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
    )



[docs]async def iexSsrStatusSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """In association with Rule 201 of Regulation SHO, the Short Sale Price Test Message is used to indicate when a short sale price test restriction is in effect for a security.

    IEX disseminates a full pre-market spin of Short sale price test status messages indicating the Rule 201 status of all securities. After the pre-market spin, IEX will use the Short sale price test status message in the event of an intraday status change.

    The IEX Trading System will process orders based on the latest short sale price test restriction status.

    https://iexcloud.io/docs/api/#deep-short-sale-price-test-status

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version
    """
    async for item in _runSSEAsync(
        "ssr-status", symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item



[docs]def iexSystemEventSSE(
    symbols=None, on_data=None, exit=None, token="", version="stable"
):
    """The System event message is used to indicate events that apply to the market or the data feed.

    There will be a single message disseminated per channel for each System Event type within a given trading session.

    https://iexcloud.io/docs/api/#deep-system-event

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    return _runSSE(
        "system-event",
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
    )



[docs]async def iexSystemEventSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """The System event message is used to indicate events that apply to the market or the data feed.

    There will be a single message disseminated per channel for each System Event type within a given trading session.

    https://iexcloud.io/docs/api/#deep-system-event

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version
    """
    async for item in _runSSEAsync(
        "system-event", symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item



[docs]def iexTradeBreaksSSE(
    symbols=None, on_data=None, exit=None, token="", version="stable"
):
    """Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

    https://iexcloud.io/docs/api/#deep-trades

    Args:
        symbols (str): Tickers to request
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    return _runSSE(
        "trade-breaks",
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
    )



[docs]async def iexTradeBreaksSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """Trade report messages are sent when an order on the IEX Order Book is executed in whole or in part. DEEP sends a Trade report message for every individual fill.

    https://iexcloud.io/docs/api/#deep-trades

    Args:
        symbols (str): Tickers to request
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version
    """
    async for item in _runSSEAsync(
        "trade-breaks", symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item



[docs]def iexTradingStatusSSE(
    symbols=None, on_data=None, exit=None, token="", version="stable"
):
    """The Trading status message is used to indicate the current trading status of a security.
    For IEX-listed securities, IEX acts as the primary market and has the authority to institute a trading halt or trading pause in a security due to news dissemination or regulatory reasons.
    For non-IEX-listed securities, IEX abides by any regulatory trading halts and trading pauses instituted by the primary or listing market, as applicable.

       IEX disseminates a full pre-market spin of Trading status messages indicating the trading status of all securities.
    In the spin, IEX will send out a Trading status message with “T” (Trading) for all securities that are eligible for trading at the start of the Pre-Market Session.
    If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System.

       After the pre-market spin, IEX will use the Trading status message to relay changes in trading status for an individual security. Messages will be sent when a security is:

       Halted
       Paused*
       Released into an Order Acceptance Period*
       Released for trading
       *The paused and released into an Order Acceptance Period status will be disseminated for IEX-listed securities only. Trading pauses on non-IEX-listed securities will be treated simply as a halt.

       https://iexcloud.io/docs/api/#deep-trading-status

       Args:
           symbols (str): Tickers to request
           on_data (function): Callback on data
           exit (Event): Trigger to exit
           token (str): Access token
           version (str): API version

    """
    return _runSSE(
        "trading-status",
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
    )



[docs]async def iexTradingStatusSSEAsync(symbols=None, exit=None, token="", version="stable"):
    """The Trading status message is used to indicate the current trading status of a security.
    For IEX-listed securities, IEX acts as the primary market and has the authority to institute a trading halt or trading pause in a security due to news dissemination or regulatory reasons.
    For non-IEX-listed securities, IEX abides by any regulatory trading halts and trading pauses instituted by the primary or listing market, as applicable.

       IEX disseminates a full pre-market spin of Trading status messages indicating the trading status of all securities.
    In the spin, IEX will send out a Trading status message with “T” (Trading) for all securities that are eligible for trading at the start of the Pre-Market Session.
    If a security is absent from the dissemination, firms should assume that the security is being treated as operationally halted in the IEX Trading System.

       After the pre-market spin, IEX will use the Trading status message to relay changes in trading status for an individual security. Messages will be sent when a security is:

       Halted
       Paused*
       Released into an Order Acceptance Period*
       Released for trading
       *The paused and released into an Order Acceptance Period status will be disseminated for IEX-listed securities only. Trading pauses on non-IEX-listed securities will be treated simply as a halt.

       https://iexcloud.io/docs/api/#deep-trading-status

       Args:
           symbols (str): Tickers to request
           token (str): Access token
           exit (Event): Trigger to exit
           version (str): API version
    """
    async for item in _runSSEAsync(
        "trading-status",
        symbols=symbols,
        exit=exit,
        token=token,
        version=version,
    ):
        yield item
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  Source code for pyEX.streaming.stock

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from enum import Enum
from functools import wraps

from .sse import _runSSE, _runSSEAsync


[docs]class StockSSE(Enum):
    STOCKSUSNOUTP = "stocksUSNoUTP"
    STOCKSUS = "stocksUS"
    STOCKSUS1SECOND = "stocksUS1Second"
    STOCKSUSNOUTP1SECOND = "stocksUSNoUTP1Second"
    STOCKSUS5SECOND = "stocksUS5Second"
    STOCKSUSNOUTP5SECOND = "stocksUSNoUTP5Second"
    STOCKSUS1MINUTE = "stocksUS1Minute"
    STOCKSUSNOUTP1MINUTE = "stocksUSNoUTP1Minute"

    @staticmethod
    def options():
        return list(map(lambda c: c.value, StockSSE))



def _baseSSE(
    symbols=None, on_data=None, exit=None, token="", version="stable", name=""
):
    """https://iexcloud.io/docs/api/#sse-streaming

    Args:
        symbols (str): Tickers to request, if None then firehose
        on_data (function): Callback on data
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    return _runSSE(
        name, symbols=symbols, on_data=on_data, exit=exit, token=token, version=version
    )


async def _baseSSEAsync(symbols=None, exit=None, token="", version="stable", name=""):
    """https://iexcloud.io/docs/api/#sse-streaming

    Args:
        symbols (str): Tickers to request, if None then firehose
        exit (Event): Trigger to exit
        token (str): Access token
        version (str): API version

    """
    for item in _runSSEAsync(
        name, symbols=symbols, exit=exit, token=token, version=version
    ):
        yield item


[docs]@wraps(_baseSSE)
def stocksUSNoUTPSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    return _baseSSE(
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
        name="stocksUSNoUTP",
    )



[docs]@wraps(_baseSSEAsync)
def stocksUSNoUTPSSEAsync(symbols=None, exit=None, token="", version="stable"):
    for item in _baseSSEAsync(
        symbols=symbols, exit=exit, token=token, version=version, name="stocksUSNoUTP"
    ):
        yield item



[docs]@wraps(_baseSSE)
def stocksUSSSE(symbols=None, on_data=None, exit=None, token="", version="stable"):
    return _baseSSE(
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
        name="stocksUS",
    )



[docs]@wraps(_baseSSEAsync)
def stocksUSSSEAsync(symbols=None, exit=None, token="", version="stable"):
    for item in _baseSSEAsync(
        symbols=symbols, exit=exit, token=token, version=version, name="stocksUS"
    ):
        yield item



[docs]@wraps(_baseSSE)
def stocksUS1SecondSSE(
    symbols=None, on_data=None, exit=None, token="", version="stable"
):
    return _baseSSE(
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
        name="stocksUS1Second",
    )



[docs]@wraps(_baseSSE)
def stocksUSNoUTP1SecondSSE(
    symbols=None, on_data=None, exit=None, token="", version="stable"
):
    return _baseSSE(
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
        name="stocksUSNoUTP1Second",
    )



[docs]@wraps(_baseSSEAsync)
def stocksUS1SecondSSEAsync(symbols=None, exit=None, token="", version="stable"):
    for item in _baseSSEAsync(
        symbols=symbols, exit=exit, token=token, version=version, name="stocksUS1Second"
    ):
        yield item



[docs]@wraps(_baseSSEAsync)
def stocksUSNoUTP1SecondSSEAsync(symbols=None, exit=None, token="", version="stable"):
    for item in _baseSSEAsync(
        symbols=symbols,
        exit=exit,
        token=token,
        version=version,
        name="stocksUSNoUTP1Second",
    ):
        yield item



[docs]@wraps(_baseSSE)
def stocksUS5SecondSSE(
    symbols=None, on_data=None, exit=None, token="", version="stable"
):
    return _baseSSE(
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
        name="stocksUS5Second",
    )



[docs]@wraps(_baseSSE)
def stocksUSNoUTP5SecondSSE(
    symbols=None, on_data=None, exit=None, token="", version="stable"
):
    return _baseSSE(
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
        name="stocksUSNoUTP5Second",
    )



[docs]@wraps(_baseSSEAsync)
def stocksUS5SecondSSEAsync(symbols=None, exit=None, token="", version="stable"):
    for item in _baseSSEAsync(
        symbols=symbols, exit=exit, token=token, version=version, name="stocksUS5Second"
    ):
        yield item



[docs]@wraps(_baseSSEAsync)
def stocksUSNoUTP5SecondSSEAsync(symbols=None, exit=None, token="", version="stable"):
    for item in _baseSSEAsync(
        symbols=symbols,
        exit=exit,
        token=token,
        version=version,
        name="stocksUSNoUTP5Second",
    ):
        yield item



[docs]@wraps(_baseSSE)
def stocksUS1MinuteSSE(
    symbols=None, on_data=None, exit=None, token="", version="stable"
):
    return _baseSSE(
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
        name="stocksUS1Minute",
    )



[docs]@wraps(_baseSSE)
def stocksUSNoUTP1MinuteSSE(
    symbols=None, on_data=None, exit=None, token="", version="stable"
):
    return _baseSSE(
        symbols=symbols,
        on_data=on_data,
        exit=exit,
        token=token,
        version=version,
        name="stocksUSNoUTP1Minute",
    )



[docs]@wraps(_baseSSEAsync)
def stocksUS1MinuteSSEAsync(symbols=None, exit=None, token="", version="stable"):
    for item in _baseSSEAsync(
        symbols=symbols, exit=exit, token=token, version=version, name="stocksUS1Minute"
    ):
        yield item



[docs]@wraps(_baseSSEAsync)
def stocksUSNoUTP1MinuteSSEAsync(symbols=None, exit=None, token="", version="stable"):
    for item in _baseSSEAsync(
        symbols=symbols,
        exit=exit,
        token=token,
        version=version,
        name="stocksUSNoUTP1Minute",
    ):
        yield item
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  Source code for pyEX.streaming.ws

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
from enum import Enum

from deprecation import deprecated

from ..common import PyEXception, _stream, _strToList, _wsURL


[docs]class DeepChannels(Enum):
    TRADINGSTATUS = "tradingstatus"
    AUCTION = "auction"
    OPHALTSTATUS = "ophaltstatus"
    SSR = "ssr"
    SECURITYEVENT = "securityevent"
    TRADEBREAK = "tradebreak"
    TRADES = "trades"
    BOOK = "book"
    SYSTEMEVENT = "systemevent"
    ALL = "deep"

    @staticmethod
    def options():
        return list(map(lambda c: c.value, DeepChannels))



[docs]@deprecated(details="Deprecated: Use SSE for IEX Cloud")
def topsWS(symbols=None, on_data=None):
    """https://iextrading.com/developer/docs/#tops"""
    symbols = _strToList(symbols)
    if symbols:
        sendinit = ("subscribe", ",".join(symbols))
        return _stream(_wsURL("tops"), sendinit, on_data)
    return _stream(_wsURL("tops"), on_data=on_data)



[docs]@deprecated(details="Deprecated: Use SSE for IEX Cloud")
def lastWS(symbols=None, on_data=None):
    """https://iextrading.com/developer/docs/#last"""
    symbols = _strToList(symbols)
    if symbols:
        sendinit = ("subscribe", ",".join(symbols))
        return _stream(_wsURL("last"), sendinit, on_data)
    return _stream(_wsURL("last"), on_data=on_data)



[docs]@deprecated(details="Deprecated: Use SSE for IEX Cloud")
def deepWS(symbols=None, channels=None, on_data=None):
    """https://iextrading.com/developer/docs/#deep"""
    symbols = _strToList(symbols)

    channels = channels or []
    if isinstance(channels, str):
        if channels not in DeepChannels.options():
            raise PyEXception("Channel not recognized: %s", type(channels))
        channels = [channels]
    elif isinstance(channels, DeepChannels):
        channels = [channels.value]
    elif isinstance(channels, list):
        for i, c in enumerate(channels):
            if isinstance(c, DeepChannels):
                channels[i] = c.value
            elif (
                not isinstance(c, str)
                or isinstance(c, str)
                and c not in DeepChannels.options()
            ):
                raise PyEXception("Channel not recognized: %s", c)

    sendinit = ({"symbols": symbols, "channels": channels},)
    return _stream(_wsURL("deep"), sendinit, on_data)



[docs]@deprecated(details="Deprecated: Use SSE for IEX Cloud")
def bookWS(symbols=None, on_data=None):
    """https://iextrading.com/developer/docs/#book51"""
    symbols = _strToList(symbols)
    sendinit = ({"symbols": symbols, "channels": ["book"]},)
    return _stream(_wsURL("deep"), sendinit, on_data)



[docs]@deprecated(details="Deprecated: Use SSE for IEX Cloud")
def tradesWS(symbols=None, on_data=None):
    """https://iextrading.com/developer/docs/#trades"""
    symbols = _strToList(symbols)
    sendinit = ({"symbols": symbols, "channels": ["trades"]},)
    return _stream(_wsURL("deep"), sendinit, on_data)



[docs]@deprecated(details="Deprecated: Use SSE for IEX Cloud")
def systemEventWS(on_data=None):
    """https://iextrading.com/developer/docs/#system-event"""
    sendinit = ({"channels": ["systemevent"]},)
    return _stream(_wsURL("deep"), sendinit, on_data)



[docs]@deprecated(details="Deprecated: Use SSE for IEX Cloud")
def tradingStatusWS(symbols=None, on_data=None):
    """https://iextrading.com/developer/docs/#trading-status"""
    symbols = _strToList(symbols)
    sendinit = ({"symbols": symbols, "channels": ["tradingstatus"]},)
    return _stream(_wsURL("deep"), sendinit, on_data)



[docs]@deprecated(details="Deprecated: Use SSE for IEX Cloud")
def opHaltStatusWS(symbols=None, on_data=None):
    """https://iextrading.com/developer/docs/#operational-halt-status"""
    symbols = _strToList(symbols)
    sendinit = ({"symbols": symbols, "channels": ["ophaltstatus"]},)
    return _stream(_wsURL("deep"), sendinit, on_data)



[docs]@deprecated(details="Deprecated: Use SSE for IEX Cloud")
def ssrStatusWS(symbols=None, on_data=None):
    """https://iextrading.com/developer/docs/#short-sale-price-test-status"""
    symbols = _strToList(symbols)
    sendinit = ({"symbols": symbols, "channels": ["ssr"]},)
    return _stream(_wsURL("deep"), sendinit, on_data)



[docs]@deprecated(details="Deprecated: Use SSE for IEX Cloud")
def securityEventWS(symbols=None, on_data=None):
    """https://iextrading.com/developer/docs/#security-event"""
    symbols = _strToList(symbols)
    sendinit = ({"symbols": symbols, "channels": ["securityevent"]},)
    return _stream(_wsURL("deep"), sendinit, on_data)



[docs]@deprecated(details="Deprecated: Use SSE for IEX Cloud")
def tradeBreakWS(symbols=None, on_data=None):
    """https://iextrading.com/developer/docs/#trade-break"""
    symbols = _strToList(symbols)
    sendinit = ({"symbols": symbols, "channels": ["tradebreaks"]},)
    return _stream(_wsURL("deep"), sendinit, on_data)



[docs]@deprecated(details="Deprecated: Use SSE for IEX Cloud")
def auctionWS(symbols=None, on_data=None):
    """https://iextrading.com/developer/docs/#auction"""
    symbols = _strToList(symbols)
    sendinit = ({"symbols": symbols, "channels": ["auction"]},)
    return _stream(_wsURL("deep"), sendinit, on_data)



[docs]@deprecated(details="Deprecated: Use SSE for IEX Cloud")
def officialPriceWS(symbols=None, on_data=None):
    """https://iextrading.com/developer/docs/#official-price"""
    symbols = _strToList(symbols)
    sendinit = ({"symbols": symbols, "channels": ["official-price"]},)
    return _stream(_wsURL("deep"), sendinit, on_data)
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  Source code for pyEX.studies.peercorrelation

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#


[docs]def peerCorrelation(client, symbol, timeframe="6m"):
    """This will return a dataframe of peer correlations for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart

    Returns:
        DataFrame: result
    """
    peers = client.peers(symbol)
    rets = client.batchDF(peers + [symbol], "chart", timeframe)["chart"]
    ret = rets.pivot(columns="symbol", values="changePercent").corr()
    ret.index.name = "symbol"
    ret.columns = ret.columns.tolist()
    return ret



[docs]def peerCorrelationPlot(client, symbol, timeframe="6m"):
    """This will plot a dataframe of peer correlations for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart

    Returns:
        DataFrame: result
    """
    import seaborn as sns

    return sns.heatmap(peerCorrelation)
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  Source code for pyEX.studies.returns

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#


def returns(client, symbol, timeframe="6m"):
    """Calculate returns using daily close price

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart

    Returns:
        DataFrame: result
    """
    c = client.chartDF(symbol, timeframe)["close"]
    return (c / c.shift(1)).fillna(1)


def dailyReturns(client, symbol, timeframe="6m"):
    """Calculate returns of buying at open and selling at close daily

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart

    Returns:
        DataFrame: result
    """
    c = client.chartDF(symbol, timeframe)[["open", "close"]]
    return (c["close"] - c["open"]) / c["open"]




          

      

      

    

  

  
    
    pyEX.studies.utils
    

    
 
  

    
      
          
            
  Source code for pyEX.studies.utils

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#


[docs]def tolist(val):
    try:
        iter(val)
        return val
    except TypeError:
        return [val]





          

      

      

    

  

  
    
    pyEX.studies.technicals.cycle
    

    
 
  

    
      
          
            
  Source code for pyEX.studies.technicals.cycle

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
import pandas as pd
import talib as t


[docs]def ht_dcperiod(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Hilbert Transform - Dominant Cycle Period
    for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.HT_DCPERIOD(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "ht_dcperiod": x})



[docs]def ht_dcphase(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Hilbert Transform - Dominant Cycle Phase
    for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.HT_DCPHASE(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "ht_dcphase": x})



[docs]def ht_phasor(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Hilbert Transform - Phasor Components
    for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x, y = t.HT_PHASOR(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "inphase": x, "quadrature": y})



[docs]def ht_sine(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Hilbert Transform - SineWave
    for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x, y = t.HT_SINE(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "sine": x, "leadsine": y})



[docs]def ht_trendmode(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Hilbert Transform - Trend vs Cycle Mode
    for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.HT_TRENDMODE(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "ht_trendmode": x})





          

      

      

    

  

  
    
    pyEX.studies.technicals.math
    

    
 
  

    
      
          
            
  Source code for pyEX.studies.technicals.math

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
import pandas as pd
import talib as t


[docs]def acos(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Trigonometric ACos
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.ACOS(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "acos": x})



[docs]def asin(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Trigonometric ASin
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.ASIN(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "asin": x})



[docs]def atan(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Trigonometric ATan
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.ATAN(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "atan": x})



[docs]def ceil(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Ceil
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.CEIL(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "ceil": x})



[docs]def cos(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Trigonometric Cos
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.COS(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "cos": x})



[docs]def cosh(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Trigonometric Cosh
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.COSH(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "cosh": x})



[docs]def exp(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Arithmetic Exp
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.EXP(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "exp": x})



[docs]def floor(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Floor
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.FLOOR(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "floor": x})



[docs]def ln(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Log Natural
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.LN(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "ln": x})



[docs]def log10(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Log10
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.LOG10(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "log10": x})



[docs]def sin(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Trigonometric SIN
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.SIN(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "sin": x})



[docs]def sinh(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Trigonometric Sinh
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.SINH(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "sinh": x})



[docs]def sqrt(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Square Root
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.SQRT(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "sqrt": x})



[docs]def tan(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Trigonometric Tan
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.TAN(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "tan": x})



[docs]def tanh(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of
    Vector Trigonometric Tanh
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.TANH(df[col].values.astype(float))
    return pd.DataFrame({col: df[col].values, "tanh": x})



[docs]def add(client, symbol, timeframe="6m", col1="open", col2="close"):
    """This will return a dataframe of
    Vector Arithmetic Add
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col1 (string); column to use to calculate
        col2 (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.ADD(df[col1].values.astype(float), df[col2].values.astype(float))
    return pd.DataFrame({col1: df[col1].values, col2: df[col2].values, "add": x})



[docs]def div(client, symbol, timeframe="6m", col1="open", col2="close"):
    """This will return a dataframe of
    Vector Arithmetic Div
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col1 (string); column to use to calculate
        col2 (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.DIV(df[col1].values.astype(float), df[col2].values.astype(float))
    return pd.DataFrame({col1: df[col1].values, col2: df[col2].values, "div": x})



[docs]def max(client, symbol, timeframe="6m", col="close", period=30):
    """This will return a dataframe of
    Highest value over a specified period
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        period (int); period

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    return t.MAX(df[col].values.astype(float), period)



[docs]def maxindex(client, symbol, timeframe="6m", col="close", period=30):
    """This will return a dataframe of
    Highest value over a specified period
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        period (int); period

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.MAXINDEX(df[col].values.astype(float), period)
    return x, df[col].values[x]



[docs]def min(client, symbol, timeframe="6m", col="close", period=30):
    """This will return a dataframe of
    Lowest value over a specified period
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        period (int); period

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    return t.MIN(df[col].values.astype(float), period)



[docs]def minindex(client, symbol, timeframe="6m", col="close", period=30):
    """This will return a dataframe of
    Lowest value over a specified period
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        period (int); period

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.MININDEX(df[col].values.astype(float), period)
    return x, df[col].values[x]



[docs]def minmax(client, symbol, timeframe="6m", col="close", period=30):
    """This will return a dataframe of
    Lowest and highest values over a specified period
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        period (int); period

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    return t.MINMAX(df[col].values.astype(float), period)



[docs]def minmaxindex(client, symbol, timeframe="6m", col="close", period=30):
    """This will return a dataframe of
    Indexes of lowest and highest values over a specified period
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        period (int); period

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x, y = t.MINMAXINDEX(df[col].values.astype(float), period)
    return x, df[col].values[x], y, df[col].values[y]



[docs]def mult(client, symbol, timeframe="6m", col1="open", col2="close"):
    """This will return a dataframe of
    Vector Arithmetic Add
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col1 (string); column to use to calculate
        col2 (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.MULT(df[col1].values.astype(float), df[col2].values.astype(float))
    return pd.DataFrame({col1: df[col1].values, col2: df[col2].values, "mult": x})



[docs]def sub(client, symbol, timeframe="6m", col1="open", col2="close"):
    """This will return a dataframe of
    Vector Arithmetic Add
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col1 (string); column to use to calculate
        col2 (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.SUB(df[col1].values.astype(float), df[col2].values.astype(float))
    return pd.DataFrame({col1: df[col1].values, col2: df[col2].values, "sub": x})



[docs]def sum(client, symbol, timeframe="6m", col="close", period=30):
    """This will return a dataframe of
    Summation
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        period (int); period

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.SUMMATION(df[col].values.astype(float), period)
    return pd.DataFrame({col: df[col].values, "sum": x})





          

      

      

    

  

  
    
    pyEX.studies.technicals.momentum
    

    
 
  

    
      
          
            
  Source code for pyEX.studies.technicals.momentum

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
import pandas as pd
import talib as t


[docs]def adx(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    period=14,
):
    """This will return a dataframe of average directional movement index for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        period (int): period to calculate adx across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    adx = t.ADX(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        period,
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "adx": adx,
        }
    )



[docs]def adxr(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    period=14,
):
    """This will return a dataframe of average directional movement index rating for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    adx = t.ADXR(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        period,
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "adx": adx,
        }
    )



[docs]def apo(
    client, symbol, timeframe="6m", col="close", fastperiod=12, slowperiod=26, matype=0
):
    """This will return a dataframe of Absolute Price Oscillator for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        col (string): column to use to calculate
        fastperiod (int): fast period to calculate across
        slowperiod (int): slow period to calculate across
        matype (int): moving average type (0-sma)

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    apo = t.APO(df[col].values.astype(float), fastperiod, slowperiod, matype)
    return pd.DataFrame({col: df[col].values, "apo": apo})



[docs]def aroon(client, symbol, timeframe="6m", highcol="high", lowcol="low", period=14):
    """This will return a dataframe of
    Aroon
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    aroondown, aroonup = t.AROON(
        df[highcol].values.astype(float), df[lowcol].values.astype(float), period
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            "aroonup": aroonup,
            "aroondown": aroondown,
        }
    )



[docs]def aroonosc(client, symbol, timeframe="6m", highcol="high", lowcol="low", period=14):
    """This will return a dataframe of
    Aroon Oscillator
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.AROONOSC(
        df[highcol].values.astype(float), df[lowcol].values.astype(float), period
    )
    return pd.DataFrame(
        {highcol: df[highcol].values, lowcol: df[lowcol].values, "aroonosc": x}
    )



[docs]def bop(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    volumecol="volume",
):
    """This will return a dataframe of
    Balance of power
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        volumecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.BOP(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        df[volumecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            volumecol: df[volumecol].values,
            "bop": x,
        }
    )



[docs]def cci(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    period=14,
):
    """This will return a dataframe of
    Commodity Channel Index
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.CCI(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        period,
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cci": x,
        }
    )



[docs]def cmo(client, symbol, timeframe="6m", col="close", period=14):
    """This will return a dataframe of
    Chande Momentum Oscillator
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        col (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    return pd.DataFrame(
        {col: df[col].values, "cmo": t.CMO(df[col].values.astype(float), period)}
    )



[docs]def dx(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    period=14,
):
    """This will return a dataframe of
    Directional Movement Index
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.DX(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        period,
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "dx": x,
        }
    )



[docs]def macd(
    client,
    symbol,
    timeframe="6m",
    col="close",
    fastperiod=12,
    slowperiod=26,
    signalperiod=9,
):
    """This will return a dataframe of Moving Average Convergence/Divergence for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        col (string): column to use to calculate
        fastperiod (int): fast period to calculate across
        slowperiod (int): slow period to calculate across
        signalperiod (int): macd signal period

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    macd, macdsignal, macdhist = t.MACD(
        df[col].values.astype(float), fastperiod, slowperiod, signalperiod
    )
    return pd.DataFrame(
        {
            col: df[col].values,
            "macd": macd,
            "macdsignal": macdsignal,
            "macdhist": macdhist,
        }
    )



[docs]def macdext(
    client,
    symbol,
    timeframe="6m",
    col="close",
    fastperiod=12,
    fastmatype=0,
    slowperiod=26,
    slowmatype=0,
    signalperiod=9,
    signalmatype=0,
):
    """This will return a dataframe of Moving Average Convergence/Divergence for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        col (string): column to use to calculate
        fastperiod (int): fast period to calculate across
        fastmatype (int): moving average type (0-sma)
        slowperiod (int): slow period to calculate across
        slowmatype (int): moving average type (0-sma)
        signalperiod (int): macd signal period
        signalmatype (int): moving average type (0-sma)

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    macd, macdsignal, macdhist = t.MACDEXT(
        df[col].values.astype(float), fastperiod, slowperiod, signalperiod
    )
    return pd.DataFrame(
        {
            col: df[col].values,
            "macd": macd,
            "macdsignal": macdsignal,
            "macdhist": macdhist,
        }
    )



[docs]def mfi(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    volumecol="volume",
    period=14,
):
    """This will return a dataframe of
    Money Flow Index
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.MFI(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        df[volumecol].values.astype(float),
        period,
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            volumecol: df[volumecol].values,
            "mfi": x,
        }
    )



[docs]def minus_di(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    period=14,
):
    """This will return a dataframe of
    Minus Directional Indicator
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.MINUS_DI(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        period,
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "minus_di": x,
        }
    )



[docs]def minus_dm(client, symbol, timeframe="6m", highcol="high", lowcol="low", period=14):
    """This will return a dataframe of
    Minus Directional Movement
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.MINUS_DM(
        df[highcol].values.astype(float), df[lowcol].values.astype(float), period
    )
    return pd.DataFrame(
        {highcol: df[highcol].values, lowcol: df[lowcol].values, "minus_dm": x}
    )



[docs]def mom(client, symbol, timeframe="6m", col="close", period=14):
    """This will return a dataframe of
    Momentum
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        col (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    return pd.DataFrame(
        {col: df[col].values, "mom": t.MOM(df[col].values.astype(float), period)}
    )



[docs]def plus_di(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    period=14,
):
    """This will return a dataframe of
    Plus Directional Movement
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.PLUS_DI(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        period,
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "plus_di": x,
        }
    )



[docs]def plus_dm(client, symbol, timeframe="6m", highcol="high", lowcol="low", period=14):
    """This will return a dataframe of
    Plus Directional Movement
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.PLUS_DM(
        df[highcol].values.astype(float), df[lowcol].values.astype(float), period
    )
    return pd.DataFrame(
        {highcol: df[highcol].values, lowcol: df[lowcol].values, "plus_dm": x}
    )



[docs]def ppo(
    client, symbol, timeframe="6m", col="close", fastperiod=12, slowperiod=26, matype=0
):
    """This will return a dataframe of Percentage Price Oscillator for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        col (string): column to use to calculate
        fastperiod (int): fast period to calculate across
        slowperiod (int): slow period to calculate across
        matype (int): moving average type (0-sma)

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    ppo = t.PPO(df[col].values.astype(float), fastperiod, slowperiod, matype)
    return pd.DataFrame({col: df[col].values, "ppo": ppo})



[docs]def roc(client, symbol, timeframe="6m", col="close", period=14):
    """This will return a dataframe of
    Rate of change: ((price/prevPrice)-1)*100
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        col (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    return pd.DataFrame(
        {col: df[col].values, "roc": t.ROC(df[col].values.astype(float), period)}
    )



[docs]def rocp(client, symbol, timeframe="6m", col="close", period=14):
    """This will return a dataframe of
    Rate of change Percentage: (price-prevPrice)/prevPrice
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        col (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    return pd.DataFrame(
        {col: df[col].values, "rocp": t.ROCP(df[col].values.astype(float), period)}
    )



[docs]def rocr(client, symbol, timeframe="6m", col="close", period=14):
    """This will return a dataframe of
    Rate of change ratio: (price/prevPrice)
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        col (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    return pd.DataFrame(
        {col: df[col].values, "rocr": t.ROCR(df[col].values.astype(float), period)}
    )



[docs]def rocr100(client, symbol, timeframe="6m", col="close", period=14):
    """This will return a dataframe of
    Rate of change ratio 100 scale: (price/prevPrice)*100
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        col (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    return pd.DataFrame(
        {
            col: df[col].values,
            "rocr100": t.ROCR100(df[col].values.astype(float), period),
        }
    )



[docs]def rsi(client, symbol, timeframe="6m", col="close", period=14):
    """This will return a dataframe of
    Relative Strength Index
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        col (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    return pd.DataFrame(
        {col: df[col].values, "rsi": t.RSI(df[col].values.astype(float), period)}
    )



[docs]def stoch(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    fastk_period=5,
    slowk_period=3,
    slowk_matype=0,
    slowd_period=3,
    slowd_matype=0,
):
    """This will return a dataframe of
    Stochastic
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        fastk_period (int): fastk_period
        slowk_period (int): slowk_period
        slowk_matype (int): slowk_matype
        slowd_period (int): slowd_period
        slowd_matype (int): slowd_matype

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    slowk, slowd = t.STOCH(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        fastk_period=fastk_period,
        slowk_period=slowk_period,
        slowk_matype=slowk_matype,
        slowd_period=slowd_period,
        slowd_matype=slowd_matype,
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "slowk": slowk,
            "slowd": slowd,
        }
    )



[docs]def stochf(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    fastk_period=5,
    slowk_period=3,
    slowk_matype=0,
    slowd_period=3,
    slowd_matype=0,
):
    """This will return a dataframe of
    Stochastic Fast
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        fastk_period (int): fastk_period
        slowk_period (int): slowk_period
        slowk_matype (int): slowk_matype
        slowd_period (int): slowd_period
        slowd_matype (int): slowd_matype

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    fastk, fastd = t.STOCHF(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        fastk_period=fastk_period,
        slowk_period=slowk_period,
        slowk_matype=slowk_matype,
        slowd_period=slowd_period,
        slowd_matype=slowd_matype,
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "fastk": fastk,
            "fastd": fastd,
        }
    )



[docs]def stochrsi(
    client,
    symbol,
    timeframe="6m",
    closecol="close",
    period=14,
    fastk_period=5,
    fastd_period=3,
    fastd_matype=0,
):
    """This will return a dataframe of
    Stochastic Relative Strength Index
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        closecol (string): column to use to calculate
        period (int): period to calculate across
        fastk_period (int): fastk_period
        fastd_period (int): fastd_period
        fastd_matype (int): moving average type (0-sma)

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    fastk, fastd = t.STOCHRSI(
        df[closecol].values.astype(float),
        timeperiod=period,
        fastk_period=fastk_period,
        fastd_period=fastd_period,
        fastd_matype=fastd_matype,
    )
    return pd.DataFrame({closecol: df[closecol].values, "fastk": fastk, "fastd": fastd})



[docs]def trix(client, symbol, timeframe="6m", col="close", period=14):
    """This will return a dataframe of
    1-day Rate-Of-Change(ROC) of a Triple Smooth EMA
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        col (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    return pd.DataFrame(
        {col: df[col].values, "trix": t.TRIX(df[col].values.astype(float), period)}
    )



[docs]def ultosc(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    period1=7,
    period2=14,
    period3=28,
):
    """This will return a dataframe of
    Ultimate Oscillator
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        period1 (int): period to calculate across
        period2 (int): period to calculate across
        period3 (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.ULTOSC(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        timeperiod1=period1,
        timeperiod2=period2,
        timeperiod3=period3,
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "ultosc": x,
        }
    )



[docs]def willr(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    period=14,
):
    """This will return a dataframe of
    Williams' % R
    for the given symbol across the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        period (int): period to calculate across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    x = t.WILLR(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        period,
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "willr": x,
        }
    )
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  Source code for pyEX.studies.technicals.overlap

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
import pandas as pd
import talib as t

from ..utils import tolist


[docs]def bollinger(client, symbol, timeframe="6m", col="close", period=2):
    """This will return a dataframe of bollinger bands for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        period (int); period for the bollinger bands

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    bb = t.BBANDS(df[col].values.astype(float), period)
    return pd.DataFrame(
        {col: df[col].values, "upper": bb[0], "middle": bb[1], "lower": bb[2]}
    )



[docs]def dema(client, symbol, timeframe="6m", col="close", periods=None):
    """This will return a dataframe of double exponential moving average
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        periods (int); periods

    Returns:
        DataFrame: result
    """
    if periods is None:
        periods = [30]
    periods = tolist(periods)

    df = client.chartDF(symbol, timeframe)

    build = {col: df[col].values}
    for per in periods:
        build["ema-{}".format(per)] = t.DEMA(df[col].values.astype(float), per)
    return pd.DataFrame(build)



[docs]def ema(client, symbol, timeframe="6m", col="close", periods=None):
    """This will return a dataframe of exponential moving average
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        periods (int); periods

    Returns:
        DataFrame: result
    """
    if periods is None:
        periods = [30]
    periods = tolist(periods)

    df = client.chartDF(symbol, timeframe)

    build = {col: df[col].values}
    for per in periods:
        build["ema-{}".format(per)] = t.EMA(df[col].values.astype(float), per)
    return pd.DataFrame(build)



[docs]def ht_trendline(client, symbol, timeframe="6m", col="close"):
    """This will return a dataframe of hilbert trendline
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)

    build = {col: df[col].values}
    build["ht-{}".format(col)] = t.HT_TRENDLINE(df[col].values.astype(float))
    return pd.DataFrame(build)



[docs]def kama(client, symbol, timeframe="6m", col="close", period=30):
    """This will return a dataframe of kaufman adaptive moving average
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        period (int); time period for kama

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)

    build = {col: df[col].values}
    build["kama-{}".format(col)] = t.KAMA(df[col].values.astype(float), period)
    return pd.DataFrame(build)



[docs]def mama(client, symbol, timeframe="6m", col="close", fastlimit=0, slowlimit=0):
    """This will return a dataframe of mesa adaptive moving average
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        fastlimit (int); fastlimit for mama
        slowlimit (int); slowlimit for mama
    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)

    build = {col: df[col].values}
    build["mama-{}".format(col)], build["fama-{}".format(col)] = t.MAMA(
        df[col].values.astype(float), fastlimit=fastlimit, slowlimit=slowlimit
    )
    return pd.DataFrame(build)



[docs]def mavp(
    client,
    symbol,
    timeframe="6m",
    col="close",
    periods=None,
    minperiod=2,
    maxperiod=30,
    matype=0,
):
    """This will return a dataframe of moving average with variable period
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        periods (int); periods
        minperiod (int); minperiod
        maxperiod (int); maxperiod
        matype (int); matype
    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    if periods is None:
        periods = [30]
    periods = tolist(periods)

    df = client.chartDF(symbol, timeframe)

    build = {col: df[col].values}
    for per in periods:
        build["mavp-{}".format(per)] = t.MAVP(
            df[col].values.astype(float),
            per,
            minperiod=minperiod,
            maxperiod=maxperiod,
            matype=matype,
        )
    return pd.DataFrame(build)



[docs]def midpoint(client, symbol, timeframe="6m", col="close", period=14):
    """This will return a dataframe of midpoint over period
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        period (int); time period for kama

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)

    build = {col: df[col].values}
    build["kama-{}".format(col)] = t.MIDPOINT(df[col].values.astype(float), period)
    return pd.DataFrame(build)



[docs]def midpice(client, symbol, timeframe="6m", col="close", period=14):
    """This will return a dataframe of midprice over period
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        period (int); time period for kama

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)

    build = {col: df[col].values}
    build["kama-{}".format(col)] = t.MIDPRICE(df[col].values.astype(float), period)
    return pd.DataFrame(build)



[docs]def sar(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    acceleration=0,
    maximum=0,
):
    """This will return a dataframe of parabolic sar
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        highcol (string); high column to use
        lowcol (string); low column to use
        acceleration (int); acceleration
        maximum (int); maximum

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    sar = t.SAR(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        acceleration=acceleration,
        maximum=maximum,
    )
    return pd.DataFrame(
        {highcol: df[highcol].values, lowcol: df[lowcol].values, "sar": sar}
    )



[docs]def sarext(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    startvalue=0,
    offsetonreverse=0,
    accelerationinitlong=0,
    accelerationlong=0,
    accelerationmaxlong=0,
    accelerationinitshort=0,
    accelerationshort=0,
    accelerationmaxshort=0,
):
    """This will return a dataframe of parabolic sar extended
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        highcol (string); high column to use
        lowcol (string); low column to use
        startvalue (int); startvalue
        offsetonreverse (int); offsetonreverse
        accelerationinitlong (int); accelerationinitlong
        accelerationlong (int); accelerationlong
        accelerationmaxlong (int); accelerationmaxlong
        accelerationinitshort (int); accelerationinitshort
        accelerationshort (int); accelerationshort
        accelerationmaxshort (int); accelerationmaxshort

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    sar = t.SAREXT(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        startvalue=startvalue,
        offsetonreverse=offsetonreverse,
        accelerationinitlong=accelerationinitlong,
        accelerationlong=accelerationlong,
        accelerationmaxlong=accelerationmaxlong,
        accelerationinitshort=accelerationinitshort,
        accelerationshort=accelerationshort,
        accelerationmaxshort=accelerationmaxshort,
    )
    return pd.DataFrame(
        {highcol: df[highcol].values, lowcol: df[lowcol].values, "sar": sar}
    )



[docs]def sma(client, symbol, timeframe="6m", col="close", periods=None):
    """This will return a dataframe of exponential moving average
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        periods (int); periods

    Returns:
        DataFrame: result
    """
    if periods is None:
        periods = [30]
    periods = tolist(periods)

    df = client.chartDF(symbol, timeframe)

    build = {col: df[col].values}
    for per in periods:
        build["sma-{}".format(per)] = t.EMA(df[col].values.astype(float), per)
    return pd.DataFrame(build)



[docs]def t3(client, symbol, timeframe="6m", col="close", periods=None, vfactor=0):
    """This will return a dataframe of tripple exponential moving average
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        periods (int); periods
        vfactor (int); vfactor

    Returns:
        DataFrame: result
    """
    if periods is None:
        periods = [30]
    periods = tolist(periods)

    df = client.chartDF(symbol, timeframe)

    build = {col: df[col].values}
    for per in periods:
        build["t3-{}".format(per)] = t.T3(
            df[col].values.astype(float), per, vfactor=vfactor
        )
    return pd.DataFrame(build)



[docs]def tema(client, symbol, timeframe="6m", col="close", periods=None):
    """This will return a dataframe of triple exponential moving average
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        periods (int); periods

    Returns:
        DataFrame: result
    """
    if periods is None:
        periods = [30]
    periods = tolist(periods)

    df = client.chartDF(symbol, timeframe)

    build = {col: df[col].values}
    for per in periods:
        build["sma-{}".format(per)] = t.TEMA(df[col].values.astype(float), per)
    return pd.DataFrame(build)



[docs]def trima(client, symbol, timeframe="6m", col="close", periods=None):
    """This will return a dataframe of triangular moving average
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        periods (int); periods

    Returns:
        DataFrame: result
    """
    if periods is None:
        periods = [30]
    periods = tolist(periods)

    df = client.chartDF(symbol, timeframe)

    build = {col: df[col].values}
    for per in periods:
        build["trima-{}".format(per)] = t.TRIMA(df[col].values.astype(float), per)
    return pd.DataFrame(build)



[docs]def wma(client, symbol, timeframe="6m", col="close", periods=None):
    """This will return a dataframe of weighted moving average
     for the given symbol across the given timeframe

    Args:
        client (pyEX.Client); Client
        symbol (string); Ticker
        timeframe (string); timeframe to use, for pyEX.chart
        col (string); column to use to calculate
        periods (int); periods

    Returns:
        DataFrame: result
    """
    if periods is None:
        periods = [30]
    periods = tolist(periods)

    df = client.chartDF(symbol, timeframe)

    build = {col: df[col].values}
    for per in periods:
        build["wma-{}".format(per)] = t.WMA(df[col].values.astype(float), per)
    return pd.DataFrame(build)
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  Source code for pyEX.studies.technicals.pattern

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
import pandas as pd
import talib as t


[docs]def cdl2crows(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of Two crows for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDL2CROWS(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdl2crows": val,
        }
    )



[docs]def cdl3blackcrows(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of 3 black crows for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDL3BLACKCROWS(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdl3blackcrows": val,
        }
    )



[docs]def cdl3inside(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of 3 inside up/down for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDL3INSIDE(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdl3inside": val,
        }
    )



[docs]def cdl3linestrike(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of 3 line strike for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDL3LINESTRIKE(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdl3linestrike": val,
        }
    )



[docs]def cdl3outside(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of 3 outside for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDL3OUTSIDE(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdl3outside": val,
        }
    )



[docs]def cdl3starsinsouth(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of 3 stars in south for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDL3STARSINSOUTH(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdl3starsinsouth": val,
        }
    )



[docs]def cdl3whitesoldiers(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of 3 white soldiers for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDL3WHITESOLDIERS(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdl3whitesoldiers": val,
        }
    )



[docs]def cdlabandonedbaby(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of abandoned baby for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLABANDONEDBABY(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlabandonedbaby": val,
        }
    )



[docs]def cdladvanceblock(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of advance block for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLADVANCEBLOCK(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdladvanceblock": val,
        }
    )



[docs]def cdlbelthold(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of belt hold for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLBELTHOLD(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlbelthold": val,
        }
    )



[docs]def cdlbreakaway(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of breakaway for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLBREAKAWAY(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlbreakaway": val,
        }
    )



[docs]def cdlclosingmarubozu(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of closing maru bozu for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLCLOSINGMARUBOZU(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlclosingmarubozu": val,
        }
    )



[docs]def cdlconcealbabyswallow(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of conceal baby swallow for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLCONCEALBABYSWALL(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlconcealbabyswallow": val,
        }
    )



[docs]def cdlcounterattack(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of counterattack for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLCOUNTERATTACK(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlcounterattack": val,
        }
    )



[docs]def cdldarkcloudcover(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
    penetration=0,
):
    """This will return a dataframe of dark cloud cover for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        penetration (int): penetration

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLDARKCLOUDCOVER(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        penetration,
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdldarkcloudcover": val,
        }
    )



[docs]def cdldoji(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of doji for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLDOJI(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdldoji": val,
        }
    )



[docs]def cdldojistar(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of doji star for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLDOJISTAR(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdldojistar": val,
        }
    )



[docs]def cdldragonflydoji(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of dragonfly doji for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLDRAGONFLYDOJI(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdldragonflydoji": val,
        }
    )



[docs]def cdlengulfing(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of engulfing for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLENGULFING(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlengulfing": val,
        }
    )



[docs]def cdleveningdojistar(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
    penetration=0,
):
    """This will return a dataframe of evening doji star for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        penetration (int): penetration

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLEVENINGDOJISTAR(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        penetration,
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdleveningdojistar": val,
        }
    )



[docs]def cdleveningstar(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
    penetration=0,
):
    """This will return a dataframe of evening star for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        penetration (int): penetration

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLEVENINGSTAR(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        penetration,
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdleveningstar": val,
        }
    )



[docs]def cdlgapsidesidewhite(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of up.down-gap side-by-side white lines for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLGAPSIDESIDEWHITE(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlgapsidesidewhite": val,
        }
    )



[docs]def cdlgravestonedoji(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of gravestone doji for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLGRAVESTONEDOJI(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlgravestonedoji": val,
        }
    )



[docs]def cdlhammer(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of hammer for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLHAMMER(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlhammer": val,
        }
    )



[docs]def cdlhangingman(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of hanging man for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLHANGINGMAN(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlhangingman": val,
        }
    )



[docs]def cdlharami(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of harami for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLHARAMI(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlharami": val,
        }
    )



[docs]def cdlharamicross(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of harami cross for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLHARAMICROSS(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlharamicross": val,
        }
    )



[docs]def cdlhighwave(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of high-wave candle for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLHIGHWAVE(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlhighwave": val,
        }
    )



[docs]def cdlhikkake(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of hikkake pattern for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLHIKKAKE(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlhikkake": val,
        }
    )



[docs]def cdlhikkakemod(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of modified hikkake pattern for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLHIKKAKEMOD(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlhikkakemod": val,
        }
    )



[docs]def cdlhomingpigeon(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of homing pigeon for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLHOMINGPIGEON(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlhomingpigeon": val,
        }
    )



[docs]def cdlidentical3crows(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of identical three crows for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLIDENTICAL3CROWS(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlidentical3crows": val,
        }
    )



[docs]def cdlinneck(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of in-neck pattern for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLINNECK(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlinneck": val,
        }
    )



[docs]def cdlinvertedhammer(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of inverted hammer for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLINVERTEDHAMMER(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlinvertedhammer": val,
        }
    )



[docs]def cdlkicking(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of kicking for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLKICKING(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlkicking": val,
        }
    )



[docs]def cdlkickingbylength(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of kicking bull/bear determing by the longer marubozu for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLKICKINGBYLENGTH(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlkickingbylength": val,
        }
    )



[docs]def cdlladderbottom(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of ladder bottom for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLLADDERBOTTOM(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlladderbottom": val,
        }
    )



[docs]def cdllongleggeddoji(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of long legged doji for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLLONGLEGGEDDOJI(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdllongleggeddoji": val,
        }
    )



[docs]def cdllongline(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of long line candle for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLLONGLINE(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdllongline": val,
        }
    )



[docs]def cdlmarubozu(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of marubozu for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLMARUBOZU(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlmarubozu": val,
        }
    )



[docs]def cdlmatchinglow(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of matching low for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLMATCHINGLOW(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlmatchinglow": val,
        }
    )



[docs]def cdlmathold(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
    penetration=0,
):
    """This will return a dataframe of mat hold for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        penetration (int): penetration

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLMATHOLD(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        penetration,
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlmathold": val,
        }
    )



[docs]def cdlmorningdojistar(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
    penetration=0,
):
    """This will return a dataframe of morning doji star for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        penetration (int): penetration

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLMORNINGDOJISTAR(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        penetration,
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlmorningdojistar": val,
        }
    )



[docs]def cdlmorningstar(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
    penetration=0,
):
    """This will return a dataframe of morning star for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        penetration (int): penetration

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLMORNINGSTAR(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        penetration,
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlmorningstar": val,
        }
    )



[docs]def cdlonneck(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of on-neck pattern for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLONNECK(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlonneck": val,
        }
    )



[docs]def cdlpiercing(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of piercing pattern for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLPIERCING(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlpiercing": val,
        }
    )



[docs]def cdlrickshawman(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of rickshaw man for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLRICKSHAWMAN(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlrickshawman": val,
        }
    )



[docs]def cdlrisefall3methods(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of rising/falling three methods for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLRISEFALL3METHODS(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlrisefall3methods": val,
        }
    )



[docs]def cdlseparatinglines(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of separating lines for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLSEPARATINGLINES(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlseparatinglines": val,
        }
    )



[docs]def cdlshootingstar(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of shooting star for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLSHOOTINGSTAR(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlshootingstar": val,
        }
    )



[docs]def cdlshortline(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of short line candle for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLSHORTLINE(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlshortline": val,
        }
    )



[docs]def cdlspinningtop(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of spinning top for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLSPINNINGTOP(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlspinningtop": val,
        }
    )



[docs]def cdlstalledpattern(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of stalled pattern for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLSTALLEDPATTERN(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlstalledpattern": val,
        }
    )



[docs]def cdlsticksandwich(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of stick sandwich for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLSTICKSANDWICH(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlsticksandwich": val,
        }
    )



[docs]def cdltakuri(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of takuri dragonfly doji with very long lower shadow for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLTAKURI(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdltakuri": val,
        }
    )



[docs]def cdltasukigap(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of tasuki gap for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLTASUKIGAP(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdltasukigap": val,
        }
    )



[docs]def cdlthrusting(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of thrusting pattern for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLTHRUSTING(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlthrusting": val,
        }
    )



[docs]def cdltristar(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of tristar pattern for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLTRISTAR(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdltristar": val,
        }
    )



[docs]def cdlunique3river(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of unique 3 river for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLUNIQUE3RIVER(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlunique3river": val,
        }
    )



[docs]def cdlupsidegap2crows(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of upside gap two crows for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLUPSIDEGAP2CROWS(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlupsidegap2crows": val,
        }
    )



[docs]def cdlxsidegap3methods(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of upside/downside gap three methods for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    val = t.CDLXSIDEGAP3METHODS(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "cdlxsidegap3methods": val,
        }
    )
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  Source code for pyEX.studies.technicals.price

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
import pandas as pd
import talib as t


[docs]def avgprice(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of average price for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        opencol (string): column to use to calculate
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    avg = t.AVGPRICE(
        df[opencol].values.astype(float),
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            opencol: df[opencol].values,
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "avgprice": avg,
        }
    )



[docs]def medprice(client, symbol, timeframe="6m", highcol="high", lowcol="low"):
    """This will return a dataframe of median price for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    med = t.MEDPRICE(df[highcol].values.astype(float), df[lowcol].values.astype(float))
    return pd.DataFrame(
        {highcol: df[highcol].values, lowcol: df[lowcol].values, "medprice": med}
    )



[docs]def typprice(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of typical price for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    typ = t.TYPPRICE(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "typprice": typ,
        }
    )



[docs]def wclprice(
    client,
    symbol,
    timeframe="6m",
    opencol="open",
    highcol="high",
    lowcol="low",
    closecol="close",
):
    """This will return a dataframe of weighted close price for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    wcl = t.WCLPRICE(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "wclprice": wcl,
        }
    )
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  Source code for pyEX.studies.technicals.statistic

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
import pandas as pd
import talib as t


[docs]def beta(client, symbol, timeframe="6m", highcol="high", lowcol="low", period=14):
    """This will return a dataframe of beta for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        period (int): period to calculate adx across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    beta = t.BETA(
        df[highcol].values.astype(float), df[lowcol].values.astype(float), period
    )
    return pd.DataFrame(
        {highcol: df[highcol].values, lowcol: df[lowcol].values, "beta": beta}
    )



[docs]def correl(client, symbol, timeframe="6m", highcol="high", lowcol="low", period=14):
    """This will return a dataframe of Pearson's Correlation Coefficient(r) for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        period (int): period to calculate adx across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    correl = t.CORREL(
        df[highcol].values.astype(float), df[lowcol].values.astype(float), period
    )
    return pd.DataFrame(
        {highcol: df[highcol].values, lowcol: df[lowcol].values, "correl": correl}
    )



[docs]def linearreg(client, symbol, timeframe="6m", closecol="close", period=14):
    """This will return a dataframe of linear regression for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        closecol (string): column to use to calculate
        period (int): period to calculate adx across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    linearreg = t.LINEARREG(df[closecol].values.astype(float), period)
    return pd.DataFrame({closecol: df[closecol].values, "lineearreg": linearreg})



[docs]def linearreg_angle(client, symbol, timeframe="6m", closecol="close", period=14):
    """This will return a dataframe of linear regression angle for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        closecol (string): column to use to calculate
        period (int): period to calculate adx across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    linearreg = t.LINEARREG_ANGLE(df[closecol].values.astype(float), period)
    return pd.DataFrame({closecol: df[closecol].values, "lineearreg_angle": linearreg})



[docs]def linearreg_intercept(client, symbol, timeframe="6m", closecol="close", period=14):
    """This will return a dataframe of linear regression intercept for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        closecol (string): column to use to calculate
        period (int): period to calculate adx across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    linearreg = t.LINEARREG_INTERCEPT(df[closecol].values.astype(float), period)
    return pd.DataFrame(
        {closecol: df[closecol].values, "lineearreg_intercept": linearreg}
    )



[docs]def linearreg_slope(client, symbol, timeframe="6m", closecol="close", period=14):
    """This will return a dataframe of linear regression slope for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        closecol (string): column to use to calculate
        period (int): period to calculate adx across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    linearreg = t.LINEARREG_SLOPE(df[closecol].values.astype(float), period)
    return pd.DataFrame({closecol: df[closecol].values, "lineearreg_slope": linearreg})



[docs]def stddev(client, symbol, timeframe="6m", closecol="close", period=14, nbdev=1):
    """This will return a dataframe of standard deviation for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        closecol (string): column to use to calculate
        period (int): period to calculate adx across
        nbdev (int):

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    stddev = t.STDDEV(df[closecol].values.astype(float), period, nbdev)
    return pd.DataFrame({closecol: df[closecol].values, "stddev": stddev})



[docs]def tsf(client, symbol, timeframe="6m", closecol="close", period=14, nbdev=1):
    """This will return a dataframe of standard deviation for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        closecol (string): column to use to calculate
        period (int): period to calculate adx across

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    tsf = t.TSF(df[closecol].values.astype(float), period)
    return pd.DataFrame({closecol: df[closecol].values, "tsf": tsf})



[docs]def var(client, symbol, timeframe="6m", closecol="close", period=14, nbdev=1):
    """This will return a dataframe of var for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        closecol (string): column to use to calculate
        period (int): period to calculate adx across
        nbdev (int):

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    var = t.VAR(df[closecol].values.astype(float), period, nbdev)
    return pd.DataFrame({closecol: df[closecol].values, "var": var})
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  Source code for pyEX.studies.technicals.volatility

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
import pandas as pd
import talib as t


[docs]def atr(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    period=14,
):
    """This will return a dataframe of average true range for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        period (int): time period to calculate over

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    atr = t.ATR(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        period,
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "atr": atr,
        }
    )



[docs]def natr(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    period=14,
):
    """This will return a dataframe of normalized average true range for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        period (int): time period to calculate over

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    natr = t.NATR(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        period,
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "natr": natr,
        }
    )



[docs]def trange(
    client, symbol, timeframe="6m", highcol="high", lowcol="low", closecol="close"
):
    """This will return a dataframe of true range for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    trange = t.TRANGE(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            "trange": trange,
        }
    )
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  Source code for pyEX.studies.technicals.volume

# *****************************************************************************
#
# Copyright (c) 2020, the pyEX authors.
#
# This file is part of the pyEX library, distributed under the terms of
# the Apache License 2.0.  The full license can be found in the LICENSE file.
#
import pandas as pd
import talib as t


[docs]def ad(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    volumecol="volume",
):
    """This will return a dataframe of Chaikin A/D Line for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        volumecol (string): column to use to calculate

    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    ad = t.AD(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        df[volumecol].values.astype(float),
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            volumecol: df[volumecol].values,
            "a/d": ad,
        }
    )



[docs]def adosc(
    client,
    symbol,
    timeframe="6m",
    highcol="high",
    lowcol="low",
    closecol="close",
    volumecol="volume",
    fastperiod=3,
    slowperiod=10,
):
    """This will return a dataframe of Chaikin A/D Oscillator for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        highcol (string): column to use to calculate
        lowcol (string): column to use to calculate
        closecol (string): column to use to calculate
        volumecol (string): column to use to calculate
        fastperiod (int): fast period to calculate across
        slowperiod (int): slow period to calculate across
    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    adosc = t.ADOSC(
        df[highcol].values.astype(float),
        df[lowcol].values.astype(float),
        df[closecol].values.astype(float),
        df[volumecol].values.astype(float),
        fastperiod,
        slowperiod,
    )
    return pd.DataFrame(
        {
            highcol: df[highcol].values,
            lowcol: df[lowcol].values,
            closecol: df[closecol].values,
            volumecol: df[volumecol].values,
            "a/d": adosc,
        }
    )



[docs]def obv(client, symbol, timeframe="6m", closecol="close", volumecol="volume"):
    """This will return a dataframe of On Balance Volume for the given symbol across
    the given timeframe

    Args:
        client (pyEX.Client): Client
        symbol (string): Ticker
        timeframe (string): timeframe to use, for pyEX.chart
        closecol (string): column to use to calculate
        volumecol (string): column to use to calculate
    Returns:
        DataFrame: result
    """
    df = client.chartDF(symbol, timeframe)
    obv = t.OBV(df[closecol].values.astype(float), df[volumecol].values.astype(float))
    return pd.DataFrame(
        {closecol: df[closecol].values, volumecol: df[volumecol].values, "obv": obv}
    )
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